1. Using the original data, df, training (X\_train, y\_train) and test (X\_test, y\_test) sets have been created. Complete the code using the data sets in the appropriate places.

**Complete the code to return the output**

from sklearn.linear\_model import LinearRegression

from sklearn.metrics import mean\_squared\_error

lin\_reg = LinearRegression()

lin\_reg.fit(X\_train,y\_train)

**predictions = lin\_reg.predict(X\_test, y\_test)**

**print("Mean squared error: %.2f" % mean\_squared\_error(lin\_reg, predictions))**

**predictions = lin\_reg.predict(X\_test)**

**print("Mean squared error: %.2f" % mean\_squared\_error(y\_test, predictions))**

1. Calculate the mean of the array x, whose distribution is shown in the plot.
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## Complete the code to return the output

import numpy as np

result = np.mean(x)

print(result)

1. A (Poisson) generalized linear model is fitted on the dataset score and stored in this session as model. Using model, apply the prediction method on the test dataset.

**Complete the code to return the output**

import statsmodels.api as sm

from statsmodels.formula.api import glm

model = glm(

'goal ~ player',

data = score,

family = sm.families.Poisson()

).fit()

predictions = model.predict(test)

print(predictions)

Available in this session are the training data X\_train and y\_train for feature and target variables, respectively; as well as the testing data X\_test and y\_test for feature and target variables, respectively.

Using sklearn, fit a classification random forest model on X\_train and y\_train.

## Complete the code to return the output

from sklearn.ensemble import RandomForestClassifier

from sklearn.metrics import accuracy\_score

**model = SKlear(n\_estimators=10, random\_state=1)**

**model.predict(X\_train, y\_train)**

**model = RandomForestClassifier(n\_estimators=10, random\_state=1)**

**model.fit(X\_train, y\_train)**

y\_pred = model.predict(X\_test)

print(accuracy\_score(y\_test, y\_pred))

Available in this session are the training data X\_train and y\_train for feature and target variables, respectively; as well as the testing data X\_test and y\_test.

Using sklearn, fit a logistic regression model on X\_train and y\_train.

## Complete the code to return the output

from sklearn.linear\_model import LogisticRegression

model = LogisticRegression(random\_state=1)

**model.predict(X\_train, y\_train)**

**model.fit(X\_train, y\_train)**

print(model.score(X\_test, y\_test))

Create and fit random forest classifier with 15 trees to predict whether a patient has or does not have heart disease. The data has already been split into train and test sets (X\_train, X\_test, y\_train, y\_test).

**Complete the code to return the output**

**from sklearn.metrics import RandomForestClassifier**

**from sklearn.ensemble import RandomForestClassifier**

from sklearn.metrics import accuracy\_score

model = RandomForestClassifier(n\_estimators=15,

random\_state=1)

**model.predict(X\_train, y\_train)**

**model.fit(X\_train, y\_train)**

y\_pred = model.predict(X\_test)

print(accuracy\_score(y\_test, y\_pred))

A college is looking at high-school exam scores to determine whether or not new students will pass their first year.

What machine learning model is best suited for this problem?

A: Logistic Regression

Which one of the following statements best describes k-means clustering and its utility?
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K-means clustering reduces the amount of variables in the model to determine which features have the most variability.

* ![](data:image/x-wmf;base64,183GmgAAAAAAAB4AGgB4AAAAAABtVwEACQAAAz0CAAABAJ8BAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMAhoAHgADAAAAHgAHAAAA/AIAAP///wAAAAQAAAAtAQAACQAAAB0GIQDwABoAHgAAAAAABQAAAAsCAAAAAAUAAAAMAhoAHgAFAAAAAQL///8ABQAAAC4BAAAAAAUAAAACAQEAAAAEAAAALQEAAAkAAAAdBiEA8AAQABAABQABAEMAAABACcYAiAAAAAAAEAAQAAUAAQAoAAAAEAAAABAAAAABAAEAAAAAAEAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAP///wD//wAA+B8AAPAPAADgBwAAwAMAAIABAACAAQAAgAEAAIABAACAAQAAgAEAAMADAADgBwAA8A8AAPgfAAD//wAAnwEAAEAJhgDuAAAAAAAQABAABQABACgAAAAQAAAAEAAAAAEAGAAAAAAAAAMAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAD///////////////////////8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAD////////j4+Pj4+Pj4+Pj4+P///////8AAAAAAAAAAAAAAAAAAAAAAAAAAACgoKDj4+Pj4+P////////////////j4+Pj4+P///8AAAAAAAAAAAAAAAAAAACgoKBpaWn////////////////////////////////j4+P///8AAAAAAAAAAACgoKCgoKBpaWn///////8AAAAAAAAAAAAAAAD////////j4+P///////8AAAAAAACgoKBpaWn///////8AAAAAAAAAAAAAAAAAAAAAAAD////////j4+P///8AAAAAAACgoKBpaWn///////8AAAAAAAAAAAAAAAAAAAAAAAD////////j4+P///8AAAAAAACgoKBpaWn///////8AAAAAAAAAAAAAAAAAAAAAAAD////////j4+P///8AAAAAAACgoKBpaWn///////8AAAAAAAAAAAAAAAAAAAAAAAD////////j4+P///8AAAAAAACgoKCgoKBpaWn///////8AAAAAAAAAAAAAAAD////////j4+P///////8AAAAAAAAAAACgoKBpaWn////////////////////////////////j4+P///8AAAAAAAAAAAAAAAAAAACgoKBpaWlpaWn///////////////9paWlpaWmgoKAAAAAAAAAAAAAAAAAAAAAAAAAAAACgoKCgoKBpaWlpaWlpaWlpaWmgoKCgoKAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAACgoKCgoKCgoKCgoKCgoKCgoKAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAEAAAAJwH//wMAAAAAAA==)

K-means clustering groups data into relatively distinct groups by using a pre-determined number of clusters and iterating cluster assignments.
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K-means clustering is a supervised learning algorithm that predicts continuous variables as a function of categorical variables (called clusters).
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K-means clustering is a supervised learning algorithm that predicts categorical variables (called clusters) as a function of continuous variables.

In order to compare the performance of two different linear models, calculate the mean squared error for each model. Perform the calculation based on actual test data values against pred1 and pred2 - the predictions for each model.

**Complete the code to return the output**

from sklearn import metrics

**mse1=metrics.predict(actual, pred\_1)**

**mse2=metrics.predict(actual, pred\_2)**

**mse1=metrics.mean\_squared\_error(actual, pred\_1)**

**mse2=metrics.mean\_squared\_error(actual, pred\_2)**

print("MSE for model 1 is", str(mse1.round(2)),

"and for model 2 is", str(mse2.round(2)))

The Pandas DataFrame df is loaded on your working session. Using the scipy package, implement k-means clustering (with two centroids) on the columns x\_scaled and y\_scaled.

**Complete the code to return the output**

from scipy.cluster.vq import kmeans, vq

**clusters = mean(**

**clusters = kmeans(**

df[['x\_scaled', 'y\_scaled']],

2

)

print(clusters)

How does a random forest improve upon a decision tree?

A random forest reduces variance by combining decision trees that…
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have been trained on different bootstrap samples of the training set.
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have been trained sequentially where each tree improves on the previous tree.
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each use all the available features in the training set.
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each have the highest accuracy on the same training set.

A group of scientists are looking at weather patterns to identify groups of similar hurricanes.

What model should they use for this task?
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Decision trees.
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Logistic regression.
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K-means clustering
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Ada boost.

Which one of the following statements describe supervised learning?
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A machine learning problem where we seek to understand whether observations fit into distinct groups.
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A machine learning problem where we want to decrease the number of variables so that we only preserve the ones with most variability.
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A machine learning problem where we fit a model to a response variable as a function of a set of predictor variables.
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A machine learning problem that deals with the importing and cleaning of a dataset, such that it is tidy.

The following is a preview of the data df. One-hot encode the Animal variable.

Age Animal Weight

0 22 dog 68.7

1 38 cat 89.8

2 56 cat 77.4

3 21 dog 77.3

4 43 fish 82.8

## Complete the code to return the output

import pandas as pd

**cluster = pd.predict(df, columns=['Animal'])**

**encoded = pd.get\_dummies(df, columns=['Animal'])**

print(encoded)

x\_train and y\_train are explanatory and response variables, respectively, used to fit a linear model, stored in the variable reg. Use reg to predict the value of the response variable y\_test as a function of the explanatory variable x\_test.

**Complete the code to return the output**

import numpy as np

import pandas as pd

from sklearn.linear\_model import LinearRegression

reg = LinearRegression()

reg.fit(x\_train, y\_train)

predictions = reg.predict(x\_test)

print(predictions)

1)Fit a Logistic Regression model to the binary data.

x y

0 0

1 1

2 0

3 0

...

**Complete the code to return the output**

from sklearn.linear\_model import LogisticRegression

model = LogisticRegression(random\_state=1)

model.fit(x, y)

print(model.score(x, y))

2) Available in this session are the training data X\_train and y\_train for feature and target variables, respectively; as well as the testing data X\_test and y\_test for feature and target variables, respectively.

Using sklearn, fit a classification decision tree model on X\_train and y\_train.

**Complete the code to return the output**

from sklearn.tree import DecisionTreeClassifier

from sklearn.metrics import accuracy\_score

**model = LogisticRegression(max\_depth=4, random\_state=1)**

**model = DecisionTreeClassifier(max\_depth=4, random\_state=1)**

model.fit(X\_train, y\_train)

y\_pred = model.predict(X\_test)

print(accuracy\_score(y\_test, y\_pred))

3) A GradientBoostingClassifier model is fitted on the training data X\_train and y\_train, and stored as model. Use model and the X\_test feature data to predict values for the response variable, and store it in y\_pred.

**Complete the code to return the output**

from sklearn.ensemble import GradientBoostingClassifier

from sklearn.metrics import accuracy\_score

model = GradientBoostingClassifier(n\_estimators=300, max\_depth=1, random\_state=1)

model.fit(X\_train, y\_train)

**y\_pred = predict.model(X\_test)**

**y\_pred = model.predict(X\_test)**

print(accuracy\_score(y\_test, y\_pred))

4) A LogisticRegression model is fitted on the training data X\_train and y\_train, and stored in model. Use model and the X\_test feature data to predict values for the response variable, and store it in y\_pred. Then get the model score using X\_test and y\_test.

**Complete the code to return the output**

from sklearn.linear\_model import LogisticRegression

model = LogisticRegression(random\_state=1)

model.fit(X\_train, y\_train)

**y\_pred = model.predict()**

**score = model.(X\_test, y\_test)**

**y\_pred = model.predict(X\_test)**

**score = model.score(X\_test, y\_test)**

print(score)

5) Available in this session are the training data X\_train and y\_train for feature and target variables, respectively; as well as the testing data X\_test and y\_test.

Using sklearn, fit a logistic regression model on X\_train and y\_train.

**Complete the code to return the output**

from sklearn.linear\_model import LogisticRegression

model = LogisticRegression(random\_state=1)

model.fit(X\_train, y\_train)

print(model.score(X\_test, y\_test))

6)

Overfitting means:
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We have built a model that will only perform well on previously unseen data.
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We have built a model that will only perform well on the training data.
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We have spent a lot of time building a model with no significant improvements.
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We have built a model that will give reasonable results on any data.

7) As part of a project performing credit risk modeling on a banking DataFrame - you created a few models and wanted to check their ROC curves and compare between them.
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Which model should you use and how would you quantify your decision?

![Graphical user interface, text, application, email
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8) A linear model has been fitted to training data and evaluated on the test data. Use the model to predict the output on new\_data.

**Complete the code to return the output**

import numpy as np

import pandas as pd

from sklearn.linear\_model import LinearRegression

new\_data = np.array([[8, 9]]).reshape(-1,1)

**predictions = model.fit(new\_data)**

**predictions = model.predict(new\_data)**

print(predictions)

9) Calculate the mean of the array x, whose distribution is shown in the plot.
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**Complete the code to return the output**

import numpy as np

result = np.mean(x)

print(result)

10) Before we fit a model to our data we should consider centering and scaling the data so that:
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It's easier to interpret the model output because the variables are the same values
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A feature does not have more influence on the model because of larger or smaller values
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We can remove outliers from the data because they will all be on the same range
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We can use both the original and scaled version of the variables in our model

11) Which of the following metrics would not be used when assessing the performance of a classification model?
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Area under the curve.
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Precision.
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Recall.
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Median absolute error.

12) You have created a k-means clustering model customer\_model. The model groups customers into 5 classes. You now receive new data describing a set of 5 customers (X\_new). Determine to which clusters they belong.

**Complete the code to return the output**

**predictions = kmeans(X\_new)**

**predictions = customer\_model.predict(X\_new)**

print(predictions)

13) What is the main difference between hierarchical clustering and k-means clustering?
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K-means clustering is a supervised learning algorithm, while hierarchical clustering is an unsupervised learning algorithm.
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K-means clustering is an unsupervised learning algorithm, while hierarchical clustering is a supervised learning algorithm.
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K-means clustering requires a pre-specified number of clusters, while hierarchical clustering creates multiple clusters across all of the data.
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K-means clustering yields a dendrogram representation of the results, while hierarchical clustering requires a pre-specified number of clusters.

14) Using the original data, df, training (X\_train, y\_train) and test (X\_test, y\_test) sets have been created. Complete the code using the data sets in the appropriate places.

**Complete the code to return the output**

from sklearn.linear\_model import LinearRegression

from sklearn.metrics import mean\_squared\_error

lin\_reg = LinearRegression()

lin\_reg.fit(X\_train,y\_train)

**predictions = lin\_reg.predict(X\_test, y\_test)**

**print("Mean squared error: %.2f" % mean\_squared\_error(, ))**

**predictions = lin\_reg.predict(X\_test)**

**print("Mean squared error: %.2f" % mean\_squared\_error(y\_test, predictions))**

15) Grid Search is:
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The process of testing all combinations of possible hyper-parameters to find the most suitable values.
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The process of randomly testing combinations of possible hyper-parameters to find suitable values.
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The process of re-fitting a model to several random subsets of the original data.
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The process of fitting a model to the complete data set to find the final model parameters.

The data df contains a total of 32 rows. Create a train/test split, where 80% of the data is in the training data.

**Complete the code to return the output**

from sklearn import model\_selection

**X\_train, X\_test, y\_train, y\_test = model\_selection.train\_test\_split(X, y, test\_size=0.8, random\_state=42)**

**X\_train, X\_test, y\_train, y\_test = model\_selection.train\_test\_split(X, y, train\_size=0.8, random\_state=42)**

print("X\_train shape: ", X\_train.shape)

print("X\_test shape: ", X\_test.shape)

print("y\_train shape: ",y\_train.shape)

print("y\_test shape: ",y\_test.shape)

A dataset has been prepared for you and split into test and training sets (X\_train, X\_test, y\_train, y\_test).

Use sklearn to fit a classification gradient boosting model on the training data **with 300 estimators and 0.01 learning rate**

## Complete the code to return the output

from sklearn.ensemble import GradientBoostingClassifier

**model = GradientBoostingClassifier(n\_estimators=300, max\_depth=0.01, random\_state=42)**

**model = GradientBoostingClassifier(n\_estimators=300, learning\_rate=0.01, random\_state=42)**

model.fit(X\_train, y\_train)

y\_pred = model.predict(X\_test)

print(model.score(X\_test, y\_test))

Consider the variable x in the Pandas DataFrame df shown in the plot below. Apply a Box-Cox Transformation to the variable x.
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## Complete the code to return the output

from sklearn.preprocessing import PowerTransformer

**log = PowerTransformer(method=Box-Cox)**

**log = PowerTransformer(method='box-cox')**

df['log\_x'] = log.fit\_transform(df[['x']])

print(df['log\_x'].head())

Consider a dataset, X with 2 features and 100 samples. Use K-Means clustering to group the data into 5 clusters.
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## Complete the code to return the output

**from sklearn.scipy.cluster.vq import KMeans**

**from sklearn.cluster import KMeans**

**kmeans = KMeans(, random\_state=42)**

**kmeans = KMeans(n\_clusters=5, random\_state=42)**

kmeans.fit(X)

centers = kmeans.cluster\_centers\_

print(centers)

A LogisticRegression model, clf has been fitted to data where the target variable is binary.

Use an appropriate metric to determine the percentage of correct predictions made.

## Complete the code to return the output

from sklearn.model\_selection import train\_test\_split

from sklearn import metrics

X\_train,X\_test,y\_train,y\_test=train\_test\_split(X,y,test\_size=0.25, random\_state=42)

clf.fit(X\_train,y\_train)

y\_pred=clf.predict(X\_test)

**score = metrics.clf(y\_test, y\_pred)**

**score = metrics.accuracy\_score(y\_test, y\_pred)**

print(score)

You are supplied with continuous variables in the NumPy arrays X and y.

Build an appropriate model on the target array y using the features of X.

Display the coefficient and intercept for the resulting model.

## Complete the code to return the output

from sklearn.linear\_model import LinearRegression

**model = LogisticRegression(random\_state=1)**

**model = LinearRegression()**

model.fit(X,y)

**print("Regression coefficients: {}".format(X))**

**print("Regression intercept: {}".format(y))**

**print("Regression coefficients: {}".format(model.coef\_))**

**print("Regression intercept: {}".format(model.intercept\_))**

You are supplied with a dataset assigned to the variable scaled\_data.

This dataset exhibits high dimensionality, you need to reduce it to **3** features.

**Complete the code to return the output**

from sklearn.decomposition import PCA

**reducing\_fn = PCA**

**reducing\_fn = PCA(n\_components=3)**

**Scale\_data**

**reducing\_fn.fit(scaled\_data)**

reduced\_ft = reducing\_fn.transform(scaled\_data)

print(reduced\_ft.shape)

Consider the first five rows of the data frame df shown below. Apply a pre-processing step to standardize all numeric features.

Sepal.Length Sepal.Width Petal.Length Petal.Width Species

1 5.1 3.5 1.4 0.2 setosa

2 4.9 3.0 1.4 0.2 setosa

3 4.7 3.2 1.3 0.2 setosa

4 4.6 3.1 1.5 0.2 setosa

5 5.0 3.6 1.4 0.2 setosa

6 5.4 3.9 1.7 0.4 setosa

**Complete the code to return the output**

from sklearn.preprocessing import StandardScaler

scaler = StandardScaler()

**df\_scaled = pd.DataFrame(scaler(df), columns=df.columns)**

**df\_scaled = pd.DataFrame(scaler.fit\_transform(df), columns=df.columns)**

print(df\_scaled.head())

Consider the variable x in the Pandas DataFrame df shown in the plot below. Note that the data contains positive and negative values. Apply a suitable transformation to the data.
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Description automatically generated](data:image/png;base64,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)

**Complete the code to return the output**

from sklearn.preprocessing import PowerTransformer

**log = PowerTransformer(method='box-cox')**

**log = PowerTransformer(method='yeo-johnson')**

df['log\_x'] = log.fit\_transform(df[['x']])

print(df['log\_x'].head())

Determine if 50, 150 or 250 is the best value for the n\_estimators hyperparameter of a random forest classifier.

**Complete the code to return the output**

from sklearn.ensemble import RandomForestClassifier

from sklearn.model\_selection import GridSearchCV

model\_params = {'n\_estimators': [50, 150, 250]}

rf = RandomForestClassifier(random\_state=42)

**clf = (rf, , cv=5)**

**clf = GridSearchCV(rf, model\_params, cv=5)**

clf.fit(X\_train, y\_train)

print(clf.best\_params\_)

A dataset has been prepared for you and split into test and training sets (X\_train, X\_test, y\_train, y\_test).

Show the **importance of each feature** in the gradient boosting model that is fitted to the data

**Complete the code to return the output**

from sklearn.ensemble import RandomForestClassifier

model = RandomForestClassifier(random\_state=42)

model.fit(X\_train, y\_train)

**importances = gradient boosting model(**

**importances = model.feature\_importances\_**

**feature\_importances = pd.Series(, wine\_feat.columns)**

**feature\_importances = pd.Series(importances, wine\_feat.columns)**

print(feature\_importances)

The test\_data dataset contains grades from a midterm exam, as well as the time taken by the students to write the exam. There was no time limit on the test so students had no time pressure to finish. Fit a Ridge Regression model with alpha=0.1 and determine the R-squared value for the model.

>>> test\_data.head()

Grade Time

0 85.0 127

1 79.2 152

2 74.2 115

3 71.7 152

4 80.0 152

**Complete the code to return the output**

from sklearn.linear\_model import Ridge

from sklearn.model\_selection import train\_test\_split

from sklearn.metrics import r2\_score

X = test\_data[['Grade']]

y = test\_data['Time']

X\_train, X\_test, y\_train, y\_test = train\_test\_split(X,y,test\_size=0.25, random\_state=42)

**ridge =**

**model.fit(X\_train, y\_train)**

**ridge = Ridge(alpha=0.1)**

**ridge.fit(X\_train, y\_train)**

y\_pred = ridge.predict(X\_test)

**r\_squared =**

**r\_squared = ridge.score(X\_test, y\_test)**

print("R-squared: %.3f" % r\_squared)

Use five fold cross-validation to evaluate a fitted k-nearest neighbors classifier. X contains the features and y is the target variable.

**Complete the code to return the output**

from sklearn import model\_selection

**scores = model\_selection.knearest(knn, X, y, cv=5, scoring='accuracy')**

**scores = model\_selection.cross\_val\_score(knn, X, y, cv=5, scoring='accuracy')**

print(scores)

# Create a pd.Series of features importances

importances = pd.Series(data=rf.feature\_importances\_,

                        index= X\_train.columns)

# Sort importances

importances\_sorted = importances.sort\_values()

# Draw a horizontal barplot of importances\_sorted

importances\_sorted.plot(kind='barh', color='lightgreen')

plt.title('Features Importances')

plt.show()

# Import DecisionTreeClassifier

from sklearn.tree import DecisionTreeClassifier

# Import AdaBoostClassifier

from sklearn.ensemble import AdaBoostClassifier

# Instantiate dt

dt = DecisionTreeClassifier(max\_depth=2, random\_state=1)

# Instantiate ada

ada = AdaBoostClassifier(base\_estimator=dt, n\_estimators=180, random\_state=1)

# Import mean\_squared\_error as MSE

from sklearn.metrics import mean\_squared\_error as MSE

# Compute MSE

mse\_test = MSE(y\_test, y\_pred)

# Compute RMSE

rmse\_test = mse\_test\*\*(1/2)

# Print RMSE

print('Test set RMSE of gb: {:.3f}'.format(rmse\_test))

# Import GradientBoostingRegressor

from sklearn.ensemble import GradientBoostingRegressor

# Instantiate sgbr

sgbr = GradientBoostingRegressor(max\_depth=4,

                                 subsample=0.9,

                                 max\_features=0.75,

                                 n\_estimators=200,

                                 random\_state=2)

# Import GridSearchCV

from sklearn.model\_selection import GridSearchCV

# Instantiate grid\_dt

grid\_dt = GridSearchCV(estimator=dt,

                       param\_grid=params\_dt,

                       scoring='roc\_auc',

                       cv=5,

                       n\_jobs=-1)

# Import roc\_auc\_score from sklearn.metrics

from sklearn.metrics import roc\_auc\_score

# Extract the best estimator

best\_model = grid\_dt.best\_estimator\_

# Predict the test set probabilities of the positive class

y\_pred\_proba = best\_model.predict\_proba(X\_test)[:,1]

# Compute test\_roc\_auc

test\_roc\_auc = roc\_auc\_score(y\_test, y\_pred\_proba)

# Print test\_roc\_auc

print('Test set ROC AUC score: {:.3f}'.format(test\_roc\_auc))

# Import GridSearchCV

from sklearn.model\_selection import GridSearchCV

# Instantiate grid\_rf

grid\_rf = GridSearchCV(estimator=rf,

                       param\_grid=params\_rf,

                       scoring='neg\_mean\_squared\_error',

                       cv=3,

                       verbose=1,

                       n\_jobs=-1)

A random forest model has been fitted to train data.

Use the results from a random forest classifier to determine the importance of each feature in determining whether a patient does or does not have heart disease.

## Complete the code to return the output

import matplotlib.pyplot as plt

import seaborn as sns

from sklearn.ensemble import RandomForestClassifier

model = RandomForestClassifier(n\_estimators=15,

random\_state=1)

model.fit(X\_train, y\_train)

# Create a DataFrame with the feature importances

feature\_importances = pd.DataFrame(

**{"feature": list(X.columns), "importance": list(Y.columns)}**

**{"feature": list(X.columns), "importance": model.feature\_importances\_}**

).sort\_values("importance", ascending=False)

sns.barplot(data=feature\_importances, x="importance", y="feature")

plt.show()

Available in this session are the training (X\_train, y\_train) and test (X\_test, y\_test) sets.

Implement a Lasso Regression model with alpha equal to 0.01. Determine the RMSE achieved by the model.

## Complete the code to return the output

import numpy as np

from sklearn.metrics import mean\_squared\_error, r2\_score

**from sklearn.linear\_model import LassoRegression**

**from sklearn.linear\_model import Lasso**

**lasso\_model = LassoRegression(Alpha=0.01)**

**lasso\_model = Lasso(alpha=0.01)**

lasso\_model.fit(X\_train, y\_train)

lasso\_predictions = lasso\_model.predict(X\_test)

print("RMSE: ", np.sqrt(mean\_squared\_error(y\_test,lasso\_predictions)))

You are supplied with 2 sets of variables; y\_pred are predicted using the model supplied and y\_test are the actual response values.

Print the main classification metrics for the model.

## Complete the code to return the output

from sklearn.tree import DecisionTreeClassifier

from sklearn import metrics

model = DecisionTreeClassifier(max\_depth=4, random\_state=42)

model.fit(X\_train, y\_train)

y\_pred = model.predict(X\_test)

**print(metrics.y\_pred)**

**print(metrics.classification\_report(y\_test, y\_pred))**

Create a bagging classifier using 10 decision tree classifiers. The data has already been split into train and test sets (X\_train, X\_test, y\_train, y\_test)

**Complete the code to return the output**

**from sklearn. import DecisionTreeClassifier**

**from sklearn. import BaggingClassifier**

**from sklearn.tree import DecisionTreeClassifier**

**from sklearn.ensemble import BaggingClassifier**

from sklearn.metrics import accuracy\_score

dt = DecisionTreeClassifier(random\_state=1)

bc = BaggingClassifier(base\_estimator=dt,

n\_estimators=10,

random\_state=1)

**.fit(X\_train, y\_train)**

**bc.fit(X\_train, y\_train)**

**y\_pred = .predict(X\_test)**

**y\_pred = bc.predict(X\_test)**

print(accuracy\_score(y\_test, y\_pred))

Using the binary predicted values y\_pred, and known actual values, y\_test, determine the size of the area under the ROC curve.

**Complete the code to return the output**

from sklearn.linear\_model import LogisticRegression

from sklearn import metrics

clf=LogisticRegression(solver='newton-cg', random\_state=42)

clf.fit(X\_train,y\_train)

y\_pred=clf.predict(X\_test)

**size = metrics.accuracy\_score(y\_test, y\_pred)**

**size = metrics.roc\_auc\_score(y\_test, y\_pred)**

print(size)

The scatterplot shows data for a sample of 14 biofuels. Fit a linear regression model and print the intercept and coefficient.
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* x = iodine value (g)
* y = cetane number

**Complete the code to return the output**

from sklearn.linear\_model import LinearRegression

model = LinearRegression(fit\_intercept=True)

model.fit(x, y)

**print("Regression coefficients: {}".format(model.coef))**

**print("Regression intercept: {}".format(model.intercept))**

**print("Regression coefficients: {}".format(model.coef\_))**

**print("Regression intercept: {}".format(model.intercept\_\_))**

A random forest model has been fitted to train data.

Use the results from a random forest classifier to determine the importance of each feature in determining whether a patient does or does not have heart disease.

## Complete the code to return the output

import matplotlib.pyplot as plt

import seaborn as sns

from sklearn.ensemble import RandomForestClassifier

model = RandomForestClassifier(n\_estimators=15,

random\_state=1)

model.fit(X\_train, y\_train)

# Create a DataFrame with the feature importances

feature\_importances = pd.DataFrame(

**{"feature": list(X.columns), "importance": model.feature\_importances}**

**{"feature": list(X.columns), "importance": model.feature\_importances\_}**

).sort\_values("importance", ascending=False)

sns.barplot(data=feature\_importances, x="importance", y="feature")

plt.show()

Available in your working session is the dataset scaled\_samples. Instantiate a principal component analysis model object with 2 components, and fit the model to the scaled\_samples object.

**Complete the code to return the output**

from sklearn.decomposition import PCA

pca = PCA(n\_components=2)

**pca.fit()**

**pca.fit(scaled\_samples)**

pca\_features = pca.transform(scaled\_samples)

print(pca\_features.shape)

The Pandas DataFrame df is loaded on your working session. Using the scipy package, compute the cluster distance (with linkage method complete) between the observations the columns x\_scaled and y\_scaled.

**Complete the code to return the output**

from scipy.cluster.hierarchy import linkage

distances = linkage(

df[['x\_scaled', 'y\_scaled']],

**,**

**method = 'complete',**

metric = 'euclidean'

)

print(distances[:5])

An array X with two features has been loaded for you along with the target variable array y. Fit a multiple linear regression model with **interaction terms** on the target variable y as a function of the feature variables contained in X.

**Complete the code to return the output**

import pandas as pd

from sklearn.linear\_model import LinearRegression

**from sklearn.preprocessing import PowerTransformer**

**from sklearn.preprocessing import PolynomialFeatures**

**interaction\_term = PowerTransformer(degree=2, interaction\_only=X, include\_bias=False)**

**interaction\_term = PolynomialFeatures(degree=2, interaction\_only=True, include\_bias=False)**

X\_inter = interaction\_term.fit\_transform(X)

model = LinearRegression()

**model.fit(X,y)**

**model.fit(X\_inter,y)**

print("Regression coefficients: {}".format(model.coef\_))

A dataset has been prepared for you and fed into a random forest model.

Use sklearn to show the **predicted probabilities** of a new data point belonging to each class.

>>> print(new)

Alcohol Malic.acid Phenols Flavanoids

13.64 3.10 2.70 3.01

## Complete the code to return the output

from sklearn.ensemble import RandomForestClassifier

model = RandomForestClassifier(random\_state=42)

model.fit(X\_train, y\_train)

**print(model.new)**

**print(model.predict\_proba(new))**

You have a New York house price dataset named housing that contains the following columns. Label Encode the Borough column so that each Borough has an associated number to it.

LotArea Borough SalePrice

0 220 Bronx 150000

1 140 Manhattan 450000

2 200 Queens 190000

3 150 Brooklyn 240000

4 340 Staten Island 200000

## Complete the code to return the output

**from sklearn.preprocessing import PowerTransformer**

**from sklearn.preprocessing import LabelEncoder**

**le = PowerTransformer()**

**housing['Borough'] = le.(housing[])**

**le = LabelEncoder()**

**housing['Borough'] = le.fit\_transform(housing['Borough'])**

print(housing)