**public** **class** DataPro {

@Test(dataProvider="SamsURL")

**public** **void** launchURL(String url){

System.setProperty("webdriver.chrome.driver", "/Users/vn0m93a/Documents/Codebase/Softwares/chromedriver");

WebDriver driver = **new** ChromeDriver();

driver.manage().window().maximize();

driver.manage().deleteAllCookies();

driver.get(url);

System.out.println(driver.getTitle());

driver.close();

}

@DataProvider(name="SamsURL")

**public** Object[][] urlSupply(){

Object[][]data= **new** Object[1][1];

data[0][0]="https://samsclub.com";

**return** data;

}

}

Note: If for @DataProvider , name attribute is not used than,

Name of the method followed by @DataProvider should be used.

**public** **class** DataPro {

@Test(dataProvider = "urlSupply")

**public** **void** launchURL(String url) {

System.setProperty("webdriver.chrome.driver", "/Users/vn0m93a/Documents/Codebase/Softwares/chromedriver");

WebDriver driver = **new** ChromeDriver();

driver.manage().window().maximize();

driver.manage().deleteAllCookies();

driver.get(url);

System.out.println(driver.getTitle());

driver.close();

}

@DataProvider

**public** **static** Object[][] urlSupply(){

Object[][]data= **new** Object[1][1];

data[0][0]="https://samsclub.com";

**return** data;

}

}

7. dataProviderClass

**public** **class** DataPro {

@Test(dataProvider="dp",dataProviderClass=DataProvClass.**class**)

**public** **void** launchURL(String url){

System.setProperty("webdriver.chrome.driver", "/Users/vn0m93a/Documents/Codebase/Softwares/chromedriver");

WebDriver driver = **new** ChromeDriver();

driver.manage().window().maximize();

driver.manage().deleteAllCookies();

driver.get(url);

System.out.println(driver.getTitle());

driver.close();

}

}

**public** **class** DataProvClass {

@DataProvider(name="dp")

**public** **static** Object[][] urlSupply(){

Object[][]data= **new** Object[1][1];

data[0][0]="https://samsclub.com";

**return** data;

}

}

Note 1: In this scenario the DataProvider method was in a different class. In such a case the dataProviderMethod() has to be declared static so that it can be used by a test method in a different class for providing data.

Note 2 : If for @DataProvider , name attribute is not used than,

Name of the method followed by @DataProvider should be used.

Ex:

**public** **class** DataPro {

@Test(dataProvider = "urlSupply", dataProviderClass = DataProvClass.**class**)

**public** **void** launchURL(String url) {

System.setProperty("webdriver.chrome.driver", "/Users/vn0m93a/Documents/Codebase/Softwares/chromedriver");

WebDriver driver = **new** ChromeDriver();

driver.manage().window().maximize();

driver.manage().deleteAllCookies();

driver.get(url);

System.out.println(driver.getTitle());

driver.close();

}

}

**public** **class** DataProvClass {

@DataProvider

**public** **static** Object[][] urlSupply(){

Object[][]data= **new** Object[1][1];

data[0][0]="https://samsclub.com";

**return** data;

}

}

***\*\*\*ASSERTion: using ASSERT***

TestNG supports assertion of a test using the Assert class.

Ex: Assert.assertEquals("actual","expected");

Asserts helps us to verify the conditions of the test and decide whether test has failed or passed.

A test is considered successful ONLY if it is completed without throwing any exception.

Ex:

verifying if the page title is equal to 'Google' or not. If the page title is not matching with the text /title that we provided, it will fail the test case.

@Test

public void testCaseVerifyHomePage() {

driver= new FirefoxDriver();

driver.navigate().to("http://google.com");

Assert.assertEquals("Google", driver.getTitle());

}

@Test

public void testCaseVerifyHomePage() {

driver= new FirefoxDriver();

driver.navigate().to("http://google.com");

Assert.assertEquals("Gooooogle", driver.getTitle());

}

The above code will throw you an Assertion error as below:

java.lang.AssertionError: expected [Google] but found [Gooooogle]

**Assert class methods:**

assertEqual(String actual,String expected) :-

It takes two string arguments and checks whether both are equal, if not it will fail the test.

assertEqual(String actual,String expected, String message) :- It takes three string arguments and checks whether both are equal, if not it will fail the test and throws the message which we provide.

assertEquals(boolean actual,boolean expected) :- It takes two boolean arguments and checks whether both are equal, if not it will fail the test.

assertEquals(java.util.Collection actual, java.util.Collection expected, java.lang.String message) :-

Takes two collection objects and verifies both collections contain the same elements and with the same order. if not it will fail the test with the given message.

Assert.assertTrue(condition) :- It takes one boolean arguments and checks that a condition is true,If it isn't, an AssertionError is thrown.

Assert.assertTrue(condition, message) :- It takes one boolean argument and String message. It Asserts that a condition is true. If it isn't, an AssertionError, with the given message, is thrown.

Assert.assertFalse(condition) :- It takes one boolean arguments and checks that a condition is false,If it isn't, an AssertionError is thrown.

Assert.assertFalse(condition, message) :- It takes one boolean argument and String message. It Asserts that a condition is false. If it isn't, an AssertionError, with the given message, is thrown.

The below is the sample code to use assertions :

@Test

public void testCaseVerifyHomePage() {

driver= new FirefoxDriver();

driver.navigate().to("http://google.com");

Assert.assertEquals("Gooogle", driver.getTitle(), "Strings are not matching");

//Write a code to login and write a method called isUserLoggedInSuccessfully and isUserLoggedOut which returns boolean.

Assert.assertTrue(isUserLoggedInSuccessfully(), "User failed to login");

Assert.assertFalse(isUserLoggedOut())

}

***Normal<Hard> and Soft Assert***

**Hard Assert:**

@Test

***public******void*** *verifyLindeinIn() {*

*driver =* ***new*** *ChromeDriver();*

*driver.manage().window().maximize();*

*driver.get("https://linkedin.com");*

*Assert.assertTrue(driver.getTitle().contains("Link"));*

*System.out.println("Test 1 is successful");*

*driver.close();*

*}*

**SoftAssert:**

@Test

*public void validate01() {*

*SoftAssert softAssert = new SoftAssert();*

*softAssert.assertEquals(true, true);*

*softAssert.assertEquals(5, 5);*

*System.out.println("Assert is successful");*

*softAssert.****assertAll();***

*}*

***@Parameters***

it is used to pass environmental variables or generic variables which are same for *different classes and Test Cases.*

***TestNG Parameters***

It allows us to automatically run a test case multiple times with different input and validation values.

TestNG lets you pass parameters directly to your test methods with your testng.xml.

Ex:

**public** **class** BrowserOps {

WebDriver driver;

@Test

@Parameters("url")

**public** **void** browserOps(String url) {

System.setProperty("webdriver.chrome.driver", "/Users/vn0m93a/Documents/Codebase/Softwares/chromedriver");

driver = **new** ChromeDriver();

driver.manage().window().maximize();

driver.manage().deleteAllCookies();

driver.get(url);

System.out.println(driver.getTitle());

// Assert.assertEquals(false, true);

driver.close();

}

}

testing.xml :

<suite name="Suite">

<test thread-count="5" name="Test">

<parameter name="url" value="https://samsclub.com"></parameter>

<classes>

<class name="com.webScenarios.BrowserOps"/>

</classes>

</test> <!-- Test -->

</suite> <!-- Suite -->

pass the values to Test Cases from xml file <name,Value pair>

by using

<parameter name="parameterName" value="parameterValue"></parameter>

before the <classes> nodes/tags

// for one parameter - one line as above in testing.xml, for multiple parameters use multiple lines.

then use @Parameters after @Test annotation in java class.

@Parameters({"parameterName”}) // in java class

***Note1:*** Run the tests from testing.xml file, if run from Java class it will not be executed and throws below error.

![](data:image/png;base64,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)

***Note2: we can supply same parameter to multiple Test cases under different Java classes through testing.xml as below.***

<suite name="Suite">

<test thread-count="5" name="Test">

<parameter name="url" value="https://samsclub.com"></parameter>

<classes>

<class name="com.webScenarios.BrowserOps"/>

<class name="com.webScenarios.Class2"/>

</classes>

</test> <!-- Test -->

</suite> <!-- Suite -->

***Note 3: Paramters are supplied to only those test methods in the classes having @Parameters annotation after the @Test.***

**@DataProvider:**

only one attribute: "name"

@DaraProvider(name = "DataProvider\_Name")

if name is not provided / empty --> its going to take method name following it.

it returns: object type : Object [][]

2-D array

used to store Test Data

initialization: Object [][] = new Object[rows][columns];

**Test Data stored will be used during runtime.**

To access the Data from DataProvider: @Test(dataProvider="DataProvider\_Name")

parameterize the method under @Test /Test Method with data types of input variables.

***Ex: LOGIN TO A WEB APP WITH BASIC LOGIN CREDENTIALS:***

public class Login{

public WebDriver driver;

driver = new FirefoxDriver();

driver.manage().window().maximize();

driver.get("URL");

@Test(dataProvider = "loginCredentials")

public void open(String User,String Pwd){

driver.findElement(By.id("username")).clear();

driver.findElement(By.id("username")).sendKeys(User);

driver.findElement(By.id("password")).clear();

driver.findElement(By.id("password")).sendKeys(Pwd);

driver.findElement(By.id("loginButton")).click();

driver.close();

}

@DaraProvider(name = "loginCredentials")

public Object[][] getData(){

Object[][] data = new Object[3][2];

data [0][0] = "user1";

data [0][1] = "pwd1";

data [1][0] = "user2";

data [1][1] ="pwd2";

data [2][0] ="user3";

data [2][1] ="pwd3";

return data;

}

}

**Read data from Excel to DataProvider in Selenium using TEST NG:**

NOTE: very important:

**No. of rows = no. of Test Runs**

**No. of Columns = No. of parameters of a test method(method under @Test annotation)**

Create a Java Class under Utility as ExcelUtility:

Assumption: Data is present in a single column(only one column)

< logic will be changed based on the number of columns >

public class ExcelUtility {

private static XSSFSheet ExcelWSheet;

private static XSSFWorkbook ExcelWBook;

private static XSSFCell Cell;

public static Object[][] getTestData(String FilePath, String SheetName,int startingRow,int lastRow,int column) throws Exception {

String [][] table = null;

FileInputStream excelFile = new FileInputStream(FilePath);

ExcelWBook = new XSSFWorkbook(excelFile);

ExcelWSheet = ExcelWBook.getSheet(SheetName);

int i = startingRow;

int k= lastRow;

int j=column;

int ci=0;int cj=0;

int totalRows =k-i;

int totalCols=1;

table=new String[totalRows][totalCols];

while(i<=k){

table[ci][cj]=getCellData(i,j);

ci++ ;i++;

}

return (table);

}

public static String getCellData(int RowNum, int ColNum) throws Exception {

Cell = ExcelWSheet.getRow(RowNum).getCell(ColNum);

String CellData = Cell.getStringCellValue();

return CellData;

}

}

***@Factory***

***Ex:***

**public** **class** TestClass01 {

**private** String param = "";

**public** TestClass01(String param) {

**this**.param = param;

}

@BeforeClass

**public** **void** beforeClass() {

System.out.println("Before SimpleTest class executed.");

}

@Test

**public** **void** testMethod() {

System.out.println("testMethod parameter value is: " + param);

}

@Factory

**public** Object[] factoryMethod() {

**return** **new** Object[] { **new** TestClass01("one"), **new** TestClass01("two") ,**new** TestClass01("three")};

}

}

o/p:

Before SimpleTest class executed.

testMethod parameter value is: three

Before SimpleTest class executed.

testMethod parameter value is: two

Before SimpleTest class executed.

testMethod parameter value is: one

PASSED: testMethod

PASSED: testMethod

PASSED: testMethod

**Same scenario in DataProvider as below**

@BeforeClass

**public** **void** beforeClass() {

System.out.println("Before class executed");

}

@Test(dataProvider = "dataMethod")

**public** **void** testMethod(String param) {

System.out.println("The parameter value is: " + param);

}

@DataProvider

**public** Object[][] dataMethod() {

**return** **new** Object[][] { { "one" }, { "two" } };

}

o/p:

**Before class executed**

**The parameter value is: one**

**The parameter value is: two**

**PASSED: testMethod("one")**

**PASSED: testMethod("two")**

***Difference between @Factory and @DataProvider:***

**DataProvider**: A test method that uses DataProvider will be executed a multiple number of times based on the data provided by the DataProvider. **The test method will be executed using the same instance of the test class to which the test method belongs.**

**Factory**: A factory will execute all the test methods present inside a test class using a separate instance of the respective class.

***TestNG factory is used to create instances of test classes dynamically.***

This is useful if you want to run the test class any number of times.

For example, if you have a test to login into a site and you want to run this test multiple times,

then its easy to use TestNG factory where you create multiple instances of test class and run the tests (may be to **test any *memory leak issues*).**

Whereas, ***dataprovider is used to provide parameters to a test.***

*If you provide dataprovider to a test, the test will be run taking different sets of value each time.*

This is useful for a scenario like where you want to login into a site with different sets of username and password each time.

***@Listeners***

**// to Implement TestNG listeners in:**

Listeners - features of TestNG to **customize logs / reports of Test NG**

listens to certain events of TestNG and respond accordingly.

Complete customization of reports.

**Types of Listeners:(Interfaces)**

IAnnotation Transformer

IAnnotation Transformer 2

IHookable

IInvokedMethodListener

IMethodInterceptor

IReporter

ISuiteListener

ITestListener - used in our projects

**ITestListener** - implementation in two ways

1.extend **ITestListenerAdapter** Class

2. implement **ITestListener** Interface.

Implement at 1. Class Level 2. Suite Level.

public class TestNGListener implements ITestListener { // import ITestListener from testng.org

// click on Add Unimplemented Methods.. will get

@Override

public void onFinish(ITestContext arg0) {

// TODO Auto-generated method stub

}

@Override

public void onStart(ITestContext arg0) {

// TODO Auto-generated method stub

}

@Override

public void onTestFailedButWithinSuccessPercentage(ITestResult arg0) {

// TODO Auto-generated method stub

}

@Override

public void onTestFailure(ITestResult arg0) {

// TODO Auto-generated method stub

}

@Override

public void onTestSkipped(ITestResult arg0) {

// TODO Auto-generated method stub

}

@Override

public void onTestStart(ITestResult arg0) {

// TODO Auto-generated method stub

}

@Override

public void onTestSuccess(ITestResult arg0) {

}

}

// Next.... remove the comments and perform as below...

public class TestNGListener implements ITestListener {

@Override

public void onFinish(ITestContext result) {

}

@Override

public void onStart(ITestContext result) {

}

@Override

public void onTestFailedButWithinSuccessPercentage(ITestResult result) {

}

@Override

public void onTestFailure(ITestResult result) {

System.out.println("The details of Test Failed are"+result.getName()); // getName() - gets name of the Test Case

}

@Override

public void onTestSkipped(ITestResult result) {

System.out.println("The details of Test Skipped are"+result.getName());

}

@Override

public void onTestStart(ITestResult result) {

System.out.println("The details of TestStart are"+result.getName());

}

@Override

public void onTestSuccess(ITestResult result) {

System.out.println("The details of TestSuccess are"+result.getName());

}

}

**// To Implement Listeners in Java Project / Java Class**

@Listeners(package\_name.TestNGListener.class)

// import Listeners from org.testng.annotations

// keep Listeners at Class Level

public class TestNGTestCase{

@Test

public void testMethod(){

// write any method statements which perform some task

// ex: launching a browser

}

}

**// To implement for multiple classes / 2. Implement at Suite Level**

remove

@Listeners(package\_name.TestNGListener.class) before each class

convert the Class in to TestNG (Convert to TestNG)

in the testng.xml , include the below code after the Suite tag.

<listeners>

<listener class-name="package\_name.TestNGListener"/>

</listeners>

// if multiple classes :

add the same node as above.

@Override

@Override annotation is used when we override a method in sub class(Child Class).

1) If programmer makes any mistake such as wrong method name, wrong parameter types while overriding, you would get a compile time error.

As by using this annotation you instruct compiler that you are overriding this method.

If you don’t use the annotation then the sub class method would behave as a new method (not the overriding method) in sub class.

2) It improves the readability of the code. So if you change the signature of overridden method then all the sub classes that

overrides the particular method would throw a compilation error, which would eventually help you to change the signature

in the sub classes. If you have lots of classes in your application then this annotation would really help you to identify the classes that require changes when you change the signature of a method.

***##########################################################***

***\* TO GENERATE testng.xml REPORT:***

RIGHT CLICK ON ANY "CLASS FILE"

--> TESTNG

--> CONVERT TO TESTNG

-->"testng.xml" FILE GETS CREATED.

Note: testing.xml file can have any name but the file extension should be .xml

***\* WORKING ON TESTNG.XML***

right click on testng.xml --> open--> body of xml:

<?xml version="1.0" encoding="UTF-8"?>

<!DOCTYPE suite SYSTEM "http://testng.org/testng-1.0.dtd">

<suite name="Suite">

<test name="Test">

<classes>

<class name="package\_name.Class\_name"/>

</classes>

</test> <!-- Test -->

</suite> <!-- Suite -->

***NOTE:***

first two lines are autogenerated - need not bother about it

The values of suite name and test name can be customised as per our wish

\* under <classes> we can add N no of classes from same or different packages and all can be run

together one by one from top to bottom. (*BUT THIS IS NOT PARALLEL TESTING)*

\* value of class\_name syntax: package\_name.Class\_name

**Ex: <?xml version="1.0" encoding="UTF-8"?>**

**<!DOCTYPE suite SYSTEM "http://testng.org/testng-1.0.dtd">**

**<suite name="Suite">**

**<test thread-count="5" name="Test">**

**<classes>**

**<class name="Test01"></class>**

**</classes>**

**</test> <!-- Test -->**

**</suite> <!-- Suite -->**

***Note: for default package – no need of package name.***

***SPECIAL ANNOTATION:***

***@BeforeGroups***

***@AfterGroups***

\* both will be used when required if we use parameter "group" in @Test

Ex: @Test(groups ={"Functional","Sanity"})

***TO PERFORM GROUP TESTING:***

Add this piece of code in the above code after <test name = ""> and before <classes>

<groups>

<run>

<include name="GROUP\_NAME"></include>

</run>

</groups>

and the actual code becomes

<?xml version="1.0" encoding="UTF-8"?>

<!DOCTYPE suite SYSTEM "http://testng.org/testng-1.0.dtd">

<suite name="Suite">

<test name="Test">

<groups>

<run>

<include name="GROUP\_NAME"></include>

</run>

</groups>

<classes>

<class name="package\_name.Class\_name"/>

</classes>

</test> <!-- Test -->

</suite> <!-- Suite -->

\****NOTE:*** we can execute N no. of groups together by including

<include name="GROUP\_NAME"></include> under one another

and can also from different classes just by adding

<class name="package\_name.Class\_name"/>

one below another / one next to another.

***include and exclude***

*suite name="Suite" parallel="classes" thread-count="3">*

*<groups>*

*<run>*

*<include name="groupNameIncluded"></include>*

*<exclude name="groupNameExcluded"></exclude>*

*</run>*

*</groups>*

*<test thread-count="5" name="Test">*

*<classes>*

*<class name="com.testngOps.ParallelTest"/>*

*<class name="com.testngOps.Parallel2"></class>*

*<class name="com.testngOps.Parallel3"></class>*

*<class name="com.testngOps.Parallel4"></class>*

*<class name="com.testngOps.Parallel5"></class>*

*</classes>*

*</test> <!-- Test -->*

*</suite> <!-- Suite -->*

***Actual working with testing.xml***

Xml file with Class names

|  |
| --- |
| <suite name="Suite1" verbose="1" > |

|  |
| --- |
| <test name="Nopackage" > |

|  |
| --- |
| <classes> |

|  |
| --- |
| <class name="NoPackageTest" /> |

|  |
| --- |
| </classes> |

|  |
| --- |
| </test> |

|  |
| --- |
|  |

|  |
| --- |
| <test name="Regression1"> |

|  |
| --- |
| <classes> |

|  |
| --- |
| <class name="test.sample.ParameterSample"/> |

|  |
| --- |
| <class name="test.sample.ParameterTest"/> |

|  |
| --- |
| </classes> |

|  |
| --- |
| </test> |

|  |
| --- |
| </suite> |

Xml file with package name

|  |
| --- |
| <suite name="Suite1" verbose="1" > |

|  |
| --- |
| <test name="Regression1"   > |

|  |
| --- |
| <packages> |

|  |
| --- |
| <package name="test.sample" /> |

|  |
| --- |
| </packages> |

|  |
| --- |
| </test> |

|  |
| --- |
| </suite> |

In the above code:

TestNG will look at all the classes in the package test.sample and will retain only classes that have TestNG annotations.

We can also define new groups inside testng.xml and specify additional details in attributes, such as whether to run the tests in parallel, how many threads to use, whether you are running JUnit tests, etc...

By default, TestNG will run your tests in the order they are found in the XML file. If you want the classes and methods listed in this file to be run in an unpredictable order, set the preserve-order attribute to false

[view source](http://testng.org/doc/documentation-main.html#viewSource)

[print](http://testng.org/doc/documentation-main.html#printSource)[?](http://testng.org/doc/documentation-main.html#about)

|  |  |
| --- | --- |
| <test name="Regression1" preserve-order="false"> | |
| <classes> |

|  |
| --- |
|  |
| <class name="test.Test1"> | |

|  |
| --- |
| <methods> |
| <include name="m1" /> | |

|  |  |
| --- | --- |
| <include name="m2" /> | |
| </methods> |

|  |  |
| --- | --- |
| </class> | |
|  |

|  |  |
| --- | --- |
| <class name="test.Test2" /> | |
|  |

|  |  |
| --- | --- |
| </classes> | |
| </test> |

***PARALLEL TESTING***: "parallel" "thread-count"

EXECUTING MORE THAN ONE CLASS PARALLELY / NOT IN A SEQUENTIAL MANNER./ Executing Simultaneously

it uses MultiThreading concept of Java.( process is one but instances are many)

TO DO IT:

testng.xml --> <suite name="Suite\_name" parallel = "classes" thread-count = "2">

***NOTE:*** IN TESTNG: the value of parallel can be 5 : classes/falses/instances/methods/tests

in real time we use classes/ but can use tests and methods also.

default value of thread-count:5 / but we use up to 3 because of memory consumption by thread

Ex:

<?xml version="1.0" encoding="UTF-8"?>

<!DOCTYPE suite SYSTEM "http://testng.org/testng-1.0.dtd">

<suite name="Parallel Test Suite" parallel="classes" thread-count="2">

<test name="Sanity Test">

<classes>

<class name="com.TestNG.Class1"/>

<class name="com.TestNG.Class2"/>

</classes>

</test> <!-- Test -->

</suite> <!-- Suite -->

**Maximum Thread count**

**// to execute failed test cases in Selenium webdriver:**

**Why Test Case Fails:**

1. Application is down.
2. Server is not responding
3. Network Issue
4. Scripting Issue
5. ***Application Issue - validation fail - genuine bug***

public class ExecuteTestCase{

@Test

public void executeTC(){

statements;

}

// convert to TestNG

testng.xml

refresh the project --> "test-output" folder is generated and inside it we get "TestScenario" Folder

which will have testng-failed.xml (will have xml code of only failed test cases)

now Run this xml

will get a folder "Failed Suite" under test-output

- failed test cases report

Fix the Script and Re Run the XML

***//1. To fix this using a Java program<Run only failed Test Cases>***

public class TestRunner{{

public static void main(String []args){

TestNG runner = new TestNG(); // import TestNG Class from org.testng

List<String> list = new ArrayList<String>(); // collections concept, import ArrayListfrom java.util

list.add("path\_xml");// add the path of xml of failed test case to execute.

runner.setTestSuites(list);

runner.run();

}

}

**//2. To run failed TCs using Retry and IRetryListener**

***public******class*** *Retry* ***implements*** *IRetryAnalyzer {*

***public******static******final*** *Logger log = Logger.getLogger(Retry.****class****.getName());*

***private******int*** *retryCount = 0;*

***private******int*** *maxRetryCount = 1;*

*@Override*

***public******boolean*** *retry(ITestResult result) {*

***if*** *(retryCount < maxRetryCount) {*

*log("Retrying test " + result.getName() + " with status " + getResultStatusName(result.getStatus())*

*+ " for the " + (retryCount + 1) + " time(s).");*

*retryCount++;*

***return******true****;*

*}*

***return******false****;*

*}*

***public*** *String getResultStatusName(****int*** *status) {*

*String resultName =* ***null****;*

***if*** *(status == 1)*

*resultName = "SUCCESS";*

***if*** *(status == 2)*

*resultName = "FAILURE";*

***if*** *(status == 3)*

*resultName = "SKIP";*

***return*** *resultName;*

*}*

***public******void*** *log(String data) {*

*log.info(data);*

*Reporter.log(data);*

*}*

*}*

*public class RetryListener implements IAnnotationTransformer {*

*@Override*

*public void transform(ITestAnnotation arg0, Class arg1, Constructor arg2, Method arg3) {*

*IRetryAnalyzer retry = arg0.getRetryAnalyzer();*

*if (retry == null) {*

*arg0.setRetryAnalyzer(Retry.class);*

*}*

*}*

*}*

**Note:**

**testng.xml file - "Runner File" / "Template File"**

**DataProvider using Map:**

https://www.youtube.com/watch?v=hkrqODhKV48

***Execute testng.xml file in different ways.***

***1. Eclipse***

***2. InteliJ***

***3. Ant / Maven***

***4. Command Line***

***5. Batch File.***

In ***IDE*** <**Eclipse and InteliJ**>you can just right click on testng.xml file and click on Run as 'TestNG' will invoke your tests.

And we can also invoke TestNG.xml with doing some simple configuration to **maven pom.xml**

***Execute TestNG Tests in Jenkins: to invoke batch file with Jenkins.***

1.create 'New Job' Item, Click on it.

2.Enter Job name and select "Free-Style Software Project" and then click on 'OK' button.

3.should see header as 'Advanced Project Options' and with a button 'Advanced'. Now Click on "Advanced" option which will display multiple options.

4.Select 'Use custom workspace' and specify your project location (workspace directory) in Directory

5. Scroll down to see 'Build' option with 'Add Build Step'.

In this drop down select value 'Execute Windows batch command' which Runs a Windows batch script for building the project. The text that we enter in the text box will be executed as a batch file.

The script will run with the workspace as the current directory which we have specified in step 4.

6. Click on Save button. New Job will be created with the configure options that we have defined.

That's It. We have Done.

***<TO CONVERT TESTNG.XML FILE TO A BATCH FILE .bat> and Execute Testng.xml using batch file.***

***Note: batch files are specific to Windows.***

After creating testng.xml file, create a batch file by adding the below commands in it.

Note: Before doing this , Add a lib folder in workspace of respective folder if it does not exist and include all the APIs used for the respective project

in the same folder.

Step 1: Open notepad

Step 2: Paste the below lines of code - You may need to add your project location.

set projectLocation=F:\Selenium\TestNGBatchExample

cd %projectLocation%

set classpath=%projectLocation%\bin;%projectLocation%\lib\\*

java org.testng.TestNG %projectLocation%\testng.xml

pause

In the example, project location is set as 'F:\Selenium\TestNGBatchExample'.

Step 3: Save the file as 'testNGBatchFile.bat' in the same Project location

Note: use " "while saving .bat file

Note: added 'pause' statement to prevent auto-closing of console after the execution,which will print a nice message as 'Press any key to continue . . . ' so that we can view the output.

Or, if we don't want "Press any key to continue . . ." message you can just ignore that.don't add any spaces around the equal sign, if so the SET commands will not work.