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### Постановка задачи. Описание реализуемых алгоритмов

Реализовать класс двоичной кучи, а также следующие методы:

1. bool contains(int); // поиск элемента в дереве по ключу
2. void insert(int); // добавление элемента в дерево по ключу.
3. void remove(int); // удаление элемента дерева по ключу
4. Iterator create\_dft\_iterator(); // создание итератора, реализующего один из методов обхода в глубину (depth-first traverse)
5. Iterator create\_bft\_iterator() // создание итератора, реализующего методы обхода в ширину (breadth-first traverse)

### Оценка временной сложности

Табл.

|  |  |
| --- | --- |
| **Название метода** | **Сложность** |
| contains | O(n) |
| insert | O(log(n)) |
| remove | O(n\* log(n)) |

### Реализованные unit-тесты

1. TestInsert1 — Проверка добавления одного эл-та в кучу
2. TestInsert1To5 — Проверка добавления эл-тов с ключами 1-5
3. TestInsert5To1 — Проверка добавления эл-тов с ключами 5-1
4. TestContainsT — Проверка наличия с истинным исходом
5. TestContainsF — Проверка наличия с ложным исходом
6. TestRemoveLast — Проверка удаления последнего эл-та
7. TestRemove — Проверка удаления эл-та
8. TestRemoveFirst — Проверка удаления первого эл-та
9. TestRemoveError — Проверка ошибки при удалении
10. TestBFTError — Проверка окончания обхода в ширину
11. TestDFTError — Проверка окончания обхода в глубину
12. TestDFT1 — Проверка обхода в глубину
13. TestDFT2 — проверка обхода в глубину

### Пример работы

![](data:image/png;base64,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)

Рис. 1 — Пример работы

Лист. 1 — Программа для демонстрации примера работы

#include <iostream>

#include "BinaryHeap.h"

int main()

{

int in;

BinaryHeap h=BinaryHeap();

std::cin >> in;

while (in != -1)

{

h.insert(in);

std::cin >> in;

}

std::cout << std::endl;

std::cout <<"BFT:"<< std::endl;

Iterator\* h\_bft\_iterator = h.create\_bft\_iterator();

while (h\_bft\_iterator->has\_next())

{

std::cout << h\_bft\_iterator->next() << " ";

}

std::cout << std::endl;

std::cout << "DFT:" << std::endl;

Iterator\* h\_dft\_iterator = h.create\_dft\_iterator();

while (h\_dft\_iterator->has\_next())

{

std::cout << h\_dft\_iterator->next() << " ";

}

}

### Листинг

Лист. 2 — Заголовочный файл

#pragma once

#include "Iterator.h"

#include "dualList.h"

class BinaryHeap

{

private:

int count;

int Maxcount;

int\* Heap; //array for heap

public:

BinaryHeap(int\* Heap=nullptr, int Maxcount = 10000, int count = 0) {

this->count = count;

this->Maxcount = Maxcount;

this->Heap = new int[Maxcount];

};

void siftDown(int);

void siftUp(int);

bool contains(int); // search for an element in the heap by key

void insert(int); // add an item to the heap by key

void remove(int); // delete an item to the heap by key

Iterator\* create\_dft\_iterator(); // depth-first traverse iterator

Iterator\* create\_bft\_iterator(); // breadth-first traverse iterator

class dft\_Iterator : public Iterator // depth-first traverse

{

public:

dft\_Iterator(int\* start, int max) {

Stack = new dualList();

size = max;

current = start;

Icurrent = 0;

Stack->push\_back(Icurrent);

if ((Icurrent + 1) \* 2 < size) //add right branch

Stack->push\_back((Icurrent + 1) \* 2);

};

int next();

bool has\_next();

~dft\_Iterator() {

delete Stack;

delete current;

}

private:

dualList\* Stack;

int\* current;

int Icurrent;

int size;

};

class bft\_Iterator : public Iterator //breadth-first traverse

{

public:

bft\_Iterator(int\* start,int max) {

current=start;

size = max;

Icurrent = 0;

};

int next();

bool has\_next();

~bft\_Iterator() {

delete current;

}

private:

int\* current;

int Icurrent;

int size;

};

~BinaryHeap() {

delete Heap;

};

};

Лист. — Файл с реализованными методами

#include "BinaryHeap.h"

#include <iostream>

//parent=(i - 1) / 2

//left=2 \* i + 1

//right=(i + 1) \* 2

void BinaryHeap::siftDown(int i) {

int j,left,right,ToSwap;

while ((2 \* i + 1) < count) //while we can go down

{

left = 2 \* i + 1; //left child

right = (i + 1) \* 2; //right child

j = left;

if ((right < count) && (Heap[right] < Heap[left])) //find min of child

j = right;

if (Heap[i] <= Heap[j]) //if the minimum child is equal to the element

break;

ToSwap = Heap[j];

Heap[j] = Heap[i];

Heap[i] = ToSwap;

i = j;

}

}

void BinaryHeap::siftUp(int i) {

int ToSwap;

while (Heap[i]<Heap[(i-1)/2]) //while the parent is more

{

ToSwap = Heap[(i - 1) / 2];

Heap[(i - 1) / 2] = Heap[i];

Heap[i] = ToSwap;

i = (i - 1) / 2; //go to parent

}

}

void BinaryHeap::insert(int add)

{

if (count+1 >= Maxcount) //if cann't add

{

throw std::out\_of\_range("Array overflow");

return;

}

count++;

Heap[count - 1] = add;

siftUp(count - 1);

}

bool BinaryHeap::contains(int find) {

int i = 0, ToSwap;;

while ((i < count) && (Heap[i] != find)) {

i++;

}

if (Heap[i] != find)

return false; //if not found

else

return true; //if found

}

void BinaryHeap::remove(int del) {

int ToSwap,i = 0;

while ((i < count) && (Heap[i] != del))// if contains

i++;

if (Heap[i] != del) {

throw std::out\_of\_range("Element doesn't exist"); //error

return;

}

ToSwap = Heap[count-1];

Heap[count - 1] = Heap[i];

Heap[i] = ToSwap;

count--;

siftDown(i);

}

Iterator\* BinaryHeap::create\_bft\_iterator() {

return new bft\_Iterator(Heap,count);

}

bool BinaryHeap::bft\_Iterator::has\_next() {

return Icurrent < size;

}

int BinaryHeap::bft\_Iterator::next() {

if (!has\_next()) {

throw std::out\_of\_range("No more elements");

}

int temp = current[Icurrent];

Icurrent++;

return temp;

}

Iterator\* BinaryHeap::create\_dft\_iterator() {

return new dft\_Iterator(Heap, count);

}

bool BinaryHeap::dft\_Iterator::has\_next() {

return (Stack->at(Stack->get\_size() - 1) != 0)||((size<3)&&(Icurrent<size)&&(Icurrent>-1));

}

int BinaryHeap::dft\_Iterator::next() {

if (!has\_next()) {

throw std::out\_of\_range("No more elements");

}

int temp = current[Icurrent];

if (size<3)

Icurrent++;

else{

if ((Icurrent + 1) \* 2 < size) //add right branch

Stack->push\_back((Icurrent + 1) \* 2);

if (Icurrent\*2+1 < size) //if haven't reached the end of the branch go down

{

Icurrent = Icurrent \* 2 + 1;

}else{ //if reach the end of the branch go right

Icurrent = Stack->at(Stack->get\_size() - 1);

Stack->pop\_back();

}

}

return temp;

}