Отчёт.

1. Коллекции каких классов нельзя изменять в Python?
2. Множество
3. Строка
4. Словарь
5. Картеж
6. Выберите строку с ошибкой:
7. **print('Python это язык программирования')**
8. **print("Python это язык программирования")**
9. **Обе строки правильные**
10. Что вернет следующая строка: **print('hello','beautiful',' world')?**
11. **hello beautiful world**
12. ValueError: invalid literal for int()
13. **hellobeautifulworld**
14. В каком случае строка дублируется 3 раза?
15. **print('много '\*\*3)**
16. **print('много '\*3)**
17. **print('много '%3)**
18. Дана строка **s='Python'. Как вывести её 3-ий символ (‘t’) на экран?**

Print(s[2])

1. Как вывести на экран только символы стоящие на нечетных местах (через срез)?

st = 'Python это язык'

print(st[::2])

1. Дана строка: st = 'Python это язык'. Напишите программу, которая ищет сочетание ‘программ’ в строке ‘Python это язык программирования’ и дублирует его 5 раз через пробел в строчку.

st = 'Python это язык программирования'

id = st.find('программ')

print((st[id:id + 8] + ' ') \* 5)

1. Что выполняет метод split в данном примере?

**sl='123;24;45;16;74;32;98;09;4'**

**s2=sl.split ('; ')**

**print(s2)**

Получим список из наших чисел

1. Что выполняет метод join в этом примере:

**db\_con='; '.join(['BG','MSSQLServer','1431','user','pswd'])**

**print(db\_con)**

Объединяет список в строку

1. 1. C; 2. D; 3. A; 4. B.
2. Функция возвращающая код символа:
3. chr
4. ord
5. len
6. div
7. Какими способами можно создать пустой список?
8. list()
9. []
10. {}
11. set()
12. ()
13. Что выполняет следующая строка кода: s = [i for i in range (l ,l l)]

***Вывод списка от 1 до 10.***

1. s = [i\*2 for i in range (l ,l l)]
2. Copy()
3. Что будет на экране в результате выполнения следующего кода:

s= [ ' s ' , ' р ' , ' i ' , ' s ' , ' o ' , ' k ' ]

print(s [2:5])

print( s [:4])

print( s [2:])

print( s [ :-1])

ответ

[' i ', ' s ', ' o ']

[' s ', ' р ', ' i ', ' s ']

[' i ', ' s ', ' o ', ' k ']

[' s ', ' р ', ' i ', ' s ', ' o ']

1. Да
2. Что выдаст следующий код:

s= [1 ,2 ,3 ,1 ,4 ,4 ,1 ,5 ,6]

print(s.index(4))

ответ: 4

1. Напишите код с отступами по PEP8:

s = list('Python')

for i in range(0, len(s)):

print(s[i])

i = 0

while i < len(s):

print(s[i])

i = i + 1

s = list('Python')

for i in range(0, len(s)):

print(s[i])

i = 0

while i < len(s):

print(s[i])

i = i + 1

1. Перечислите методы удаления элемента из списка: ***Del, Remove, Pop***
2. Какой результат выполнения следующего кода:

**s = [1,2,3,'Python',5, [2,'a']]**

**print(s[1],' ', s[5][1])**

Ответ: 2 a

1. Дайте определение кортежу.

***Кортеж*** — упорядоченный набор фиксированной длины.

1. Приведите пример создания словаря.

Пример,

dictionary = {'персона': 'человек',

'марафон': 'гонка бегунов длиной около 26 миль',

'противостоять': 'оставаться сильным, несмотря на давление',

'бежать': 'двигаться со скоростью'}

1. Создайте таблицу квадратов чисел от 1 до 10, пользуясь словарем, выведите значение 52.
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{1: 1, 2: 4, 3: 9, 4: 16, 5: 25, 6: 36, 7: 49, 8: 64, 9: 81}

1. Есть два пользователя, имеющие идентификаторы 1 и 2. Данные каждого пользователя содержат информацию о логине, пароле, ФИО и e-mail. Требуется составить программу, которая выводит данные пользователя по идентификатору. Выведите вывод e-mail пользователя по идентификатору.

users = {1:  
 {'login':'user1',  
 'pass': 1345,  
 'FIO': 'Сергей Сергеев Сергеевич',  
 'email': 'user1@gmail.com'},  
 2:  
 {'login':'user2',  
 'pass': 1477,  
 'FIO': 'Николаев Николай Сергеевич',  
 'email': 'user2@gmail.com'},  
 }  
print(users[1]['email'])

1. На основе предыдущего задания расширьте программу, что бы можно было добавлять нового пользователя в словарь, удалять пользователя по идентификатору

users = {1:  
 {'login':'user1',  
 'pass': 1345,  
 'FIO': 'Сергей Сергеев Сергеевич',  
 'email': 'user1@gmail.com'},  
 2:  
 {'login':'user2',  
 'pass': 1477,  
 'FIO': 'Николаев Николай Сергеевич',  
 'email': 'user2@gmail.com'},  
 }  
print(users[1]['email'])  
users[3] = {'login':'user3',  
 'pass': 34234,  
 'FIO': 'Фёдоров Максим Николаевич',  
 'email': 'user3@gmail.com'}  
del users[1]

1. Приведите пример вывода на экран связки ключ – значение из словаря. (можно на основе предыдущего задания)

users = {1:

{'login':'user1',

'pass': 1345,

'FIO': 'Сергей Сергеев Сергеевич',

'email': 'user1@gmail.com'},

2:

{'login':'user2',

'pass': 1477,

'FIO': 'Николаев Николай Сергеевич',

'email': 'user2@gmail.com'},

}

print(users[1]['email'])

users[3] = {'login':'user3',

'pass': 34234,

'FIO': 'Фёдоров Максим Николаевич',

'email': 'user3@gmail.com'}

for k, v, in users[3].items():

print(k, ':', v)

1. Какой командой создается пустое множество?

***a = set()***

1. Как можно преобразовать множество в список?

a = set()

sp = list(mn)

1. Какой будет результат кода?

s= [ 'Иванов', 'Петров', 'Петров']

print(set(s))

**{'Иванов', 'Петров'}**

1. Какие данные выведет программа?

![](data:image/png;base64,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)

{'3', '4', '1', '2'}

{'3', '4', '2', '1', '5'}

{'3', '4', '2', '1'}

{'3', '2', '1'}

{'2', '1'}

set()

1. Какой оператор используется для проверки вхождения элемента в коллекцию?

***in***

1. Какие коллекции вы знаете в Python?

***List, Set, Dictionary, Tuple***

1. Найдите соответствие:

|  |  |
| --- | --- |
| 1. union() | 1. пересечение |
| 1. symmetric\_difference() | 1. объединение |
| 1. intersection() | 1. разность |
| 1. difference() | 1. симметрическую разность |

***1.B; 2. D; 3. A; 4. C***

1. Создайте два множества. 1 содержит буквы вашей фамилии, 2 содержит буквы вашего имени. Выведите общие буквы и буквы, которые есть только в 1 или 2 множествах.

name = set('ксения')

surname = set('немтырёва')

print(name.intersection(surname))

print(name.symmetric\_difference(surname))

1. Напишите программу, которая будет проверять вхождение введённого имени в картеж из других имен.

cartage = tuple(['a', 'd', 'v'])

if 'a' in cartage:

print('YES')

else:

print('NO')

1. Вводится строка чисел, разделенных пробелом (например: 1 23 17 56 9 8 11). Выведите список из не четных чисел в обратном порядке. (Для указанного примера: [11, 9, 17, 23, 1] )

# 1 var

s = input()

numbers = [int(i) for i in s.split()]

sp = list()

for num in numbers:

if num % 2 != 0:

sp.append(num)

sp.reverse()

print(sp)

# 2 var

print([num for num in [int(i) for i in s.split()] if num % 2 != 0][::-1])

1. 37. Вводится строка чисел, разделенных пробелом (например: 1 23 17 56 9 8 11). Найдите мах и мин числа в последовательности и выведите новый список из чисел, которые находятся на позициях в диапазоне от мин до мах. (Для указанного примера: [23, 17])

***s = input().split()***

***numbers = [int(el) for el in s]***

***mx = numbers.index(max(numbers))***

***mn = numbers.index(min(numbers))***

***print(numbers[mn + 1:mx])***

1. Для указанного примера выведите email Тома:

users = {

    "Tom": {

        "phone": "+971478745",

        "email": "tom12@gmail.com"

    },

    "Bob": {

        "phone": "+876390444",

        "email": "bob@gmail.com",

        "skype": "bob123"

    }

}

print(users['Tom']['email'])

1. Для примера из предыдущего пункта добавьте skype для Тома.

users = {

"Tom": {

"phone": "+971478745",

"email": "tom12@gmail.com",

"skype": "tom8745"

}

"Bob": {

"phone": "+876390444",

"email": "bob@gmail.com",

"skype": "bob123"

}

}

1. Для примера из предыдущего пункта добавьте нового пользователя в словарь. Т.е. в словарь users добавьте новую запись по любому новому пользователю.

users = {

"Tom": {

"phone": "+971478745",

"email": "tom12@gmail.com",

"skype": "tom8745"

},

"Bob": {

"phone": "+876390444",

"email": "bob@gmail.com",

"skype": "bob123"

},

"Pip": {

"phone": "+79996045778",

"email": "pip04@gmail.com",

"skype": "pip2004"

}

}

1. В списке целых чисел все отрицательные элементы заменить на положительные. Вывести исходный список и полученный.

d = [1, 2, -3, -5, 6]

for i in range(len(d)):

if d[i] < 0:

d[i] = -d[i]

print(d)

1. Проверить, будет ли строка читаться одинаково справа налево и слева направо (т. е. является ли она палиндромом).

s1 = 'abc'

print(s1 == s1[::-1])

s2 = s1.split()

s2 = list(s1)

s2.reverse()

print(s1 == ''.join(s2))