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# Аннотация

В ходе выполнения курсовой работы была разработана программа с GUI, позволяющая демонстрировать устройство и принципы работы сцепляемых очередей на основе рандомизированных пирамид поиска. Программа обладает следующей функциональностью: построение сцепляемых очередей по входным данным из файла и из GUI по шагам и моментально, сцепление очередей по шагам и моментально, ращепление очередей по шагам и моментально; сохранение и загрузка состояния программы, откат действий в некоторых пределах; вывод информации о рандомизированных пирамидах поиска и о функциональности программы, вывод логов работы; демонстрация средней высоты дерева списка для данного набора узлов; генерация простых входных данных.

**SUMMARY**

During the course work, a program with a GUI was developed that allows you to demonstrate the device and the principles of operation of concatenated queues based on randomized search pyramids. The program has the following functionality: building concatenated queues by input from a file and from the GUI in steps and instantly, concatenating queues in steps and instantly, splitting queues in steps and instantly; saving and loading the program state, rollback actions within certain limits; displaying information about randomized search pyramids and program functionality, displaying logs of work; Demonstration of the average height of the list tree for a given set of nodes; Simple input generation.
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# ВВЕДЕНИЕ

## Цель работы

Демонстрация основных функций сцепляемых очередей (упорядоченных линейных списков) на основе рандомизированных пирамид поиска.

## Основные задачи

Построение сцепляемых очередей, сцепление и расщепление; выполнение данных действий как моментально, так и по шагам, возможность отката состояний списков.

## Методы решения

Разработка программы велась на базе операционной системы Windows 10 в среде разработки QtCreator. Для создания графической оболочки использовался редактор интерфейса в QtCreator и система сигналов-слотов Qt. Для реализации сцепляемых очередей были созданы классы treap и treap\_node. Для контроля выполнения, пошагового выполнения и отката операций был создан класс core. Для графического отображения результатов были созданы классы MyGLWidget и outlog. Для случайной генерации входных данных был создан класс generator.

# Задание

Необходимо провести демонстрацию работы сцепляемых очередей и некоторых операций с ними.

Демонстрация должна содержать:

1. Построение сцепляемых очередей, из файла и из строки, моментально и по шагам.
2. Сцепление сцепляемых очередей, моментально и по шагам.
3. Расщепление сцепляемых очередей, моментально и по шагам.
4. Запись истории работы программы в лог.
5. Откат произведённых действий.
6. Сохранение и загрузку состояния программы в файл.
7. Подробное описание всех действий с пояснениями.

# 2. Описание программы

## 2.1. Описание интерфейса пользователя

Интерфейс программы разделен на четыре части: панель шагов и информации, панель ввода данных для создания сцепляемых очередей, панель вывода данных для демонстрации текущего состояния сцепляемых очередей и панель действий. Основные виджеты панели шагов и информации и их назначение представлены в табл. 1.

Таблица 1 – Основные виджеты панели шагов и информации

|  |  |  |
| --- | --- | --- |
| Класс объекта | Название виджета | Назначение |
| QPushButton | about\_treap\_button | Кнопка вывода краткой информации о сцепляемых очередях |
| QPushButton | about\_app\_button | Кнопка вывода краткой информации о функциях программы |
| QPushButton | log\_button | Кнопка вывода лога на экран |
| QPushButton | save\_button | Кнопка загрузки состояния программы из внешнего файла |
| QPushButton | load\_button | Кнопка загрузки состояния программы из внешнего файла |
| QPushButton | reset\_button | Кнопка сброса стека состояний программы и очистки выходных файлов |
| QPushButton | back\_button | Кнопка шага назад |
| QPushButton | step\_button | Кнопка шага вперёд |

Основные виджеты панели ввода данных для создания сцепляемых очередей и их назначение представлены в табл. 2.

Таблица 2 – Основные виджеты панели ввода данных для создания сцепляемых очередей

|  |  |  |
| --- | --- | --- |
| Класс объекта | Название виджета | Назначение |
| QPushButton | generator\_button | Кнопка автоматической генерации простых входных данных в строку line\_input |
| QLineEdit | line\_input | Поле ввода входных данных для генерации сцепляемых очередей или пути к файлу, содержащему входные данные |
| QPushButton | line\_button | Кнопка генерации сцепляемых очередей по входным данным из поля line\_input |
| QPushButton | file\_button | Кнопка генерации сцепляемых очередей по входным данным, полученным из файла, на который указывает путь в поле line\_input |
| QCheckBox | step\_box | Флаг включения и отключения функции исполнения по шагам |
| QComboBox | type\_selector | Селектор типа входных данных, для которых будут построены сцепляемые очереди |

Основные виджеты панели вывода данных для демонстрации текущего состояния сцепляемых очередей и их назначение представлены в табл. 3.

Таблица 3 – Основные виджеты панели вывода данных для демонстрации текущего состояния сцепляемых очередей

|  |  |  |
| --- | --- | --- |
| Класс объекта | Название виджета | Назначение |
| MyGLWidget | canvas1 | Холст для демонстрации состояния первой сцепляемой очереди |
| MyGLWidget | canvas2 | Холст для демонстрации состояния второй сцепляемой очереди |

Основные виджеты панели действий и их назначение представлены в табл. 4.

Таблица 4 - Основные виджеты панели  действий

|  |  |  |
| --- | --- | --- |
| Класс объекта | Название виджета | Назначение |
| QPushButton | merge\_button | Кнопка сцепления сцепляемых очередей |
| QSpinBox | split\_box\_pos | Селектор позиции расщепления первой сцепляемой очереди |
| QPushButton | split\_button | Кнопка расщепления первой сцепляемой очереди |
| QPushButton | multiple\_button | Кнопка демонстрации средней высоты дерева сцепляемой очереди |

Также к интерфейсу программы относятся окно вывода лога и два диалоговых окна, описывающие структуру сцепляемых очередей и функции программы.

## 2.2. Описание основных классов для **сцепляемых очередей**

Для реализации сцепляемых очередей были созданы шаблонные классы treap\_node и treap. Класс treap\_node содержит шаблонное поле comparable для хранения элементов любого типа, поле для хранения числа с плавающей точкой — ключей двоичной кучи и поле для хранения веса узла. Также класс содержит указатели на двух потомков узла и методы работы со сцепляемым списком. Основные методы класса treap\_node представлены в табл. 5.

Таблица 5 – Основные методы класса Pair

|  |  |
| --- | --- |
| Метод | Назначение |
| unsigned long get\_weight(); | Возвращает вес узла — количество его потомков + 1 |
| void reset\_weight(); | Пересчитывает вес для всех потомков узла |

Окончание таблицы 5

| static unsigned long depth(treap\_node<C>\* node); | Рассчитывает максимальную глубину поддерева, корнем которого является узел node |
| --- | --- |
| treap\_node\* get\_right(); | Возвращает указатель на правого потомка |
| treap\_node\* get\_left(); | Возвращает указатель на левого потомка |
| C get\_state(); | Возвращает элемент очереди, хранящийся в этом узле |
| double get\_index(); | Возвращает ключ этого узла |
| std::string\* to\_string(int pos, int\* curr); | Возвращает строковую запись этого узла и его потомков в порядке очереди (обход ЛЦП) начиная с номера pos |
| treap\_node<C>\* trim(); | Возвращает копию этого узла без потомков |
| static void split(treap\_node<C>\* root, int x, treap\_node<C>\*\* left, treap\_node<C>\*\* right); | Расщепляет поддерево этого узла по элементу, находящемуся на месте x при обходе ЛЦП, записывая левое поддерево при расщеплении в узел left, а правое в узел right |
| static treap\_node<C>\* merge( treap\_node<C>\* first, treap\_node<C>\* second); | Сцепляет поддеревья узлов first и second в узел first |
| static treap\_node<C>\* insert(treap\_node<C>\* first, treap\_node<C>\* second); | Вставляет узел second в поддерево узла first в конец очереди |
| static treap\_node<C>\* remove(treap\_node<C>\* root, int x); | Удаляет узел под номером x из поддерева узла root |

Класс treap является обёрткой для класса treap\_node. Он содержит указатель на корень дерева сцепляемой очереди и позволяет обращаться к его методам в удобном для пользователя виде и выполнять необходимые проверки. Основные методы класса приведены в табл. 6.

Таблица 6 – Основные методы класса treap

|  |  |
| --- | --- |
| Метод | Назначение |
| unsigned long max\_depth(); | Возвращает максимальную высоту дерева очереди |
| unsigned long theory\_depth(); | Рассчитывает и возвращает идеальную высоту дерева очереди исходя из количества узлов |
| unsigned long get\_weight(); | Возвращает количество элементов очереди |
| treap\_node<C>\* get\_root(); | Возвращает корень дерева очереди |
| void add(C value); | Добавляет элемент со значением C в конец очереди |
| void add(treap\_node<C>\* value); | Добавляет элемент value в конец очереди |
| void remove(int index); | Удаляет элемент под номером index из очереди |
| void merge(treap<C>\* another); | Сцепляет эту очередь с очередью another |
| bool split(int pos, treap<C>\* stat, treap<C>\* another); | Расщепляет эту очередь по позиции x, записывая правую часть в очередь stat, а левую в очередь another; возвращает true, если это удалось сделать и false в обратном случае |
| std::string\* to\_string(int pos); | Возвращает строковую запись элементов очереди, начиная с номера pos |

## 2.3. Описание алгоритма **сцепления очередей**

На вход подаются две очереди, требуется объединить их в одну. Исходя из того, что каждая очередь является кучей по приоритетам (index), необходимо вычислить, какой из корней двух деревьев очередей будет являться корнем объединённой очереди. Если это корень дерева первой очереди, то дерево второй очереди становится его правым поддеревом и далее рекурсивно выполняется функция слияния его правого и левого поддеревьев. Если это корень дерева второй очереди, то дерево первой очереди становится его левом поддеревом и далее рекурсивно выполняется функция слияния его левого и правого поддеревьев.

## 2.3. Описание алгоритма **расщепления очередей**

На вход подаётся очередь и индекс, требуется разделить её на две так, чтобы индекс элементов лежал в первой новой очереди, а все остальные — во второй новой очереди. Ключей, как в декартовом дереве, в сцепляемой очереди нет, их место займёт количество элементов в очереди. Необходимо вычислить, в какую из новых очередей попадёт корень дерева исходной очереди. Если вес его левого поддерева + 1 меньше или равен индексу, то корень будет в первой новой очереди, и дальше необходимо рекурсивно разрезать правое поддерево корня дерева исходной очереди, но с индексом, равным индекс — вес левого поддерева корня дерева исходной очереди — 1, так как корень и левое поддерево уже попали в первую новую очередь. Если вес левого поддерева корня дерева исходной очереди + 1 больше индекса, то корень будет во второй новой очереди, и дальше необходимо рекурсивно разрезать правое поддерево корня дерева исходной очереди с исходным индексом.

## 2.4. Описание класса core и демонстрации функций очередей

Для функций, отвечающих за демонстрацию вставки элементов в очередь, сцепления и расщепления очередей, был создан класс core. Основные поля и их краткие описанияя приведены в табл. 7.

Таблица 7 – Основные поля класса core

| Тип поля | Название поля | Описание поля |
| --- | --- | --- |
| int | step\_action | Поле, хранящее состояние программы на данный момент:  0 — программа готова к считыванию данных  1 — программа готова к обработке данных |

Продолжение таблицы 7

|  |  | 10 — программа готова к пошаговому считыванию очередей  11 — программа считывает первую очередь по шагам  12 — программа считывает вторую очередь по шагам  20 — программа готова к пошаговому сцеплению очередей  21 — программа сцепляет очереди по шагам  30 — программа готова к пошаговому расщеплению очередей  31 — программа расщепляет очереди по шагам |
| --- | --- | --- |
| int | type | Поле, хранящее тип данных, хранящихся в очередях:  0 — int  1 — char  2 — double  3 — std::string |
| int | split\_maximum | Поле, хранящее актуальное количество элементов в первом дереве, это количество — максимальное для расщепления |
| treap<T>\* | tree1 | Указатель на первую очередь |
| treap<T>\* | tree2 | Указатель на вторую очередь |
| outlog\* | log | Указатель на объект класса outlog, производящего сбор записей в лог |
| std::string | input\_file | Путь к файлу по умолчанию с входными данными |
| std::string | output\_file1 | Путь к файлу, изображающему первую очередь |
| std::string | output\_file2 | Путь к файлу, изображающему вторую очередь |

Окончание таблицы 7

| std::string | stack\_file | Путь к файлу стека состояний программы по умолчанию |
| --- | --- | --- |
| int | stack\_size | Размер доступного стека состояний |
| std::istream\* | in\_stream | Указатель на поток входных данных |

По умолчанию целочисленное возвращаемое значение всех методов класса, если оно есть, имеет следующее значение:

1 — метод завершился с ошибкой.

0 — метод завершился успешно.

-1 — метод завершился, но пошаговый процесс не завершён.

Класс имеет методы, демонстрирующие функции работы с очередями мгновенно и по шагам. Методы, выполняющиеся по шагам, не полностью повторяют принципы работы моментально выполняющихся методов. Это связано с рекурсивной природой функций сцепления и расщепления сцепляемых очередей. Все эти методы класса core приведены в табл. 8.

Таблица 8 – Обрабатывающие очереди методы класса core

| Метод | Назначение |
| --- | --- |
| static int build\_step(MyGLWidget\* mglw1, MyGLWidget\* mglw2); | Метод, строящий по шагам обе или одну очереди, обрабатывая данные из входного потока in\_stream и добавляя новые считанные узлы в очереди, результат для первой очереди выводятся на холст mglw1, для второй — на mglw2 |
| static int build\_rush(MyGLWidget\* mglw1, MyGLWidget\* mglw2, int mode, bool from\_val); | Метод, моментально строящий обе или одну очереди, обрабатывая данные из входного потока in\_stream и добавляя новые считанные узлы в очереди, результат для первой очереди выводятся на холст mglw1, для второй — на mglw2  Флаг from\_val передаётся в том случае, если данные во входном потоке представляют из себя строковые представления узлов очереди |

Окончание таблицы 8

|  | Значение mode означает:  1 — строятся и отображаются обе очереди  2 — строится только первая очередь, отображаются обе  3 — строятся обе очереди, ни одна из них не обображается |
| --- | --- |
| static int merge\_step(MyGLWidget\* mglw1, MyGLWidget\* mglw2); | Метод, сцепляющий по шагам очереди, в первом прохождении записывает во входной поток строковое отображение второй очереди, в последующие добавляющий к первой очереди узлы из входного потока |
| static int merge\_rush(MyGLWidget\* mglw1, MyGLWidget\* mglw2); | Метод, моментально сцепляющий очереди |
| static int split\_step(int pos, MyGLWidget\* mglw1, MyGLWidget\* mglw2); | Метод, расщепляющий по шагам очереди, в первом прохождении записывает во входной поток строковое отображение первой очереди, начиная с позиции pos, в последующие добавляющий ко второй очереди узлы из входного потока, в последнем удаляющий узлы, начиная с позиции pos, из первой очереди |
| static int split\_rush(int pos, MyGLWidget\* mglw1, MyGLWidget\* mglw2); | Метод, моментально расщепляющий очереди |
| static int mult(MyGLWidget\* mglw); | Метод, демонстрирующий среднюю высоту дерева первой очереди, основываясь на её построении 100 раз, в сравнении с идеальной высотой её дерева |

Класс также имеет методы чтения входных данных из строки, файла или стека состояний и записи состояния программы в стек состояний. Эти методы класса core приведены в табл. 9.

Таблица 9 – Считывающие и записывающие данные методы класса core

|  |  |
| --- | --- |
| Метод | Назначение |
| static int launch(MyGLWidget\* mglw, std::string\* input, bool ff, int tp); | Метод, считывающий данные во входной поток  Флаг ff передаётся в том случае, если считать необходимо из файла, заданного строкой input  Значение tp обозначает тип входных данных (см. описание поля type)  На холст mglw выводится сообщение об ошибке или неудаче |
| static int push(QPushButton\* load\_button, std::string\* filename); | Записывает текущее состояние программы в стек состояний, в файл, на которой указывает путь filename  Состояние включает в себя информацию о текущем типе данных, о построенных очередях, о входном потоке, а также о состоянии программы (см. описание поля step\_action)  После записи увеличивает размер стека и, если он больше нуля, включает кнопку load\_button |
| static int pop(MyGLWidget\* mglw1, MyGLWidget\* mglw2, QPushButton\* load\_button, std::string\* filename); | Считывает состояние программы из стека состояний, из файла, на которой указывает путь filename  (см. описание метода push)  После чтения уменьшает размер стека и, если он меньше нуля, отключает кнопку load\_button |
| static void clear\_stack(QPushButton\* back\_button); | Очищает стек состояний программы по умолчанию |
| static T get\_value(std::string\* str); | Считывает и возвращает значение узла из строки str, используя преобразование к нужному типу данных при помощи std::stringstream |
| static treap\_node<T>\* get\_node(std::string\* str); | Считывает и возвращает узел из строки str, используя преобразование к нужному типу данных при помощи std::stringstream |
| static std::string\* read\_tree(std::istream\* stream, int\* delim\_num); | Считывает и возвращает очередное значение из входного потока istream, до первого разделителя (разделители также хранятся в классе core), и записывает номер разделителя в delim\_num |

# 3. тестирование

## 3.1. Вид программы

Программа представляет собой окно с графическим интерфейсом шириной 1000 пикселей и высотой 600 пикселей. Вид программы после запуска представлен на рис. 1.
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Рисунок 1 – Вид программы после запуска

После создания очередей на холсты помещается их изображение, а в строку под ними — сообщения об ошибках. Вид программы после создания очередей представлен на рис. 2.
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Рисунок 2 – Вид программы после создания очередей

## 3.2. Тестирование **сцепления очередей**

Было протестировано сцепление очередей для трёх различных случаев. Результаты представлены на рисунках с 3 по 5.
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Рисунок 3 — Вторая очередь пуста
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Рисунок 4 — Первая очередь пуста

![](data:image/png;base64,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)

Рисунок 5 — Обе очереди не пусты

## 3.3. Тестирование **расщепления очередей**

Было протестировано расщепление очередей для трёх различных случаев. Результаты представлены на рисунках с 6 по 8.
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Рисунок 6 — Вторая очередь пуста
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Рисунок 7 — Первая очередь пуста (ошибка возникла т. к. расщепляемая очередь пуста)
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Рисунок 8 — Обе очереди не пусты

# Заключение

В ходе выполнения курсовой работы была разработана программа, которая обладает следующей функциональностью: построение сцепляемых очередей по входным данным из файла и из GUI по шагам и моментально, сцепление очередей по шагам и моментально, ращепление очередей по шагам и моментально; сохранение и загрузка состояния программы, откат действий в некоторых пределах; вывод информации о рандомизированных пирамидах поиска и о функциональности программы, вывод логов работы; демонстрация средней высоты дерева списка для данного набора узлов; генерация простых входных данных. С помощью программы была проведена демонстрация работы основных функций сцепляемых очередей.
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# Приложение а.

**ИСХОДНЫЙ КОД ПРОГРАММЫ. MAIN.CPP**

#include <QApplication>

#include <QScreen>

#include <sstream>

#include <iostream>

#include <QDir>

#include "outlog.h"

#include "mainwindow.h"

int main(int argc, char \*argv[]) {

QApplication a(argc, argv);

MainWindow w;

QRect screen\_geometry = QGuiApplication::screens().first()->geometry();

int x = (screen\_geometry.width() - w.geometry().width() - outlog::width) / 2;

int y = (screen\_geometry.height() - w.geometry().height()) / 2;

w.move(x, y);

w.setWindowTitle("Treaps");

w.show();

return a.exec();

}

# Приложение Б исходный код программы. **TREAP**.h

#ifndef TREAP\_H

#define TREAP\_H

#include <cmath>

#include <experimental/type\_traits>

#include <stdexcept>

#include <sstream>

#include "treap\_node.h"

#include "generator.h"

template<typename C>

class treap {

private:

treap\_node<C>\* root = nullptr;

public:

unsigned long max\_depth();

unsigned long theory\_depth();

unsigned long get\_weight();

treap\_node<C>\* get\_root();

void add(C value);

void add(treap\_node<C>\* value);

void remove(int index);

void merge(treap<C>\* another);

bool split(int pos, treap<C>\* stat, treap<C>\* another);

std::string\* to\_string(int pos);

explicit treap();

};

template<typename C>

using less\_than\_t = decltype(std::declval<C>() < std::declval<C>());

template<typename C>

using more\_than\_t = decltype(std::declval<C>() > std::declval<C>());

template<typename C>

constexpr bool comparable = std::experimental::is\_detected<less\_than\_t, C>::value && std::experimental::is\_detected<more\_than\_t, C>::value;

template<typename C>

unsigned long treap<C>::max\_depth() {

return treap\_node<C>::depth(root);

}

template<typename C>

unsigned long treap<C>::theory\_depth() {

unsigned long weight = get\_weight();

unsigned long grade = 0;

unsigned int power = 0;

while (grade < weight) {

power++;

grade = static\_cast<unsigned long>(pow(2, power) - 1);

}

return power;

}

template<typename C>

unsigned long treap<C>::get\_weight() {

return root->get\_weight();

}

template<typename C>

treap\_node<C>\* treap<C>::get\_root() {

return root;

}

template<typename C>

void treap<C>::add(C value) {

treap\_node<C>\* node = new treap\_node<C>(value);

return this->add(node);

}

template<typename C>

void treap<C>::add(treap\_node<C>\* node) {

if (root == nullptr) {

root = node;

} else {

root = treap\_node<C>::insert(root, node);

if (root != nullptr) root->reset\_weight();

}

}

template<typename C>

void treap<C>::remove(int index) {

root = treap\_node<C>::remove(root, index);

if (root != nullptr) root->reset\_weight();

}

template<typename C>

void treap<C>::merge(treap<C>\* another) {

if (root == nullptr) {

root = another->root;

return;

}

if ((another == nullptr) || (another->root == nullptr)) return;

root = treap\_node<C>::merge(root, another->get\_root());

if (root != nullptr) root->reset\_weight();

}

template<typename C>

bool treap<C>::split(int pos, treap<C>\* stat, treap<C>\* another) {

if ((root == nullptr) || (static\_cast<unsigned>(pos) > root->get\_weight())) return false;

treap\_node<C>\* first\_root = new treap\_node<C>;

treap\_node<C>\* second\_root = new treap\_node<C>;

treap\_node<C>::split(root, pos, &first\_root, &second\_root);

if (first\_root != nullptr) first\_root->reset\_weight();

if (second\_root != nullptr) second\_root->reset\_weight();

stat->root = first\_root;

another->root = second\_root;

return true;

}

template<typename C>

std::string\* treap<C>::to\_string(int pos) {

std::string\* res = new std::string();

if (root == nullptr) {

res->append("(0;0.0)");

return res;

}

int dest = 0;

res->append(\*(root->to\_string(pos, &dest)));

\*res = res->substr(0, res->length() - 2);

return res;

}

template<typename C>

treap<C>::treap() {

generator::ground();

if constexpr(!comparable<C>){

throw std::runtime\_error("Treap nodes can not be compared by the key!");

}

}

#endif //TREAP\_H

# приложение В исходный код программы. **CORE**.h

#ifndef CORE\_H

#define CORE\_H

#include <fstream>

#include <sstream>

#include <QPushButton>

#include "treap.h"

#include "myglwidget.h"

#include "outlog.h"

class core {

public:

static const std::string PATH;

// functions return: 0 - successful; 1 - error; -1 - forward execution required

// 0 - nothing done, 1 - trees built

// 10 - prepare to build trees step by step, 11 - first tree is buildind step by step, 12 - second tree is building step by step,

// 20 - prepare to merge trees step by step, 21 - trees are merging step by step,

// 30 - prepare to split trees step by step, 31 - trees are splitting step by step

static int step\_action;

static int launch(MyGLWidget\* mglw, std::string\* input, bool ff, int tp);

template<typename T>

static int build\_step(MyGLWidget\* mglw1, MyGLWidget\* mglw2);

// mode 1 - building 2 trees showing both, mode 2 - building 1 tree showing both, mode 3 - building one tree showing none (mdlw1 -> mglw2)

template<typename T>

static int build\_rush(MyGLWidget\* mglw1, MyGLWidget\* mglw2, int mode, bool from\_val);

template<typename T>

static int merge\_step(MyGLWidget\* mglw1, MyGLWidget\* mglw2);

template<typename T>

static int merge\_rush(MyGLWidget\* mglw1, MyGLWidget\* mglw2);

template<typename T>

static int split\_step(int pos, MyGLWidget\* mglw1, MyGLWidget\* mglw2);

template<typename T>

static int split\_rush(int pos, MyGLWidget\* mglw1, MyGLWidget\* mglw2);

template<typename T>

static int mult(MyGLWidget\* mglw);

static int push(QPushButton\* load\_button, std::string\* filename);

static int pop(MyGLWidget\* mglw1, MyGLWidget\* mglw2, QPushButton\* load\_button, std::string\* filename);

static void clear\_stack(QPushButton\* back\_button);

static int type;

static int split\_maximum;

template<typename T>

static treap<T>\* tree1;

template<typename T>

static treap<T>\* tree2;

static outlog\* log;

private:

static const std::string input\_file;

static const std::string output\_file1;

static const std::string output\_file2;

static const std::string stack\_file;

static int stack\_size;

static std::istream\* in\_stream;

template<typename T>

static T get\_value(std::string\* str);

template<typename T>

static treap\_node<T>\* get\_node(std::string\* str);

static const std::string subitem\_delimiter;

static const std::string item\_delimiter; // number 2

static const std::string range\_delimiter; // number 4

static const std::string tree\_delimiter; // number 3

static const std::string end\_delimiter; // number 1

static std::string\* read\_tree(std::istream\* stream, int\* delim\_num);

};

template<typename T>

treap<T>\* core::tree1 = nullptr;

template<typename T>

treap<T>\* core::tree2 = nullptr;

template<typename T>

int core::build\_rush(MyGLWidget\* mglw1, MyGLWidget\* mglw2, int mode, bool from\_val) {

log->notify(new std::string("Quick building treap in mode " + std::to\_string(mode) + " from value " + std::to\_string(from\_val) + "..."));

if (mode < 3) {

mglw1->prepare\_drawing();

mglw2->prepare\_drawing();

}

if (mode != 2) {

free(tree1<T>);

tree1<T> = new treap<T>();

}

if (mode < 2) {

free(tree2<T>);

tree2<T> = new treap<T>();

}

int prev\_delim = 0;

T prev;

T processing;

std::string\* msg;

int errno1 = -1, errno2 = -1;

try {

int delim\_pos = 0;

do {

if (from\_val) {

tree1<T>->add(get\_node<T>(read\_tree(in\_stream, &delim\_pos)));

} else {

processing = get\_value<T>(read\_tree(in\_stream, &delim\_pos));

tree1<T>->add(processing);

}

if (mode == 3) {

if ((prev\_delim == 4) && (!(std::is\_same<T, std::string>::value))) {

log->notify(new std::string("Processing range..."));

for (T i = prev; i < processing; i += 1) {

tree1<T>->add(i);

}

}

prev\_delim = delim\_pos;

prev = processing;

}

} while ((delim\_pos != 1) && (delim\_pos != 3) && (delim\_pos != 0));

if ((delim\_pos == 0) && (mode < 2)) errno2 = 0;

} catch (std::runtime\_error re) {

msg = new std::string(re.what());

log->notify(msg);

if (mode < 3) mglw1->declare(msg);

return 1;

} catch (int e) {

if (mode == 2) errno2 = e;

else errno1 = e;

}

if ((mode < 2) && (errno2 == -1)) {

try {

int delim\_pos = 0;

do {

if (from\_val) {

tree2<T>->add(get\_node<T>(read\_tree(in\_stream, &delim\_pos)));

} else {

tree2<T>->add(get\_value<T>(read\_tree(in\_stream, &delim\_pos)));

}

} while ((delim\_pos != 1) && (delim\_pos != 0));

} catch (std::runtime\_error re) {

msg = new std::string(re.what());

log->notify(msg);

mglw2->declare(msg);

return 1;

} catch (int e) {

errno2 = e;

}

}

if (mode < 3) {

if (errno1 == -1) {

mglw1->set\_tree(tree1<T>, tree1<T>->get\_root()->get\_index());

mglw1->show(&output\_file1);

} else {

mglw1->declare(new std::string("Tree is empty."));

}

if (errno2 == -1) {

mglw2->set\_tree(tree2<T>, tree2<T>->get\_root()->get\_index());

mglw2->show(&output\_file2);

} else {

mglw2->declare(new std::string("Tree is empty."));

}

}

if ((tree1<T> != nullptr) && (tree1<T>->get\_root() != nullptr)) split\_maximum = tree1<T>->get\_root()->get\_weight();

else split\_maximum = 0;

return 0;

}

template<typename T>

int core::merge\_rush(MyGLWidget\* mglw1, MyGLWidget\* mglw2) {

log->notify(new std::string("Quick merging treap..."));

mglw1->prepare\_drawing();

mglw2->prepare\_drawing();

tree1<T>->merge(tree2<T>);

tree2<T> = new treap<T>();

if ((tree1<T> != nullptr) && (tree1<T>->get\_root() != nullptr)) {

mglw1->set\_tree(tree1<T>, tree1<T>->get\_root()->get\_index());

mglw1->show(&output\_file1);

} else {

mglw1->declare(new std::string("Tree is empty."));

}

if ((tree2<T> != nullptr) && (tree2<T>->get\_root() != nullptr)) {

mglw2->set\_tree(tree2<T>, tree2<T>->get\_root()->get\_index());

mglw2->show(&output\_file2);

} else {

mglw2->declare(new std::string("Tree is empty."));

}

if ((tree1<T> != nullptr) && (tree1<T>->get\_root() != nullptr)) split\_maximum = tree1<T>->get\_root()->get\_weight();

else split\_maximum = 0;

return 0;

}

template<typename T>

int core::split\_rush(int pos, MyGLWidget\* mglw1, MyGLWidget\* mglw2) {

log->notify(new std::string("Quick splitting treap..."));

mglw1->prepare\_drawing();

mglw2->prepare\_drawing();

bool is = tree1<T>->split(pos, tree1<T>, tree2<T>);

if ((tree1<T> != nullptr) && (tree1<T>->get\_root() != nullptr)) {

mglw1->set\_tree(tree1<T>, tree1<T>->get\_root()->get\_index());

mglw1->show(&output\_file1);

} else {

mglw1->declare(new std::string("Tree is empty."));

}

if ((tree2<T> != nullptr) && (tree2<T>->get\_root() != nullptr)) {

mglw2->set\_tree(tree2<T>, tree2<T>->get\_root()->get\_index());

mglw2->show(&output\_file2);

} else {

mglw2->declare(new std::string("Tree is empty."));

}

if ((tree1<T> != nullptr) && (tree1<T>->get\_root() != nullptr)) split\_maximum = tree1<T>->get\_root()->get\_weight();

else split\_maximum = 0;

if (!is) {

return 1;

} else return 0;

}

template<typename T>

int core::build\_step(MyGLWidget\* mglw1, MyGLWidget\* mglw2) {

log->notify(new std::string("Building treap step-by-step..."));

mglw1->prepare\_drawing();

mglw2->prepare\_drawing();

int result = -1;

std::string\* msg;

if (step\_action == 10) {

tree1<T> = new treap<T>();

tree2<T> = new treap<T>();

msg = new std::string("Tree is empty.");

mglw1->declare(msg);

mglw2->declare(msg);

step\_action = 11;

return result;

}

treap\_node<T>\* processing;

if (step\_action == 11) {

try {

int delim\_pos = 0;

processing = new treap\_node<T>(get\_value<T>(read\_tree(in\_stream, &delim\_pos)));

tree1<T>->add(processing);

if ((delim\_pos == 0) || (delim\_pos == 1)) {

step\_action = 1;

mglw1->set\_tree(tree1<T>, processing->get\_index());

mglw1->show(&output\_file1);

mglw2->declare(new std::string("Tree is empty."));

return 0;

} else if (delim\_pos == 3) step\_action = 12;

} catch (std::runtime\_error re) {

msg = new std::string(re.what());

log->notify(msg);

mglw1->declare(msg);

return 1;

}

mglw1->set\_tree(tree1<T>, processing->get\_index());

mglw1->show(&output\_file1);

msg = new std::string("Tree is empty.");

mglw2->declare(msg);

} else if (step\_action == 12) {

try {

int delim\_pos = 0;

processing = new treap\_node<T>(get\_value<T>(read\_tree(in\_stream, &delim\_pos)));

tree2<T>->add(processing);

if ((delim\_pos == 0) || (delim\_pos == 1)) {

step\_action = 1;

result = 0;

}

} catch (std::runtime\_error re) {

msg = new std::string(re.what());

log->notify(msg);

mglw1->declare(msg);

return 1;

}

mglw1->set\_tree(tree1<T>, tree1<T>->get\_root()->get\_index());

mglw1->show(&output\_file1);

mglw2->set\_tree(tree2<T>, processing->get\_index());

mglw2->show(&output\_file2);

}

if ((tree1<T> != nullptr) && (tree1<T>->get\_root() != nullptr)) split\_maximum = tree1<T>->get\_root()->get\_weight();

else split\_maximum = 0;

return result;

}

template<typename T>

int core::merge\_step(MyGLWidget\* mglw1, MyGLWidget\* mglw2) {

log->notify(new std::string("Merging treap step-by-step..."));

mglw1->prepare\_drawing();

mglw2->prepare\_drawing();

int result = -1;

if (step\_action == 20) {

std::string tree(\*(tree2<T>->to\_string(0)));

std::stringstream\* ss = new std::stringstream(tree);

in\_stream = ss;

step\_action = 21;

return result;

}

treap\_node<T>\* processing;

if (step\_action == 21) {

try {

int delim\_pos = 0;

processing = get\_node<T>(read\_tree(in\_stream, &delim\_pos));

tree1<T>->add(processing);

if ((delim\_pos == 0) || (delim\_pos == 1)) {

tree2<T> = new treap<T>;

step\_action = 1;

result = 0;

}

} catch (std::runtime\_error re) {

auto msg = new std::string(re.what());

log->notify(msg);

mglw1->declare(msg);

return 1;

} catch (...) {

step\_action = 1;

tree2<T> = new treap<T>;

result = 0;

}

}

if (step\_action == 1) {

mglw2->declare(new std::string("Tree is empty."));

if ((tree1<T> != nullptr) && (tree1<T>->get\_root() != nullptr)) {

mglw1->set\_tree(tree1<T>, tree1<T>->get\_root()->get\_index());

mglw1->show(&output\_file1);

} else {

mglw1->declare(new std::string("Tree is empty."));

}

} else {

mglw2->set\_tree(tree2<T>, processing->get\_index());

mglw2->show(&output\_file2);

mglw1->set\_tree(tree1<T>, processing->get\_index());

mglw1->show(&output\_file1);

}

if ((tree1<T> != nullptr) && (tree1<T>->get\_root() != nullptr)) split\_maximum = tree1<T>->get\_root()->get\_weight();

else split\_maximum = 0;

return result;

}

template<typename T>

int core::split\_step(int pos, MyGLWidget\* mglw1, MyGLWidget\* mglw2) {

log->notify(new std::string("Splitting treap step-by-step..."));

mglw1->prepare\_drawing();

mglw2->prepare\_drawing();

int result = -1;

if (step\_action == 30) {

if ((tree1<T> != nullptr) && (tree1<T>->get\_root() != nullptr)) {

tree2<T> = new treap<T>;

std::string tree(\*(tree1<T>->to\_string(pos)));

std::stringstream\* ss = new std::stringstream(tree);

in\_stream = ss;

step\_action = 31;

} else {

step\_action = 1;

result = 1;

}

return result;

}

treap\_node<T>\* processing;

if (step\_action == 31) {

try {

int delim\_pos = 0;

processing = get\_node<T>(read\_tree(in\_stream, &delim\_pos));

tree2<T>->add(processing);

if ((delim\_pos == 0) || (delim\_pos == 1)) {

long long init\_size = tree1<T>->get\_weight();

for (long long i = init\_size; i > (init\_size - tree2<T>->get\_weight()); i--) {

tree1<T>->remove(i);

}

step\_action = 1;

result = 0;

}

} catch (std::runtime\_error re) {

auto msg = new std::string(re.what());

log->notify(msg);

mglw1->declare(msg);

return 1;

} catch (...) {

log->notify(new std::string("Error during splitting!"));

result = 1;

}

}

if ((tree1<T> != nullptr) && (tree1<T>->get\_root() != nullptr)) {

mglw1->set\_tree(tree1<T>, processing->get\_index());

mglw1->show(&output\_file1);

} else {

mglw1->declare(new std::string("Tree is empty."));

}

if ((tree2<T> != nullptr) && (tree2<T>->get\_root() != nullptr)) {

mglw2->set\_tree(tree2<T>, processing->get\_index());

mglw2->show(&output\_file2);

} else {

mglw2->declare(new std::string("Tree is empty."));

}

if ((tree1<T> != nullptr) && (tree1<T>->get\_root() != nullptr)) split\_maximum = tree1<T>->get\_root()->get\_weight();

else split\_maximum = 0;

return result;

}

template<typename T>

int core::mult(MyGLWidget\* mglw) {

log->notify(new std::string("Multiple treap building researching..."));

mglw->prepare\_drawing();

long long int mid\_size = 0;

long long int theo\_size = 0;

for (int i = 0; i < 100; i++) {

long long first\_pos = in\_stream->tellg();

int result = build\_rush<T>(nullptr, nullptr, 3, false);

in\_stream->clear();

long long length = in\_stream->tellg() - first\_pos;

for (long long i = 0; i < length; i++) in\_stream->unget();

if (result != 0) return 1;

if (theo\_size == 0) theo\_size = tree1<T>->theory\_depth();

mid\_size += tree1<T>->max\_depth();

free(tree1<T>);

tree1<T> = nullptr;

log->notify(new std::string("Building tree nuber " + std::to\_string(i) + "..."));

}

std::stringstream ss;

ss << "Average depth of 100 trees was " << mid\_size / 100 << "\nIdeal size is " << theo\_size;

auto msg = new std::string(ss.str());

log->notify(msg);

mglw->declare(msg);

return 0;

}

template<typename T>

T core::get\_value(std::string\* str) {

log->notify(new std::string("Reading value for new tree node: " + \*str + "..."));

std::stringstream ss;

T value;

ss << \*str;

if (!(ss >> value)) {

throw std::runtime\_error("Node value can not be read!");

}

return value;

}

template<typename T>

treap\_node<T>\* core::get\_node(std::string\* str) {

log->notify(new std::string("Reading new tree node: " + \*str + "..."));

unsigned long long pos = str->find(';');

std::stringstream ss1, ss2;

T value;

double index = 0;

if (str->empty()) {

throw 1;

}

ss1 << (\*str).substr(1, pos);

ss2 << (\*str).substr(pos + 1, (str->length() - 2 - pos));

if (!(ss1 >> value)) {

throw std::runtime\_error("Node value can not be read!");

}

if (!(ss2 >> index)) {

throw std::runtime\_error("Node index can not be read!");

} else if (index == 0.0) {

throw 0;

}

return new treap\_node<T>(value, index);

}

#endif // CORE\_H

# приложение Г исходный код программы. **CORE**.CPP

#include "core.h"

outlog\* core::log = nullptr;

const std::string core::PATH = "C:/Users/miles/Documents/lab5/fls/";

int core::step\_action = 0;

int core::split\_maximum = 0;

const std::string core::input\_file = PATH + "in.txt";

const std::string core::output\_file1 = PATH + "out1.png";

const std::string core::output\_file2 = PATH + "out2.png";

const std::string core::stack\_file = PATH + "stack.svx";

int core::stack\_size = 0;

const std::string core::subitem\_delimiter = ";"; // number 2;

const std::string core::item\_delimiter = ", "; // number 2;

const std::string core::range\_delimiter = " .. "; // number 4;

const std::string core::tree\_delimiter = " = "; // number 3;

const std::string core::end\_delimiter = "\n"; // number 1;

std::istream\* core::in\_stream = nullptr;

int core::type = 0;

int core::launch(MyGLWidget\* mglw, std::string\* input, bool ff, int tp) {

mglw->prepare\_drawing();

log->notify(new std::string("Reading source data from " + \*input + ", which is file (" + std::to\_string(ff) +") of type " + std::to\_string(type) + "..."));

std::string\* msg;

std::string tree\_string;

if (ff) {

std::ifstream\* is = new std::ifstream();

if (input->empty()) {

log->notify(new std::string("Opening default file, located at " + input\_file));

is->open(input\_file);

} else {

log->notify(new std::string("Opening file, located at " + \*input));

is->open(\*input);

}

if (\*is && !is->fail()) {

in\_stream = is;

log->notify(new std::string("File opened!"));

} else {

msg = new std::string("File can not be opened :(");

log->notify(msg);

mglw->declare(msg);

return 1;

}

} else {

if (input->empty()) {

msg = new std::string("The input was empty.");

log->notify(msg);

mglw->declare(msg);

return 1;

} else {

log->notify(new std::string("Opening string from input line."));

std::stringstream\* is = new std::stringstream();

\*is << \*input;

in\_stream = is;

}

}

type = tp;

msg = new std::string("Data source loaded. We are ready 2 build.");

log->notify(msg);

mglw->declare(msg);

return 0;

}

std::string\* core::read\_tree(std::istream\* stream, int\* delim\_num) {

log->notify(new std::string("Reading data from input stream."));

std::string\* result = new std::string();

std::string buffer = std::string(3, ' ');

\*delim\_num = 0;

unsigned long long pos = 0;

long long read = 0;

while ((\*delim\_num == 0) && (\*delim\_num != 1)) {

bool quit\_flag = false;

if (!(stream->read(&buffer[0], static\_cast<signed>(buffer.length())))) quit\_flag = true;

read = stream->gcount();

result->append(buffer);

pos = result->find(item\_delimiter);

if (pos != std::string::npos) {

\*delim\_num = 2;

continue;

}

pos = result->find(range\_delimiter);

if (pos != std::string::npos) {

\*delim\_num = 4;

continue;

}

pos = result->find(tree\_delimiter);

if (pos != std::string::npos) {

\*delim\_num = 3;

continue;

}

pos = result->find(end\_delimiter);

if (pos != std::string::npos) {

\*delim\_num = 1;

continue;

}

if (quit\_flag) break;

}

if (pos != std::string::npos) {

stream->clear();

for (unsigned long long i = 0; i < (result->length() - pos) - (buffer.length() - static\_cast<unsigned>(read)); i++) {

stream->unget();

}

stream->ignore(\*delim\_num);

} else {

pos = result->length() - (buffer.length() - static\_cast<unsigned>(read));

}

\*result = result->substr(0, pos);

return result;

}

int core::push(QPushButton\* back\_button, std::string\* filename) {

std::string name;

if (filename != nullptr) name = \*filename;

else name = stack\_file;

log->notify(new std::string("Pushing state to file at " + name + "..."));

std::stringstream stack\_data;

std::ifstream file\_input(stack\_file);

stack\_data << type << '\n';

stack\_data << step\_action << '\n';

switch (core::type) {

case 0:

if ((tree1<int> == nullptr) || (tree2<int> == nullptr)) throw std::runtime\_error("Trees have not been initialized.");

stack\_data << \*(tree1<int>->to\_string(0)) << tree\_delimiter << \*(tree2<int>->to\_string(0)) << '\n';

break;

case 1:

if ((tree1<char> == nullptr) || (tree2<char> == nullptr)) throw std::runtime\_error("Trees have not been initialized.");

stack\_data << \*(tree1<char>->to\_string(0)) << tree\_delimiter << \*(tree2<char>->to\_string(0)) << '\n';

break;

case 2:

if ((tree1<double> == nullptr) || (tree2<double> == nullptr)) throw std::runtime\_error("Trees have not been initialized.");

stack\_data << \*(tree1<double>->to\_string(0)) << tree\_delimiter << \*(tree2<double>->to\_string(0)) << '\n';

break;

case 3:

if ((tree1<std::string> == nullptr) || (tree2<std::string> == nullptr)) throw std::runtime\_error("Trees have not been initialized.");

stack\_data << \*(tree1<std::string>->to\_string(0)) << tree\_delimiter << \*(tree2<std::string>->to\_string(0)) << '\n';

break;

}

long long before\_pos = in\_stream->tellg();

if (in\_stream->peek() != EOF) stack\_data << in\_stream->rdbuf();

in\_stream->clear();

long long after\_pos = in\_stream->tellg() - before\_pos;

for (long long i = 0; i < after\_pos; i++) in\_stream->unget();

stack\_data << '\n';

if ((file\_input.peek() != EOF) && (filename == nullptr)) stack\_data << file\_input.rdbuf();

std::ofstream file\_output(name);

file\_output << stack\_data.rdbuf();

file\_output.flush();

file\_output.close();

if (filename == nullptr) {

stack\_size++;

back\_button->setEnabled(true);

}

return 0;

}

int core::pop(MyGLWidget\* mglw1, MyGLWidget\* mglw2, QPushButton\* back\_button, std::string\* filename) {

std::string name;

if (filename != nullptr) name = \*filename;

else name = stack\_file;

log->notify(new std::string("Getting state from file at " + name + "..."));

std::stringstream ss1, ss2;

std::string\* support = new std::string();

std::ifstream file\_input(name);

std::getline(file\_input, \*support);

ss1 << \*support;

ss1 >> type;

std::getline(file\_input, \*support);

ss2 << \*support;

ss2 >> step\_action;

std::getline(file\_input, \*support);

std::string double\_buff;

std::getline(file\_input, double\_buff);

support->append("\n");

support->append(double\_buff);

std::istringstream\* os = new std::istringstream(support->c\_str());

in\_stream = os;

int result = 0;

switch (core::type) {

case 0:

result = build\_rush<int>(mglw1, mglw2, 1, true);

break;

case 1:

result = build\_rush<char>(mglw1, mglw2, 1, true);

break;

case 2:

result = build\_rush<double>(mglw1, mglw2, 1, true);

break;

case 3:

result = build\_rush<std::string>(mglw1, mglw2, 1, true);

break;

}

free(support);

if (filename == nullptr) stack\_size--;

else stack\_size = 0;

if (stack\_size <= 0) back\_button->setEnabled(false);

std::stringstream buffer;

buffer << file\_input.rdbuf();

std::ofstream file\_output(stack\_file);

file\_output << buffer.rdbuf();

file\_output.flush();

file\_output.close();

file\_input.close();

return result;

}

void core::clear\_stack(QPushButton\* load\_button) {

log->notify(new std::string("Clearing all files."));

in\_stream = new std::istringstream();

load\_button->setEnabled(false);

stack\_size = 0;

std::ofstream stack\_output(stack\_file);

stack\_output.close();

std::ofstream output1(output\_file1);

output1.close();

std::ofstream output2(output\_file2);

output2.close();

}

# приложение Д исходный код программы. **MAINWINDOW**.**H**

#ifndef MAINWINDOW\_H

#define MAINWINDOW\_H

#include <QMainWindow>

#include <QFileDialog>

#include <QMessageBox>

#include "ui\_mainwindow.h"

#include "generator.h"

#include "core.h"

QT\_BEGIN\_NAMESPACE

namespace Ui { class MainWindow; }

QT\_END\_NAMESPACE

class MainWindow : public QMainWindow {

Q\_OBJECT

public:

MainWindow(QWidget \*parent = nullptr);

~MainWindow();

private:

Ui::MainWindow \*ui;

void configure\_input(int new\_step\_action);

void read(bool from\_file);

private slots:

void generate();

void read\_from\_file();

void read\_from\_line();

void save();

void load();

void clear();

void back();

void step();

void log();

void about\_treap();

void about\_app();

void merge();

void split();

void mult();

};

#endif // MAINWINDOW\_H

# приложение Е исходный код программы. **MAINWINDOW**.CPP

#include "mainwindow.h"

MainWindow::MainWindow(QWidget \*parent) : QMainWindow(parent), ui(new Ui::MainWindow) {

ui->setupUi(this);

QStringList available\_types = {"int", "char", "double", "string"};

ui->type\_selector->addItems(available\_types);

connect(ui->generator\_button, SIGNAL(clicked()), this, SLOT(generate()));

connect(ui->line\_button, SIGNAL(clicked()), this, SLOT(read\_from\_line()));

connect(ui->file\_button, SIGNAL(clicked()), this, SLOT(read\_from\_file()));

connect(ui->step\_button, SIGNAL(clicked()), this, SLOT(step()));

connect(ui->back\_button, SIGNAL(clicked()), this, SLOT(back()));

connect(ui->save\_button, SIGNAL(clicked()), this, SLOT(save()));

connect(ui->load\_button, SIGNAL(clicked()), this, SLOT(load()));

connect(ui->reset\_button, SIGNAL(clicked()), this, SLOT(clear()));

connect(ui->log\_button, SIGNAL(clicked()), this, SLOT(log()));

connect(ui->about\_treap\_button, SIGNAL(clicked()), this, SLOT(about\_treap()));

connect(ui->about\_app\_button, SIGNAL(clicked()), this, SLOT(about\_app()));

connect(ui->merge\_button, SIGNAL(clicked()), this, SLOT(merge()));

connect(ui->split\_button, SIGNAL(clicked()), this, SLOT(split()));

connect(ui->multiple\_button, SIGNAL(clicked()), this, SLOT(mult()));

std::string log\_path(core::PATH);

core::log = new outlog(this, &log\_path);

core::log->notify(new std::string("Application started..."));

ui->canvas1->setHidden(true);

ui->split\_pos\_box->setMinimum(0);

generator::ground();

}

MainWindow::~MainWindow() {

core::log->notify(new std::string("Application terminated..."));

core::log->notify(new std::string("Have a good day, Mr. User!"));

delete ui;

}

void MainWindow::configure\_input(int new\_step\_action) {

switch (new\_step\_action) {

case 0:

ui->merge\_button->setEnabled(false);

ui->split\_button->setEnabled(false);

ui->split\_pos\_box->setEnabled(false);

ui->multiple\_button->setEnabled(true);

ui->generator\_button->setEnabled(true);

ui->line\_button->setEnabled(true);

ui->file\_button->setEnabled(true);

ui->type\_selector->setEnabled(true);

ui->line\_input->setEnabled(true);

ui->step\_box->setEnabled(true);

ui->step\_button->setEnabled(false);

core::log->notify(new std::string("Input configured: Initial."));

break;

case 1:

ui->merge\_button->setEnabled(true);

ui->split\_button->setEnabled(true);

ui->split\_pos\_box->setEnabled(true);

ui->split\_pos\_box->setMaximum(core::split\_maximum);

ui->multiple\_button->setEnabled(true);

ui->generator\_button->setEnabled(true);

ui->line\_button->setEnabled(true);

ui->file\_button->setEnabled(true);

ui->type\_selector->setEnabled(true);

ui->line\_input->setEnabled(true);

ui->step\_box->setEnabled(true);

ui->step\_button->setEnabled(false);

core::log->notify(new std::string("Input configured: Ready to act."));

break;

case 10:

case 11:

case 12:

case 20:

case 21:

case 30:

case 31:

ui->merge\_button->setEnabled(false);

ui->split\_button->setEnabled(false);

ui->split\_pos\_box->setEnabled(false);

ui->multiple\_button->setEnabled(false);

ui->generator\_button->setEnabled(false);

ui->line\_button->setEnabled(false);

ui->file\_button->setEnabled(false);

ui->type\_selector->setEnabled(false);

ui->line\_input->setEnabled(false);

ui->step\_box->setEnabled(false);

ui->step\_box->setChecked(true);

ui->step\_button->setEnabled(true);

core::log->notify(new std::string("Input configured: Steps in progress."));

break;

}

core::step\_action = new\_step\_action;

}

void MainWindow::generate() {

std::string\* gen = generator::generate();

core::log->notify(new std::string("New input line generated: " + \*gen));

ui->line\_input->setText(QString::fromStdString(\*gen));

}

void MainWindow::read\_from\_file() {

core::log->notify(new std::string("Reading from file requested."));

read(true);

}

void MainWindow::read\_from\_line() {

core::log->notify(new std::string("Reading from line requested."));

read(false);

}

void MainWindow::read(bool from\_file) {

configure\_input(0);

ui->canvas1->setHidden(true);

ui->canvas1->prepare\_drawing();

ui->canvas2->prepare\_drawing();

std::string input = ui->line\_input->text().toStdString();

int result = core::launch(ui->canvas2, &input, from\_file, ui->type\_selector->currentIndex());

std::string\* msg;

if (result == 0) {

msg = new std::string("Data sources successfully loaded!");

core::log->notify(msg);

ui->canvas1->setHidden(false);

ui->canvas1->prepare\_drawing();

ui->canvas2->prepare\_drawing();

if (!ui->step\_box->isChecked()) {

msg = new std::string("Quick treap building requested.");

core::log->notify(msg);

int res = 0;

switch (core::type) {

case 0:

res = core::build\_rush<int>(ui->canvas1, ui->canvas2, 1, false);

break;

case 1:

res = core::build\_rush<char>(ui->canvas1, ui->canvas2, 1, false);

break;

case 2:

res = core::build\_rush<double>(ui->canvas1, ui->canvas2, 1, false);

break;

case 3:

res = core::build\_rush<std::string>(ui->canvas1, ui->canvas2, 1, false);

break;

}

if (res == 0) {

msg = new std::string("Both treaps successfully built.");

core::log->notify(msg);

ui->answer->setText(QString::fromStdString(\*msg));

configure\_input(1);

clear();

} else {

msg = new std::string("Error occurs during building, check input format again!");

core::log->notify(msg);

ui->answer->setText(QString::fromStdString(\*msg));

}

} else {

msg = new std::string("Step-by-step treap building requested.");

core::log->notify(msg);

configure\_input(10);

step();

}

} else {

msg = new std::string("Error occurs during data source loading. Check the input again!");

core::log->notify(msg);

ui->answer->setText(QString::fromStdString(\*msg));

}

}

void MainWindow::back() {

core::log->notify(new std::string("Step back requested."));

int result = core::pop(ui->canvas1, ui->canvas2, ui->back\_button, nullptr);

if (result == 0) {

core::log->notify(new std::string("Step back performed successfully."));

} else {

core::log->notify(new std::string("Step back failed!"));

}

configure\_input(core::step\_action);

}

void MainWindow::step() {

core::log->notify(new std::string("Step forward requested."));

if (core::step\_action % 10 != 0) core::push(ui->back\_button, nullptr);

int result = 0;

switch (core::type) {

case 0:

if (core::step\_action < 20) result = core::build\_step<int>(ui->canvas1, ui->canvas2);

else if ((core::step\_action >= 20) && (core::step\_action < 30)) result = core::merge\_step<int>(ui->canvas1, ui->canvas2);

else result = core::split\_step<int>(ui->split\_pos\_box->value(), ui->canvas1, ui->canvas2);

break;

case 1:

if (core::step\_action < 20) result = core::build\_step<char>(ui->canvas1, ui->canvas2);

else if ((core::step\_action >= 20) && (core::step\_action < 30)) result = core::merge\_step<char>(ui->canvas1, ui->canvas2);

else result = core::split\_step<char>(ui->split\_pos\_box->value(), ui->canvas1, ui->canvas2);

break;

case 2:

if (core::step\_action < 20) result = core::build\_step<double>(ui->canvas1, ui->canvas2);

else if ((core::step\_action >= 20) && (core::step\_action < 30)) result = core::merge\_step<double>(ui->canvas1, ui->canvas2);

else result = core::split\_step<double>(ui->split\_pos\_box->value(), ui->canvas1, ui->canvas2);

break;

case 3:

if (core::step\_action < 20) result = core::build\_step<std::string>(ui->canvas1, ui->canvas2);

else if ((core::step\_action >= 20) && (core::step\_action < 30)) result = core::merge\_step<std::string>(ui->canvas1, ui->canvas2);

else result = core::split\_step<std::string>(ui->split\_pos\_box->value(), ui->canvas1, ui->canvas2);

break;

}

std::string\* msg = nullptr;

if (result == 0) {

msg = new std::string("Steps forward finished successfully.");

} else if (result == 1) {

msg = new std::string("Step forward failed!");

configure\_input(1);

} else {

msg = new std::string("Step forward performed.");

}

core::log->notify(msg);

ui->answer->setText(QString::fromStdString(\*msg));

configure\_input(core::step\_action);

}

void MainWindow::save() {

core::log->notify(new std::string("Save state requested."));

QString file = QFileDialog::getSaveFileName(this, tr("Open Directory"), QString::fromStdString(core::PATH + "saving.sv"), tr("State save files (\*.sv)"));

std::string fstring(file.toStdString());

if (fstring != "") {

try {

int result = core::push(ui->load\_button, &fstring);

if (result == 0) core::log->notify(new std::string("Save state performed."));

else core::log->notify(new std::string("Save state ended with error!"));

} catch (std::runtime\_error re) {

core::log->notify(new std::string("Save state can not be performed: " + std::string(re.what())));

}

} else core::log->notify(new std::string("Save state cancelled."));

}

void MainWindow::load() {

ui->canvas1->setHidden(false);

ui->canvas1->prepare\_drawing();

ui->canvas2->prepare\_drawing();

core::log->notify(new std::string("Load state requested."));

QString file = QFileDialog::getOpenFileName(this, tr("Open Directory"), QString::fromStdString(core::PATH), tr("State save files (\*.sv)"));

std::string fstring(file.toStdString());

if (fstring != "") {

int result = core::pop(ui->canvas1, ui->canvas2, ui->load\_button, &fstring);

if (result == 0) {

configure\_input(core::step\_action);

ui->answer->setText(QString::fromStdString("Loded state from file " + fstring));

}

else core::log->notify(new std::string("Load state ended with error!"));

} else core::log->notify(new std::string("Load state cancelled."));

}

void MainWindow::clear() {

core::log->notify(new std::string("Clear history requested."));

core::clear\_stack(ui->back\_button);

}

void MainWindow::log() {

core::log->notify(new std::string("Log window requested."));

core::log->show();

}

void MainWindow::about\_treap() {

core::log->notify(new std::string("It was decided to learn something new about treaps."));

QMessageBox\* msgbox = new QMessageBox(this);

msgbox->setWindowTitle("About: treaps");

msgbox->setText(QString::fromStdString("Treap is a combination of \"binary search tree\" and \"binary heap\". It contains values in binary tree order and keys in binary heap order.\n") +

QString::fromStdString("In this particular app a list based on treap is shown. A search operation can be performed for O(log2N) iterations on this kind of list."));

msgbox->open();

}

void MainWindow::about\_app() {

core::log->notify(new std::string("It was decided to read user manual."));

QMessageBox\* msgbox = new QMessageBox(this);

msgbox->setWindowTitle("About: treaps");

msgbox->setText(QString::fromStdString("This program shows how list based on treap works. A few words about its functionality:\n") +

QString::fromStdString("1. Input: Input string (in line or in file) must be formatted. Elements should be separated by \", \", trees (up to two) with \" = \". ") +

QString::fromStdString("There can be one or two trees, but the first should be present in any case.\n") +

QString::fromStdString("2. Steps: Every tree function in the programm may be performed by steps. All of them (except build) differ from their fast analogues ") +

QString::fromStdString("due to their recursive nature. Do not be misled, this was made for demonstrative purposes only!\n") +

QString::fromStdString("3. Build: Nothing interesting about this function - it builds a treap from given array values.\n") +

QString::fromStdString("4. Generate input: Generates from 8 up to 13 integers, divided in two treaps or not. Use for quick and simple input source.\n") +

QString::fromStdString("5. Merge: Merges second tree into first one.\n") +

QString::fromStdString("6. Split: Splits first tree into two from the given position. Given number means number of elements left in the first tree.\n") +

QString::fromStdString("7. Step/Back: While step is only available during \"step mode\", back also keeps all operations performed with tree. Be careful, mode is also kept!\n") +

QString::fromStdString("8. Save/Load: You can save or load a programm state to/from separate file. Operations stack is NOT included!\n") +

QString::fromStdString("9. Multiple times: This function goal is to demonstrate the depth of the treap for some big (comparably) numbers. ") +

QString::fromStdString("WARNING: this can cause performance freezes. It runs NOT in separate thread. 2000 - is big enough for demonstration. I warned you!"));

msgbox->open();

}

void MainWindow::merge() {

std::string\* msg = new std::string("Treap merge requested.");

core::log->notify(msg);

try {

core::push(ui->back\_button, nullptr);

} catch (std::runtime\_error re) {

core::log->notify(new std::string("Can not push state - trees not initialized."));

}

if (!ui->step\_box->isChecked()) {

msg = new std::string("Quick treap merge requested.");

core::log->notify(msg);

int res = 0;

switch (core::type) {

case 0:

res = core::merge\_rush<int>(ui->canvas1, ui->canvas2);

break;

case 1:

res = core::merge\_rush<char>(ui->canvas1, ui->canvas2);

break;

case 2:

res = core::merge\_rush<double>(ui->canvas1, ui->canvas2);

break;

case 3:

res = core::merge\_rush<std::string>(ui->canvas1, ui->canvas2);

break;

}

if (res == 0) {

msg = new std::string("Treaps successfully merged.");

core::log->notify(msg);

ui->answer->setText(QString::fromStdString(\*msg));

configure\_input(1);

} else {

msg = new std::string("Error occurs during merging!");

core::log->notify(msg);

ui->answer->setText(QString::fromStdString(\*msg));

}

} else {

msg = new std::string("Step-by-step treap merging requested.");

core::log->notify(msg);

configure\_input(20);

step();

}

}

void MainWindow::split() {

std::string\* msg = new std::string("Treap split requested.");

core::log->notify(msg);

try {

core::push(ui->back\_button, nullptr);

} catch (std::runtime\_error re) {

core::log->notify(new std::string("Can not push state - trees not initialized."));

}

if (!ui->step\_box->isChecked()) {

msg = new std::string("Quick treap split requested.");

core::log->notify(msg);

int res = 0;

switch (core::type) {

case 0:

res = core::split\_rush<int>(ui->split\_pos\_box->value(), ui->canvas1, ui->canvas2);

break;

case 1:

res = core::split\_rush<char>(ui->split\_pos\_box->value(), ui->canvas1, ui->canvas2);

break;

case 2:

res = core::split\_rush<double>(ui->split\_pos\_box->value(), ui->canvas1, ui->canvas2);

break;

case 3:

res = core::split\_rush<std::string>(ui->split\_pos\_box->value(), ui->canvas1, ui->canvas2);

break;

}

if (res == 0) {

msg = new std::string("Treaps successfully splitted.");

core::log->notify(msg);

ui->answer->setText(QString::fromStdString(\*msg));

configure\_input(1);

} else {

msg = new std::string("Error occurs during splitting!");

core::log->notify(msg);

ui->answer->setText(QString::fromStdString(\*msg));

}

} else {

msg = new std::string("Step-by-step treap splitting requested.");

core::log->notify(msg);

configure\_input(30);

step();

}

}

void MainWindow::mult() {

std::string\* msg = new std::string("Multiple treap building research requested.");

core::log->notify(msg);

configure\_input(0);

ui->canvas1->setHidden(true);

ui->canvas1->prepare\_drawing();

ui->canvas2->prepare\_drawing();

std::string input = ui->line\_input->text().toStdString();

int result = core::launch(ui->canvas2, &input, false, ui->type\_selector->currentIndex());

if (result == 0) {

msg = new std::string("Data sources successfully loaded!");

core::log->notify(msg);

log();

switch (core::type) {

case 0:

result = core::mult<int>(ui->canvas2);

break;

case 1:

result = core::mult<char>(ui->canvas2);

break;

case 2:

result = core::mult<double>(ui->canvas2);

break;

case 3:

result = core::mult<std::string>(ui->canvas2);

break;

}

if (result == 0) {

msg = new std::string("Research successful.");

core::log->notify(msg);

ui->answer->setText(QString::fromStdString(\*msg));

} else {

msg = new std::string("Error occuresduring research!");

core::log->notify(msg);

ui->answer->setText(QString::fromStdString(\*msg));

}

clear();

} else {

msg = new std::string("Error occures, input again (in \"research\" mode you can only input from line)!");

core::log->notify(msg);

ui->answer->setText(QString::fromStdString(\*msg));

}

}

# приложение Ж исходный код программы. **MAINWINDOW**.UI

<?xml version="1.0" encoding="UTF-8"?>

<ui version="4.0">

<class>MainWindow</class>

<widget class="QMainWindow" name="MainWindow">

<property name="geometry">

<rect>

<x>0</x>

<y>0</y>

<width>1000</width>

<height>600</height>

</rect>

</property>

<property name="toolTipDuration">

<number>5</number>

</property>

<widget class="QWidget" name="central\_widget">

<property name="sizePolicy">

<sizepolicy hsizetype="Expanding" vsizetype="Expanding">

<horstretch>0</horstretch>

<verstretch>0</verstretch>

</sizepolicy>

</property>

<widget class="QWidget" name="verticalLayoutWidget">

<property name="geometry">

<rect>

<x>0</x>

<y>0</y>

<width>1001</width>

<height>601</height>

</rect>

</property>

<property name="sizePolicy">

<sizepolicy hsizetype="Expanding" vsizetype="Expanding">

<horstretch>0</horstretch>

<verstretch>0</verstretch>

</sizepolicy>

</property>

<layout class="QVBoxLayout" name="container">

<property name="leftMargin">

<number>7</number>

</property>

<property name="topMargin">

<number>7</number>

</property>

<property name="rightMargin">

<number>7</number>

</property>

<property name="bottomMargin">

<number>7</number>

</property>

<item>

<widget class="QLabel" name="name">

<property name="sizePolicy">

<sizepolicy hsizetype="Preferred" vsizetype="Minimum">

<horstretch>0</horstretch>

<verstretch>0</verstretch>

</sizepolicy>

</property>

<property name="font">

<font>

<family>Consolas</family>

<pointsize>24</pointsize>

</font>

</property>

<property name="text">

<string>Treaps</string>

</property>

<property name="alignment">

<set>Qt::AlignCenter</set>

</property>

</widget>

</item>

<item>

<layout class="QHBoxLayout" name="coordinator">

<item>

<widget class="QPushButton" name="about\_treap\_button">

<property name="text">

<string>What is the &quot;Treap&quot;?</string>

</property>

</widget>

</item>

<item>

<widget class="QPushButton" name="about\_app\_button">

<property name="text">

<string>How does the app work?</string>

</property>

</widget>

</item>

<item>

<widget class="QPushButton" name="log\_button">

<property name="text">

<string>Log</string>

</property>

</widget>

</item>

<item>

<spacer name="first\_spacer">

<property name="orientation">

<enum>Qt::Horizontal</enum>

</property>

<property name="sizeHint" stdset="0">

<size>

<width>40</width>

<height>20</height>

</size>

</property>

</spacer>

</item>

<item>

<widget class="QPushButton" name="save\_button">

<property name="text">

<string>Save</string>

</property>

</widget>

</item>

<item>

<widget class="QPushButton" name="load\_button">

<property name="text">

<string>Load</string>

</property>

</widget>

</item>

<item>

<widget class="QPushButton" name="reset\_button">

<property name="text">

<string>Clear History</string>

</property>

</widget>

</item>

<item>

<spacer name="second\_spacer">

<property name="orientation">

<enum>Qt::Horizontal</enum>

</property>

<property name="sizeHint" stdset="0">

<size>

<width>40</width>

<height>20</height>

</size>

</property>

</spacer>

</item>

<item>

<widget class="QPushButton" name="back\_button">

<property name="enabled">

<bool>false</bool>

</property>

<property name="text">

<string>Back</string>

</property>

</widget>

</item>

<item>

<widget class="QPushButton" name="step\_button">

<property name="enabled">

<bool>false</bool>

</property>

<property name="text">

<string>Forward</string>

</property>

</widget>

</item>

</layout>

</item>

<item>

<layout class="QHBoxLayout" name="input\_container">

<item>

<widget class="QPushButton" name="generator\_button">

<property name="text">

<string>Generate input</string>

</property>

</widget>

</item>

<item>

<widget class="QLineEdit" name="line\_input">

<property name="font">

<font>

<family>Consolas</family>

</font>

</property>

<property name="placeholderText">

<string>tree members or filename</string>

</property>

</widget>

</item>

<item>

<widget class="QPushButton" name="line\_button">

<property name="font">

<font>

<family>Consolas</family>

</font>

</property>

<property name="text">

<string>Build from line</string>

</property>

</widget>

</item>

<item>

<widget class="QPushButton" name="file\_button">

<property name="font">

<font>

<family>Consolas</family>

</font>

</property>

<property name="text">

<string>Build from file</string>

</property>

</widget>

</item>

<item>

<widget class="QCheckBox" name="step\_box">

<property name="text">

<string>Step by step</string>

</property>

</widget>

</item>

<item>

<widget class="QComboBox" name="type\_selector"/>

</item>

</layout>

</item>

<item>

<widget class="QLabel" name="label">

<property name="font">

<font>

<family>Consolas</family>

<pointsize>7</pointsize>

</font>

</property>

<property name="text">

<string>NB! Input must be formatted. Trees must be divided with &quot; = &quot;, leaves with &quot;, &quot;. In multiple mode ranges are also available with delimiter &quot; .. &quot;. See more in &quot;How does this app work?&quot;.</string>

</property>

</widget>

</item>

<item>

<layout class="QHBoxLayout" name="canvases">

<item>

<widget class="MyGLWidget" name="canvas1">

<property name="sizePolicy">

<sizepolicy hsizetype="Expanding" vsizetype="Expanding">

<horstretch>0</horstretch>

<verstretch>0</verstretch>

</sizepolicy>

</property>

</widget>

</item>

<item>

<widget class="MyGLWidget" name="canvas2">

<property name="sizePolicy">

<sizepolicy hsizetype="Expanding" vsizetype="Expanding">

<horstretch>0</horstretch>

<verstretch>0</verstretch>

</sizepolicy>

</property>

</widget>

</item>

</layout>

</item>

<item>

<layout class="QHBoxLayout" name="output\_container">

<item>

<widget class="QLabel" name="answer">

<property name="sizePolicy">

<sizepolicy hsizetype="Expanding" vsizetype="Preferred">

<horstretch>0</horstretch>

<verstretch>0</verstretch>

</sizepolicy>

</property>

<property name="font">

<font>

<family>Consolas</family>

<pointsize>10</pointsize>

</font>

</property>

<property name="alignment">

<set>Qt::AlignCenter</set>

</property>

</widget>

</item>

<item>

<widget class="QPushButton" name="merge\_button">

<property name="enabled">

<bool>false</bool>

</property>

<property name="font">

<font>

<family>Consolas</family>

</font>

</property>

<property name="text">

<string>Merge</string>

</property>

</widget>

</item>

<item>

<widget class="QSpinBox" name="split\_pos\_box">

<property name="enabled">

<bool>false</bool>

</property>

</widget>

</item>

<item>

<widget class="QPushButton" name="split\_button">

<property name="enabled">

<bool>false</bool>

</property>

<property name="text">

<string>Split</string>

</property>

</widget>

</item>

<item>

<widget class="QPushButton" name="multiple\_button">

<property name="font">

<font>

<family>Consolas</family>

</font>

</property>

<property name="text">

<string>Multiple times</string>

</property>

</widget>

</item>

</layout>

</item>

<item>

<widget class="QLabel" name="subscription">

<property name="font">

<font>

<family>Consolas</family>

<pointsize>7</pointsize>

</font>

</property>

<property name="text">

<string>Developed by group 8381 student A. Sergeev.</string>

</property>

<property name="alignment">

<set>Qt::AlignRight|Qt::AlignTrailing|Qt::AlignVCenter</set>

</property>

</widget>

</item>

</layout>

</widget>

</widget>

</widget>

<customwidgets>

<customwidget>

<class>MyGLWidget</class>

<extends>QOpenGLWidget</extends>

<header location="global">myglwidget.h</header>

</customwidget>

</customwidgets>

<resources/>

<connections/>

</ui>

# приложение **И** исходный код программы. **MYGLWIDGET**.h

#ifndef MYGLWIDGET\_H

#define MYGLWIDGET\_H

#include <QOpenGLWidget>

#include <QPainter>

#include <QFile>

#include <sstream>

#include <iomanip>

#include "treap.h"

const int BONES\_LIMIT = 5;

const int CIRCLE\_SIZE = 40;

class MyGLWidget : public QOpenGLWidget {

public:

QPixmap\* map = nullptr;

MyGLWidget(QWidget \*parent);

~MyGLWidget() override;

template<typename T>

void set\_tree(treap<T>\* source, double outline) {

pntr = new QPainter(map);

pntr->fillRect(map->rect(), QBrush(Qt::white));

pntr->setBrush(Qt::white);

pntr->setFont(QFont("Consolas", 8));

bool drawing\_bones = source->max\_depth() >= BONES\_LIMIT;

if (!drawing\_bones) pntr->setPen(QPen(Qt::black, 3));

int depth = static\_cast<int>(source->max\_depth());

stepY = static\_cast<int>(map->height() / depth);

paint\_node(source->get\_root()->get\_left(), false, map->width() / 2, stepY / 2, map->width() / 4, outline);

paint\_node(source->get\_root()->get\_right(), true, map->width() / 2, stepY / 2, map->width() / 4, outline);

if (!drawing\_bones) {

std::stringstream knot;

knot << source->get\_root()->get\_state() << "\n" << std::setprecision(4) << source->get\_root()->get\_index();

if (abs(source->get\_root()->get\_index() - outline) < 0.0001) {

pntr->setBrush(Qt::red);

pntr->drawEllipse(QPointF(map->width() / 2, stepY / 2), CIRCLE\_SIZE, CIRCLE\_SIZE);

pntr->setBrush(Qt::white);

} else {

pntr->drawEllipse(QPointF(map->width() / 2, stepY / 2), CIRCLE\_SIZE, CIRCLE\_SIZE);

}

pntr->drawText(QRect(map->width() / 2 - CIRCLE\_SIZE / 2, stepY / 2 - CIRCLE\_SIZE / 2, CIRCLE\_SIZE, CIRCLE\_SIZE), Qt::AlignCenter, QString::fromStdString(knot.str()));

populate\_node(source->get\_root()->get\_left(), false, map->width() / 2, stepY / 2, map->width() / 4, outline);

populate\_node(source->get\_root()->get\_right(), true, map->width() / 2, stepY / 2, map->width() / 4, outline);

}

stepY = 0;

pntr->end();

free(pntr);

}

void declare(std::string\* msg) {

pntr = new QPainter(map);

pntr->fillRect(map->rect(), QBrush(Qt::white));

pntr->setPen(Qt::black);

pntr->setFont(QFont("Consolas", 8));

pntr->drawText(rect(), Qt::AlignCenter, QString::fromStdString(\*msg));

pntr->end();

free(pntr);

this->update();

}

void prepare\_drawing() {

free(this->map);

this->map = new QPixmap(this->width(), this->height());

pntr = new QPainter(map);

pntr->fillRect(map->rect(), QBrush(Qt::white));

pntr->end();

free(pntr);

}

void show(const std::string\* outfile);

protected:

void paintGL() override;

private:

int stepY = 0;

QPainter\* pntr;

template<typename T>

void paint\_node(treap\_node<T>\* node, bool is\_right, int parent\_x, int parent\_y, int half\_stepX, double outline) {

if (node == nullptr) return;

int child\_x = parent\_x + ((is\_right) ? (half\_stepX) : (-half\_stepX));

int child\_y = parent\_y + stepY;

if (abs(node->get\_index() - outline) < 0.0001) {

pntr->setPen(QPen(Qt::red, pntr->pen().width()));

pntr->drawLine(parent\_x, parent\_y, child\_x, child\_y);

pntr->setPen(QPen(Qt::black, pntr->pen().width()));

} else {

pntr->drawLine(parent\_x, parent\_y, child\_x, child\_y);

}

paint\_node(node->get\_left(), false, child\_x, child\_y, half\_stepX / 2, outline);

paint\_node(node->get\_right(), true, child\_x, child\_y, half\_stepX / 2, outline);

}

template<typename T>

void populate\_node(treap\_node<T>\* node, bool is\_right, int parent\_x, int parent\_y, int half\_stepX, double outline) {

if (node == nullptr) return;

int child\_x = parent\_x + ((is\_right) ? (half\_stepX) : (-half\_stepX));

int child\_y = parent\_y + stepY;

std::stringstream knot;

knot << node->get\_state() << "\n" << std::setprecision(4) << node->get\_index();

if (abs(node->get\_index() - outline) < 0.0001) {

pntr->setBrush(Qt::red);

pntr->drawEllipse(QPointF(child\_x, child\_y), CIRCLE\_SIZE, CIRCLE\_SIZE);

pntr->setBrush(Qt::white);

} else {

pntr->drawEllipse(QPointF(child\_x, child\_y), CIRCLE\_SIZE, CIRCLE\_SIZE);

}

pntr->drawText(QRect(child\_x - CIRCLE\_SIZE / 2, child\_y - CIRCLE\_SIZE / 2, CIRCLE\_SIZE, CIRCLE\_SIZE), Qt::AlignCenter, QString::fromStdString(knot.str()));

if (node->get\_left() != nullptr) {

populate\_node(node->get\_left(), false, child\_x, child\_y, half\_stepX / 2, outline);

}

if (node->get\_right() != nullptr) {

populate\_node(node->get\_right(), true, child\_x, child\_y, half\_stepX / 2, outline);

}

}

};

#endif // MYGLWIDGET\_H

# приложение **К** исходный код программы. **MYGLWIDGET**.cpp

#include "myglwidget.h"

MyGLWidget::MyGLWidget(QWidget \*parent) : QOpenGLWidget(parent) {}

MyGLWidget::~MyGLWidget() {}

void MyGLWidget::paintGL() {

if (map != nullptr) {

QPainter painter(this);

painter.drawPixmap(this->rect(), \*map, map->rect());

} else {

QPainter painter(this);

painter.fillRect(this->rect(), QBrush(Qt::white));

painter.setPen(Qt::black);

painter.setFont(QFont("Consolas", 30));

painter.drawText(rect(), Qt::AlignCenter, "Nothing here. Yet.");

painter.end();

}

}

void MyGLWidget::show(const std::string\* outfile) {

this->update();

QFile file(QString::fromStdString(\*outfile));

file.open(QIODevice::WriteOnly);

map->save(&file, "PNG");

}

# приложение **Л** исходный код программы. **OUTLOG**.h

#ifndef OUTLOG\_H

#define OUTLOG\_H

#include <QWidget>

#include <QCloseEvent>

#include <QScrollArea>

#include <QHBoxLayout>

#include <QLabel>

#include <fstream>

#include <sstream>

class outlog : public QWidget {

Q\_OBJECT

public:

outlog(QWidget \* parent, std::string\* path\_to\_dir);

~outlog() override;

void notify(std::string\* message);

static int width;

private:

static std::string log\_file;

void showEvent(QShowEvent \*event) override;

void closeEvent(QCloseEvent \*event) override;

QWidget\* parent;

QLabel\* logs;

};

#endif // OUTLOG\_H

# приложение **М** исходный код программы. **OUTLOG**.**CPP**

#include "outlog.h"

int outlog::width = 500;

std::string outlog::log\_file = "";

outlog::outlog(QWidget\* parent, std::string\* path\_to\_dir) : QWidget() {

this->parent = parent;

QScrollArea \*scroll = new QScrollArea(this);

scroll->setHorizontalScrollBarPolicy(Qt::ScrollBarAlwaysOn);

scroll->setVerticalScrollBarPolicy(Qt::ScrollBarAlwaysOn);

logs = new QLabel(this);

logs->setContentsMargins(7, 7, 7, 7);

logs->setAlignment(Qt::AlignTop | Qt::AlignLeft);

scroll->setWidget(logs);

scroll->setWidgetResizable(true);

QHBoxLayout \*dialog\_layout = new QHBoxLayout(this);

dialog\_layout->addWidget(scroll);

setLayout(dialog\_layout);

log\_file = \*path\_to\_dir + "log.lg";

std::ofstream fstr(log\_file);

fstr.flush();

fstr.close();

}

outlog::~outlog() {}

void outlog::notify(std::string\* message) {

std::ofstream outfile(log\_file, std::ios\_base::app);

outfile << \*message;

outfile << '\n';

outfile.flush();

outfile.close();

if (this->isVisible()) {

QString text = logs->text();

text.append(QString::fromStdString(\*message));

text.append("\n");

logs->setText(text);

}

}

void outlog::showEvent(QShowEvent \*event) {

std::stringstream buffer;

std::ifstream infile(log\_file);

buffer << infile.rdbuf();

infile.close();

QString text = logs->text();

text.append(QString::fromStdString(buffer.str()));

logs->setText(text);

setGeometry(parent->geometry().right(), parent->geometry().top(), width, parent->geometry().height());

this->setWindowTitle("Logs");

event->accept();

}

void outlog::closeEvent (QCloseEvent \*event) {

QString text;

logs->setText(text);

event->accept();

}

# приложение **Н** исходный код программы. **GENERATOR**.h

#ifndef GENERATOR\_H

#define GENERATOR\_H

#include <cstdlib>

#include <string>

#include <time.h>

#include <sstream>

class generator {

public:

static std::string\* generate();

static void ground();

private:

static int length;

};

#endif // GENERATOR\_H

# приложение **П** исходный код программы. **GENERATOR**.CPP

#include "generator.h"

int generator::length = 12;

void generator::ground() {

long long ltime = time(nullptr);

unsigned int stime = static\_cast<unsigned int>(ltime/2);

srand(stime);

}

std::string\* generator::generate() {

std::stringstream result;

double randomite = 0;

bool two\_trees = (static\_cast<double>(rand()) / RAND\_MAX) > 0.5;

while (randomite < length) {

double ran = static\_cast<double>(rand());

randomite += (ran / RAND\_MAX) + 1;

int comp = static\_cast<int>(ran) % 100;

result << comp;

if (two\_trees && (randomite > (static\_cast<int>(rand()) % length))) {

result << " = ";

two\_trees = false;

}

else result << ", ";

}

result << static\_cast<int>(rand()) % 100;

return new std::string(result.str());

}

# приложение **Р** исходный код программы. lr5.pro

QT += core gui

greaterThan(QT\_MAJOR\_VERSION, 4): QT += widgets

CONFIG += c++17

# The following define makes your compiler emit warnings if you use

# any Qt feature that has been marked deprecated (the exact warnings

# depend on your compiler). Please consult the documentation of the

# deprecated API in order to know how to port your code away from it.

DEFINES += QT\_DEPRECATED\_WARNINGS

# You can also make your code fail to compile if it uses deprecated APIs.

# In order to do so, uncomment the following line.

# You can also select to disable deprecated APIs only up to a certain version of Qt.

#DEFINES += QT\_DISABLE\_DEPRECATED\_BEFORE=0x060000 # disables all the APIs deprecated before Qt 6.0.0

SOURCES += \

core.cpp \

generator.cpp \

main.cpp \

mainwindow.cpp \

myglwidget.cpp \

outlog.cpp

HEADERS += \

core.h \

generator.h \

mainwindow.h \

myglwidget.h \

outlog.h \

treap.h \

treap\_node.h

FORMS += \

mainwindow.ui

# Default rules for deployment.

qnx: target.path = /tmp/$${TARGET}/bin

else: unix:!android: target.path = /opt/$${TARGET}/bin

!isEmpty(target.path): INSTALLS += target