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**Постановка задачи**

Задание лабораторной работы состоит из решения нескольких задач.

Файлы, содержащие решения отдельных задач, должны располагаться в пакете lab\_python\_fp. Решение каждой задачи должно раполагаться в отдельном файле.

При запуске каждого файла выдаются тестовые результаты выполнения соответствующего задания.

# Задача 1 (файл field.py)

Необходимо реализовать генератор field. Генератор field последовательно выдает значения ключей словаря. В качестве первого аргумента генератор принимает список словарей, дальше через \*args генератор принимает неограниченное количествово аргументов.

* Если передан один аргумент, генератор последовательно выдает только значения полей, если значение поля равно None, то элемент

пропускается.

* Если передано несколько аргументов, то последовательно выдаются

словари, содержащие данные элементы. Если поле равно None, то оно пропускается. Если все поля содержат значения None, то пропускается элемент целиком.:

# Задача 2 (файл gen\_random.py)

Необходимо реализовать генератор gen\_random(количество, минимум, максимум), который последовательно выдает заданное количество

случайных чисел в заданном диапазоне от минимума до максимума, включая границы диапазона.

# Задача 3 (файл unique.py)

* Необходимо реализовать итератор Unique(данные), который принимает на вход массив или генератор и итерируется по элементам, пропуская дубликаты.
* Конструктор итератора также принимает на вход именованный bool- параметр ignore\_case, в зависимости от значения которого будут

считаться одинаковыми строки в разном регистре. По умолчанию этот параметр равен False.

* При реализации необходимо использовать конструкцию \*\*kwargs.
* Итератор должен поддерживать работу как со списками, так и с генераторами.
* Итератор не должен модифицировать возвращаемые значения.

# Задача 4 (файл sort.py)

Дан массив 1, содержащий положительные и отрицательные числа. Необходимо **одной строкой кода** вывести на экран массив 2, которые содержит значения массива 1, отсортированные по модулю в порядке

убывания. Сортировку необходимо осуществлять с помощью функции sorted. Необходимо решить задачу двумя способами:

1. С использованием lambda-функции.
2. Без использования lambda-функции.

# Задача 5 (файл print\_result.py)

Необходимо реализовать декоратор print\_result, который выводит на экран результат выполнения функции.

* Декоратор должен принимать на вход функцию, вызывать её, печатать в консоль имя функции и результат выполнения, после чего возвращать результат выполнения.
* Если функция вернула список (list), то значения элементов списка должны выводиться в столбик.
* Если функция вернула словарь (dict), то ключи и значения должны выводить в столбик через знак равенства.

# Задача 6 (файл cm\_timer.py)

Необходимо написать контекстные менеджеры cm\_timer\_1 и cm\_timer\_2, которые считают время работы блока кода и выводят его на экран.

cm\_timer\_1 и cm\_timer\_2 реализуют одинаковую функциональность, но должны быть реализованы двумя различными способами (на основе класса и с использованием библиотеки contextlib).

# Задача 7 (файл process\_data.py)

* В предыдущих задачах были написаны все требуемые инструменты для работы с данными. Применим их на реальном примере.
* В файле [data\_light.json](https://github.com/ugapanyuk/BKIT_2021/blob/main/notebooks/fp/files/data_light.json) содержится фрагмент списка вакансий.
* Структура данных представляет собой список словарей с множеством полей: название работы, место, уровень зарплаты и т.д.
* Необходимо реализовать 4 функции - f1, f2, f3, f4. Каждая функция вызывается, принимая на вход результат работы предыдущей. За счет декоратора @print\_result печатается результат, а контекстный

менеджер cm\_timer\_1 выводит время работы цепочки функций.

* Предполагается, что функции f1, f2, f3 будут реализованы в одну строку. В реализации функции f4 может быть до 3 строк.
* Функция f1 должна вывести отсортированный список профессий без повторений (строки в разном регистре считать равными). Сортировка должна игнорировать регистр. Используйте наработки из предыдущих задач.
* Функция f2 должна фильтровать входной массив и возвращать только те элементы, которые начинаются со слова “программист”. Для фильтрации используйте функцию filter.
* Функция f3 должна модифицировать каждый элемент массива, добавив строку “с опытом Python” (все программисты должны быть знакомы с Python). Пример: Программист C# с опытом Python. Для модификации используйте функцию map.
* Функция f4 должна сгенерировать для каждой специальности зарплату от 100 000 до 200 000 рублей и присоединить её к названию

специальности. Пример: Программист C# с опытом Python, зарплата 137287 руб. Используйте zip для обработки пары специальность — зарплата.

**Текст программы**

**field.py**

from pprint import pp

def field(items, \*args):

    assert len(args) > 0

    for c in items:

      if len(args) == 1:

        if c.get(args[0]) != None:

          print(c[args[0]], end=', ')

        else:

          continue

      else:

        new\_dict = {}

        for arg in args:

          if c.get(arg) is not None:

            new\_dict[arg] = c[arg]

        pp(new\_dict)

goods = [

   {'title': 'Ковер', 'price': 2000, 'color': 'green'},

   {'title': 'Диван для отдыха', 'color': 'black'}

]

field(goods, 'title', 'price')
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**gen\_random.py**

from random import randint

def gen\_random(num\_count, begin, end):

    gener = (f', зарплата {randint(begin, end)} руб.' for i in range(num\_count))

    return gener

def main():

    gener=gen\_random(5, 1, 3)

    for i in gener:

        print(i, end=' ')

![](data:image/png;base64,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)

**unique.py**

import gen\_random

class Unique:

    def \_\_init\_\_(self, items, \*\*kwargs):

        self.items = iter(items)

        self.ignore\_case = kwargs.get('ignore\_case', False)

        self.set = set()

    def \_\_iter\_\_(self):

        return self

    def \_\_next\_\_(self):

        item = next(self.items)

        if isinstance(item, str) and self.ignore\_case:

            key = item.lower()

        else:

            key = item

        if key not in self.set:

            self.set.add(key)

            return key

def zapusk(data, bool):

    unique\_iter = Unique(data, ignore\_case=bool)

    a=[]

    for item in unique\_iter:

        output = item

        if (output != None): a.append(output)

    data.clear()

    return a

def main():

    data = [1, 1, 1, 1, 1, 2, 2, 2, 2, 2]

    data = gen\_random.gen\_random(10, 1, 5)

    data = ['a', 'A', 'b', 'B', 'a', 'A', 'b', 'B']

    unique\_iter = Unique(data, ignore\_case=False)

    for item in unique\_iter:

        output = item

        if (output != None): print(output, end=' ')

**sort.py**

data = [4, -30, 100, -100, 123, 1, 0, -1, -4]

def Sort(mass):

    return sorted(mass)

def main():

    result = sorted(data, key=abs, reverse=True)

    print(result)

    result\_with\_lambda = sorted(data, key=lambda i:abs(i), reverse=True)

    print(result\_with\_lambda)

![](data:image/png;base64,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)

**print\_result.py**

def print\_result(func):

    def wrapper(\*args):

        print(func.\_\_name\_\_)

        a=func(\*args)

        if(isinstance(a, list)):

            for i in a:

                if(isinstance(i, tuple)):

                    print(\*i)

                else:

                    print(i)

        elif(isinstance(a, dict)):

            for i in a.keys():

                print(f'{i} = {a[i]}')

        else: print(a)

        return a

    return wrapper

def main():

    @print\_result

    def test\_1():

        return 1

    @print\_result

    def test\_2():

        return 'iu5'

    @print\_result

    def test\_3():

        return {'a': 1, 'b': 2}

    @print\_result

    def test\_4():

        return [1, 2]

    test\_1()

    test\_2()

    test\_3()

    test\_4()
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**cm\_timer.py**

import time

from contextlib import contextmanager

class cm\_timer\_1:

    def \_\_enter\_\_(self):

        self.start\_time = time.time()

        return self

    def \_\_exit\_\_(self, exc\_type, exc\_val, exc\_tb):

        elapsed\_time = time.time() - self.start\_time

        print(f"time: {elapsed\_time}")

@contextmanager

def cm\_timer\_2():

    start\_time = time.time()

    yield

    end\_time = time.time()

    execution\_time = end\_time - start\_time

    print(f"time: {execution\_time}")

**process\_data.py**

import json

import sys

import print\_result

import field

import cm\_timer

import sort

import unique

import gen\_random

# Сделаем другие необходимые импорты

path = 'data\_light.json'

# Необходимо в переменную path сохранить путь к файлу, который был передан при запуске сценария

with open(path, encoding='utf-8') as f:

    data = json.load(f)

# Далее необходимо реализовать все функции по заданию, заменив `raise NotImplemented`

# Предполагается, что функции f1, f2, f3 будут реализованы в одну строку

# В реализации функции f4 может быть до 3 строк

@print\_result.print\_result

def f1():

    return sort.Sort(unique.zapusk(field.zapusk(data, 'job-name'), True))

@print\_result.print\_result

def f2(arg):

    return list(filter(lambda it: 'программист' in it, arg))

@print\_result.print\_result

def f3(arg):

    return list(map(lambda i: i+' с опытом Python', arg))

@print\_result.print\_result

def f4(arg):

    return list(zip(arg, gen\_random.gen\_random(len(arg), 100000, 200000)))

if \_\_name\_\_ == '\_\_main\_\_':

    with cm\_timer.cm\_timer\_1():

        f4(f3(f2(f1())))

**Выполнение программы**

*f4:*

1с программист с опытом Python , зарплата 108624 руб. web-программист с опытом Python , зарплата 117280 руб.

веб - программист (php, js) / web разработчик с опытом Python , зарплата 179540 руб.

веб-программист с опытом Python , зарплата 193238 руб.

ведущий инженер-программист с опытом Python , зарплата 122786 руб.

ведущий программист с опытом Python , зарплата 177241 руб.

инженер - программист с опытом Python , зарплата 196816 руб.

инженер - программист асу тп с опытом Python , зарплата 177353 руб.

инженер-программист с опытом Python , зарплата 162757 руб.

инженер-программист (клинский филиал) с опытом Python , зарплата 180435 руб.

инженер-программист (орехово-зуевский филиал) с опытом Python , зарплата 192522 руб.

инженер-программист 1 категории с опытом Python , зарплата 180790 руб.

инженер-программист ккт с опытом Python , зарплата 104241 руб.

инженер-программист плис с опытом Python , зарплата 111517 руб.

инженер-программист сапоу (java) с опытом Python , зарплата 103971 руб.

инженер-электронщик (программист асу тп) с опытом Python , зарплата 188342 руб.

педагог программист с опытом Python , зарплата 174513 руб.

помощник веб-программиста с опытом Python , зарплата 158345 руб.

программист с опытом Python , зарплата 199615 руб.

программист / senior developer с опытом Python , зарплата 103287 руб.

программист 1с с опытом Python , зарплата 135926 руб. программист c# с опытом Python , зарплата 189101 руб. программист с++ с опытом Python , зарплата 115633 руб.

программист с++/с#/java с опытом Python , зарплата 170362 руб.

программист/ junior developer с опытом Python , зарплата 148097 руб.

программист/ технический специалист с опытом Python , зарплата 178449 руб.

программистр-разработчик информационных систем с опытом Python , зарплата 122785 руб.

системный программист (c, linux) с опытом Python , зарплата 120309 руб.

старший программист с опытом Python , зарплата 110985 руб.

time: 0.029102802276611328