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# Overview

## Introduction

The program is a basic ride-sharing program that allows users to provide rides to other users and uses a database for most of its important functionality. A user may sign in or register and given that they are successful, can access the main program. From there they can select a sub menu, one for each specified function.

## Setup and Operation Instructions

The program requires at least JRE 1.7 to be installed as well as SQLite3. To run the program use the command “$java -classpath “.:sqlite-jdbc-3.23.1.jar” Main [arg]” where [arg] is the path to the database file. If no argument is provided the program will default to the src directory and use tables.db.

To navigate menus the prompts on the command line should be followed. The instructions will be indicated within quotations, brackets, or pipes.

# Design

## Design Overview

We decided to split the code such that there was a starter class, which started the code; a manager class, which managed the other classes; a login class which dealt with initial connections to the database; a helper class which contained some frequently used functions; and screen classes, one for each functionality required. This allowed for easy concurrent code development as each group member could work on a module without interfering with other parts of the code. A variable that records states is used for the management of screens and will break the main loops of classes given specified states. Prepared statements are used to prevent SQL injection attacks to prevent the need to write our own classes for input sterilization.

## Helper Classes

JDBC\_Connection is the class where we store various shared functions that are involved with connections. The functions here are used for abstracting the creation of a connection as well as functions for sending and receiving messages. The method connect() is made so that if no database is specified in the command line a default database is used from the local directory.

## Driver and Manager Classes

These classes consist of the following: Main, Menu\_Main, and Menu\_Login. The main function contains the main function which accepts 0 or 1 arguments. The argument provided is the path to the database and if none is provided will default to the local directory. Main will handle initializing the connection to the database and the creation of a Scanner object which will be used for all inputs. It then calls and instance of Menu\_Login. A public static variable is initialized here for the program to track its state.

Menu\_Login manages user logins and registrations and operates under to modes, one for each of the previously mentioned functionalities. If a user successfully logs in or successfully registers the menu will call an instance of Menu\_Main which will be the main screen and manage each part of the program.

Menu\_Main manages each sub screen and allows the user to choose which part of the program they want to access. It is built such that each sub screen only needs to connect to the main menu for full functionality of the program which simplifies collaboration and reduces dependency problems.

## Sub Screen Classes

Menu\_RideOffer handles the first point in the required functionalities described in the assignment specifications. This class will allow the user to offer a ride by prompting the user to enter a price, date, the number of seats, luggage description, src destination code, dst destination code. When entering the destination codes, the class will first check if the destination code entered is an actual valid lcode in the database by using SQLite queries. If it is not, the program will search the database for all locations that have the user input as a substring of that input. All the found locations will be listed and the program will allow to select one of these locations. At most 5 will be shown at a time, and the user can press the more option to see more locations. This is done with a loop that will temporary stop looping when 5 locations are listed. The user will then be prompted to enter their car number if they wish. The program will check the database to make sure the car number is registered to that member. Finally, an rno will be generated and assigned to the offered ride. Once the process is complete, all the the values will be inserted into the database, rides(rno,price,rdate,seats,lugDesc,src,dst,driver,cno).

Menu\_Search handles the second point in the required functionalities described in the assignment specifications which is searching for existing rides and giving the option for a user to send a message requesting to be added to a ride. This class uses a finite state machine to track what should be printed by the program and what inputs from the user it should respond to. The class’s main loop is split into 2 primary functions which is the querying step and the printing step. There is a function dedicated to receiving user inputs, one to searching the database, one to printing a page (5 results), one to process post-query inputs, and one to send a message. If a function operates successfully it changes its state to the next function needed, else it reverts and requests the user tries again. The function links back to only the main menu by breaking out of its primary runtime loop.

Menu\_Book handles the third required functionality in the assignment spec. Once called the user will enter a menu that gives them the option to either book a member, cancel a booking, or exit to the main menu. If book a member is selected, the program will search the database for all the rides the user has offered, and list them all including the number of seats that haven’t been booked yet for that ride. This is done using SQL queries and subtracting the number of seats booked for that particular ride (determined by the unique rno) from the total original number of seats for that ride. The user will then be able to select one of the displayed rides. At most 5 are shown at a time, and the user can ask to display more. Once the user selects a ride, the user will then be prompted to enter info associated to the booking and will then be saved into the database using SQL insert statements. A unique bno will also be assigned to that booking. Once complete, a message will be sent to the member booked to notify them. The user also has an option to cancel a booking, which will fetch from the data base all the bookings associated with the user, and list them to the screen for the user to select. Once selected , the booking will be deleted from the data base using delete statements in SQL.

Menu\_PostRq handles the fourth required functionality in the assignment spec. This module asks the user to enter all relevant information and generates a unique rid, then inputs into the requests table. This module returns to main menu after an input is made to the database.

Menu\_ManageRq handles the fifth required functionality in the assignment spec, which is to search for existing requests when given a location code or a city, and be able to message a user from the returned row; or the user will be given a list of their own requests and they will be able to delete a request. This class also uses a finite state machine to track what the program should do. The class’s main loop is split into the search function or the delete function. The search function has a dedicated state to message another user; while the delete function has a state to delete a request from the database. If the program encounters an error, it will be push to the main class menu, or the search or delete menus. The function links back to the main menu only by breaking out of its primary runtime loop.

# Testing

We built a small set of test cases which contained 4 members, 6 rides, 1 request and some various pieces of data. This set of data is good for testing searches since it gives more than 5 rides for a search term. A single enroute is also included to test if searching will cover enroute options. The test cases are implemented in such a way that will allow us to test all the different functionalities of each module in multiple different cases.

For testing logging in and registering we created a new user as well as tried using a basic ‘1’=’1’ attack in the email field to test that our sql injection prevention was working. Login’s normal functionality would be tested by logging in when testing other functions.

Two notable bugs we ran into was a instruction stack bug and a SQL write-lock bug. The instruction stack bug one where we had an ever-increasing stack of classes causing a situation where the main menu would appear even after selecting the quit option. This was resolved by changing the way classes would return to the main menu class. The SQL write-lock bug was where sqlite would refuse an insertion statement due to a lock exception. We found that this was due to how we tested our code in Eclipse and stopped the program without properly exiting the program. This then bypassed the Connection.close() call. Since sqlite still thinks the connection is open it doesn’t allow another process to request the write-lock and when we tested the code again, it would refuse the request.

For testing modules, we would run the program with our data to check that all the functionalities for each module would work with different sets of test data to test all possible different cases. We also ran SQLite and opened the database to check if our program was able to upload the database correctly to what our expected values would be.

# Production Organization

We split the project so that one person had to work on the functionalities of one of the sub screens, as well as build the main menu system. They also worked more on the report since the implementation of the main menu was overall simpler than the sub screens. The other two group members instead worked on two sub screens each. Communication was through in-person speech or though a group-chat. Most of the time work was independent unless a member wanted to discuss a system or change part of the design. The code was shared through github

Jarrett worked on the initial code which involved the driver class, login class, and the main menu class as well as the search sub menu. These driver classes were made earlier in the project to allow easy collaboration for the sub menus. He also wrote some helper functions for connecting, sending messages, and reading messages. Since writing the driver classes was generally easier than coding a sub menu he also handled writing most of the report with the design of each sub menu and testing of the sub menu up to the member that coded it. Estimated time working ~13 hours.

Michael worked on the sub menus for posting, sharing, and deleting ride requests along with the Makefile. He also revised the driver classes after recommending the usage of prepared statements to counter sql injection. Estimated time ~15 hours (needed to learn Java before starting).

Nick completed the sub menus for both the Menu\_RideOffer module, as well as the Menu\_Bookings module. Nick tested them all to verify that they all worked and created sets of test data to test the multiple cases that could occur in each of the modules. Nick also tested other modules implemented by other group members to verify some of there functionalities with his test data. Nick spent ~12 hours on this assignment.

This report was a collaboration from all group members, with each member writing about there contributions to the project.