**ROUTING OPTIMIZATION FOR AERONAUTICAL NETWORKS**

# **by**

**Kumar Malay 21BLC1015**

**Adnan Ghani 21BLC1097**

**Mrinal Naveen 21BLC1023**

# A project report submitted to

**Dr Markkadan S**

**SCHOOL OF ELECTRONICS ENGINEERING(SENSE)**

# in partial fulfilment of the requirements for the course of

**BCSE308P – Computer Networks**

# in

**B. Tech. ELECTRONICS AND COMPUTER ENGINEERING**

![](data:image/jpeg;base64,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)
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## ABSTRACT

The issue of route optimization for aviation networks over the North Atlantic is the subject of this study. Finding the best data packet routing paths to ground stations is necessary because there are thousands of aircraft that fly every day. End-to-end latency and data transfer rate are two crucial parameters that are taken into account when optimizing.

We preprocess a dataset containing flight-related data, such as altitude, latitude, and longitude, to address the issue. To determine the distances between airplanes and ground stations, we translate these values into 3D Cartesian coordinates. We calculate the data transmission rate for each link using a transmission rate table that is provided.

We approach two optimization problems. Firstly, **the single-objective optimization** aims to find routing paths with maximum end-to-end data transmission rate for each airplane. Secondly, **the multiple-objective optimization** aims to find routing paths with both maximum end-to-end data transmission rate and minimum end-to-end latency.

We implement the optimization algorithms in Python, leveraging existing libraries and custom implementations. We evaluate the results by comparing the performance, strengths, and weaknesses of the approaches used. We plot the routing paths, data transmission rates, and latencies to visualize the optimization results.

Furthermore, we discuss additional aspects to address in the problem, including evaluation and comparison of the results, plotting techniques, potential additional optimizations or constraints, algorithm selection, and handling large-scale networks.

Overall, this study provides insights into the optimization of routing paths for aeronautical networks, considering the trade-off between data transmission rate and latency, and addresses various aspects for a comprehensive analysis of the problem.
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**INTRODUCTION:**

**Objectives:**

* **Optimal Data Transmission:**

The primary objective is to optimize the routing paths in aeronautical networks to achieve the highest possible end-to-end data transmission rate. This ensures efficient and reliable Internet access for passengers aboard airplanes.

* **Minimized Latency:**

Another objective is to minimize the end-to-end latency of the data transmission along the routing paths. By reducing delays imposed by each link, passengers can enjoy faster and more responsive Internet connectivity.

**Introduction:**

The provision of Internet connection to passengers on airplanes depends heavily on the optimization of routing channels in aeronautical networks. A smooth connection is required for effective data transmission as thousands of aircraft fly the sky. The North Atlantic region serves as a perfect example of the difficulties and complexities involved in route optimization in this environment.

The main objective is to create the best data packet routing paths from aircraft to ground stations, which are often situated at busy airports. These routes must be optimized depending on important parameters including end-to-end latency and data transfer rate. While the latter accounts for the total delay imposed by each link in the network, the former indicates the maximum transmission rate along the entire line.

A thorough grasp of the aeronautical network environment is needed to solve this optimization problem. To determine the distances between aircraft and ground stations, one needs flight data, which includes altitude, latitude, and longitude. The data transmission speeds for each link in the routing path are affected by these distances in turn.

Finding routing paths that maximize end-to-end data transmission throughput while taking other aspects, such as minimal latency, into account is what the optimization process comprises. While multiple-objective optimization seeks to balance both data transmission rate and latency, single-objective optimization just considers maximizing data transmission rate.

Preprocessing the flight dataset, translating coordinates to 3D Cartesian format, figuring out distances, and figuring out the transmission rates for each link are all necessary for putting such efficiencies into practice in Python. Particle swarm optimization, genetic algorithms, and multi-objective optimization methods like NSGA-II and SPEA2 are a few examples of optimization algorithms that can be used.

Analyzing performance indicators, reviewing solution quality, and contrasting various methodologies are all steps in evaluating the optimization results. Plotting the data transmission rates, latencies, and routing paths offers crucial insights into the optimization results. A thorough analysis of the issue also benefits from taking into account variables like algorithm selection, managing large-scale networks, and potential future optimizations.

In conclusion, the optimization of routing paths in aeronautical networks over the North-Atlantic region is a crucial endeavour for providing efficient Internet access to airplanes. By considering metrics such as data transmission rate and latency, along with the unique challenges posed by the environment, optimization algorithms and techniques can be leveraged to enhance connectivity and ensure a seamless inflight experience for passengers.

**Goals:**

* **Maximize Data Transmission Rate:** The goal is to find routing paths that maximize the data transmission rate for each airplane. This enables passengers to access the Internet at higher speeds, facilitating activities such as browsing, streaming, and communication.
* **Minimize End-to-End Latency:** The goal is to minimize the cumulative latency imposed by each link in the routing paths. This reduces delays in data transmission, ensuring a seamless and real-time online experience for passengers.

1. It generates shorter binary codes for encoding symbols/characters that appear more frequently in the input string.
2. The binary codes generated are prefix-free.

**Benefits:**

* **Improved Passenger Experience:** By optimizing routing paths, passenger’s onboard airplanes can enjoy faster and more reliable Internet access. This enhances their overall inflight experience, allowing them to stay connected, access online content, and communicate without disruptions.
* **Enhanced Connectivity Options:** Optimized routing paths enable airlines to provide a broader range of connectivity options to passengers. With higher data transmission rates and reduced latency, airlines can offer a more competitive and attractive inflight connectivity service.
* **Efficient Resource Utilization:** By optimizing routing paths, the available bandwidth and network resources can be utilized more efficiently. This ensures that the available capacity is effectively allocated to meet the data transmission demands of all connected airplanes, improving overall network performance.
* **Cost Savings:** Optimized routing paths can lead to cost savings for airlines by reducing the amount of bandwidth required for data transmission. With efficient routing, airlines can minimize the expenses associated with providing Internet access to airplanes, contributing to improved operational efficiency.
* **Network Stability and Reliability:** By optimizing routing paths, the stability and reliability of the network can be enhanced. This helps to minimize network congestion, packet loss, and disruptions, ensuring a consistent and dependable Internet connection for passengers

In summary, the objective and goals of optimizing routing paths in aeronautical networks are to maximize data transmission rates, minimize latency, and improve the passenger experience. By achieving these objectives, airlines can offer enhanced connectivity options, improve resource utilization, reduce costs, and ensure a stable and reliable network for inflight Internet access.

## Proposed work:

## Data Preprocessing:

## The dataset containing flight information is read and preprocessed using pandas. The necessary columns, including flight numbers, timestamps, altitudes, latitudes, and longitudes, are extracted for further analysis.

## Conversion to 3D Cartesian Coordinates:

## The latitude, longitude, and altitude values are converted to 3D Cartesian coordinates. This conversion is necessary to calculate distances accurately in a 3D space.

## Calculation of Distance:

## The calculate\_distance function computes the distance between two points in 3D space using the Haversine formula. The distances between airplanes and ground stations are calculated based on their 3D Cartesian coordinates.

## Determination of Data Transmission Rate:

## The calculate\_transmission\_rate function assigns transmission rates based on the calculated distances. It uses predefined thresholds and rates to determine the appropriate transmission rate for each link.

## Single-Objective Optimization:

## The find\_max\_data\_rate\_routing\_paths function iterates over each airplane and ground station to find the routing path with the maximum end-to-end data transmission rate for each airplane. It compares the transmission rates for different paths and selects the path with the highest rate.

## Multiple-Objective Optimization:

## The find\_optimal\_routing\_paths function extends the single-objective optimization by considering both the data transmission rate and the end-to-end latency. It selects the routing path that maximizes the transmission rate while minimizing the latency for each airplane.

## Output Generation:

## The routing paths, along with their data transmission rates and latencies, are printed and stored in text files. The routing\_paths.txt file contains the paths with maximum data transmission rates, while the optimal\_routing\_paths.txt file includes the paths with maximum data transmission rates and minimum latencies.

## Evaluation and Comparison:

## The results of both single-objective and multiple-objective optimizations are evaluated and compared. Factors such as solution quality, running time, and other relevant metrics can be analyzed. Visualizations may be generated to provide insights into the performance of the routing paths.

## Iterative Refinement:

## Based on the evaluation results, the optimization process can be fine-tuned. This may involve adjusting parameters, exploring different optimization algorithms, or incorporating additional constraints or objectives to improve the quality of the solutions.

## Documentation and Reporting:

## The findings, results, and methodologies used in the optimization process are documented. A report summarizes the optimizations performed, the evaluation metrics used, and any observations or insights gained from the analysis.

## Block diagram:

Output Generation

Output Generation

Documentation and Reporting

Iterative Refinement

Iterative Refinement

Evaluation

Evaluation

Multiple -Objective

Optimization

Single - Objective

Optimization

Transmission Rate Calculation

Distance Calculation

Data Preprocessing

**Conversion used for the Problem Statement:**

**Heathrow Airport:**

In the field of aviation and navigation, it is often necessary to convert geographical coordinates, such as latitude and longitude, into a three-dimensional Cartesian coordinate system. This conversion allows for easier mathematical calculations and analysis of spatial relationships.

Heathrow Airport, located in London, is one of the busiest and most important airports in the world. To accurately represent the position of Heathrow Airport in three-dimensional space, it is necessary to convert its geographical coordinates (latitude, longitude, and altitude) into x, y, and z coordinates.

The conversion process involves applying mathematical formulas and transformations to account for the Earth's curvature and the specific reference ellipsoid used in geodesy. By performing these calculations, we can obtain the corresponding x, y, and z coordinates that represent Heathrow Airport's position in a three-dimensional Cartesian coordinate system.

These converted coordinates can be further utilized in various applications, such as air traffic management, flight planning, navigation systems, and communication networks. They enable precise spatial analysis, distance calculations, and routing optimization algorithms to be applied to the specific location of Heathrow Airport.

Overall, the conversion of Heathrow Airport's geographical coordinates to x, y, and z coordinates is a fundamental step in the analysis and optimization of aviation systems, providing a standardized and accurate representation of the airport's position in three-dimensional space.

## Process:

**1. Read and preprocess the dataset:**

1. Read the provided dataset file containing flight information.
2. Extract the necessary columns: Flight No., Timestamp, Altitude, Latitude, and Longitude.
3. Preprocess the dataset if needed (e.g., handle missing values, data cleaning).

**2. Create a dataset for transmission link:**

1. Define the transmission link parameters such as Mode k, Mode Color, Switching Threshold (km), and transmission rate.
2. Create a DataFrame or data structure to store the transmission link information.

**3. Convert latitude, longitude, and altitude to 3D Cartesian coordinates:**

1. Implement the conversion functions to convert latitude, longitude, and altitude to 3D Cartesian coordinates.
2. Apply the conversion functions to each data point in the dataset to obtain the corresponding 3D Cartesian coordinates.

**4. Calculate the distance between airplanes and ground stations:**

1. Implement the function to calculate the distance between two sets of 3D Cartesian coordinates.
2. Iterate over the airplanes and ground stations, calculate the distance between each pair, and store the distances.

**5. Calculate the data transmission rate:**

1. Implement the function to determine the data transmission rate based on the calculated distance.
2. Apply the function to each distance value to obtain the corresponding data transmission rate.

**6. Single-objective optimization:**

1. Identify the airplanes and ground stations.
2. Iterate over each airplane and find the ground station with the maximum data transmission rate.
3. Store the routing paths and their respective data transmission rates.

**7. Multiple-objective optimization:**

1. Extend the single-objective optimization approach to consider both data transmission rate and latency.
2. Modify the routing path selection to consider both objectives.
3. Store the optimal routing paths along with the end-to-end data transmission rates and latencies.

**8. Store results in a text file:**

1. Create a text file to store the routing paths and their objective values.
2. Write the routing paths, data transmission rates, and latencies to the text file.

**9. Print and analyze the results:**

1. Print the routing paths, data transmission rates, and latencies to the console for analysis.
2. Evaluate the performance, strengths, and weaknesses of the optimization approaches based on the results.

## Conclusion, Result and Future work:

## Conclusion:

## In this project, we addressed the problem of optimizing data transmission in a network of airplanes and ground stations. We implemented both single-objective and multiple-objective optimization approaches to find the optimal routing paths considering factors such as data transmission rate and latency. We converted the flight data into 3D Cartesian coordinates, calculated distances between airplanes and ground stations, and determined the data transmission rates based on the distances. We then selected the routing paths with the highest data transmission rates and, in the multiple-objective approach, also considered the latency.

## Results:

## The results of the optimization approaches provided us with the optimal routing paths for data transmission. In the single-objective optimization, we obtained the routing paths with the highest data transmission rates for each airplane. In the multiple-objective optimization, we considered both data transmission rate and latency to find the optimal routing paths. The results showed the trade-off between maximizing data transmission rate and minimizing latency.

## Future Work:

## There are several possibilities for future work in this area:

## 1. Consider additional optimization objectives: Explore the inclusion of other objectives, such as energy efficiency, reliability, or cost, to further optimize the data transmission in the network.

## 2. Dynamic routing: Develop algorithms that can dynamically adjust the routing paths based on changing network conditions, such as varying data rates or network congestion.

## 3. Machine learning-based approaches: Investigate the use of machine learning techniques to learn patterns and optimize routing paths based on historical data or real-time information.

## 4. Scalability: Explore techniques to handle larger networks with a larger number of airplanes and ground stations, ensuring scalability and efficiency of the optimization algorithms.

## 5. Real-world implementation: Test and deploy the optimized routing strategies in real-world scenarios, considering practical constraints and validating their performance.

## By focusing on these areas, further advancements can be made to enhance the efficiency and effectiveness of data transmission in the network of airplanes and ground stations.

**Appendix:**

**Source code:**

#### **Dataset Correction**

**import** pandas **as** pd

**import** numpy **as** np

**import** math

**import** csv

columns **=** ['Flight No.', 'Timestamp', 'Altitude', 'Latitude', 'Longitude']

*# Step 1: Read and preprocess the dataset*

dataset **=** pd**.**read\_csv("NA\_11\_Jun\_29\_2018\_UTC11.CSV", sep **=** " ", names **=** columns)

dataset**.**to\_csv("NA\_11\_Jun\_29\_2018\_UTC11\_Output.CSV", index **=** **False**)

*# Extract the necessary columns: Flight No., Timestamp, Altitude, Latitude, and Longitude*

print(dataset**.**head(10))

#### **Creating dataset for transmission link**

In [ ]:

data\_trans **=** {"Mode k":[1, 2, 3, 4, 5, 6, 7],

"Mode Color":["Red", "Orange", "Yellow", "Green", "Blue", "Pink", "Purple"],

"Switching Threshold(km)":[500, 400, 300, 190, 90, 35, 5.56],

"transmission Rate": [31.895, 43.505, 52.857, 63.970, 77.071, 93.854, 119.130]}

df\_trans **=** pd**.**DataFrame(data\_trans)

df\_trans**.**to\_csv("Transmission Link.csv", index **=** **False**)

print(df\_trans)

#### **Conversion to 3D Cartesian Coordinate and finding the Distance Between them**

In [ ]:

**def** calculate\_distance(lat1, lon1, alt1, lat2, lon2, alt2):

earth\_radius **=** 6371 *# Radius of the Earth in kilometers*

lat1\_rad **=** math**.**radians(lat1)

lon1\_rad **=** math**.**radians(lon1)

lat2\_rad **=** math**.**radians(lat2)

lon2\_rad **=** math**.**radians(lon2)

equatorial\_radius **=** 6378.137 *# kilometers*

polar\_radius **=** 6356.752 *# kilometers*

eccentricity **=** math**.**sqrt(1 **-** (polar\_radius **\*\*** 2) **/** (equatorial\_radius **\*\*** 2))

x1 **=** (equatorial\_radius **+** alt1) **\*** math**.**cos(lat1\_rad) **\*** math**.**cos(lon1\_rad)

y1 **=** (equatorial\_radius **+** alt1) **\*** math**.**cos(lat1\_rad) **\*** math**.**sin(lon1\_rad)

z1 **=** ((equatorial\_radius **\*** (1 **-** eccentricity **\*\*** 2)) **+** alt1) **\*** math**.**sin(lat1\_rad)

x2 **=** (equatorial\_radius **+** alt2) **\*** math**.**cos(lat2\_rad) **\*** math**.**cos(lon2\_rad)

y2 **=** (equatorial\_radius **+** alt2) **\*** math**.**cos(lat2\_rad) **\*** math**.**sin(lon2\_rad)

z2 **=** ((equatorial\_radius **\*** (1 **-** eccentricity **\*\*** 2)) **+** alt2) **\*** math**.**sin(lat2\_rad)

distance **=** math**.**sqrt((x2 **-** x1) **\*\*** 2 **+** (y2 **-** y1) **\*\*** 2 **+** (z2 **-** z1) **\*\*** 2)

**return** distance

#### **Conversion to 3D Cartesian Coordinates for single value**

In [ ]:

**def** Convert\_3D(latitude, longitude, altitude):

earth\_radius **=** 6371 *# Radius of the Earth in kilometers*

latitude\_rad **=** math**.**radians(latitude)

longitude\_rad **=** math**.**radians(longitude)

equatorial\_radius **=** 6378.137 *# kilometers*

polar\_radius **=** 6356.752 *# kilometers*

eccentricity **=** math**.**sqrt(1 **-** (polar\_radius **\*\*** 2) **/** (equatorial\_radius **\*\*** 2))

*# Heathrow Airport coordinates to x, y, z coordinates*

x **=** (equatorial\_radius **+** altitude) **\*** math**.**cos(latitude\_rad) **\*** math**.**cos(longitude\_rad)

y **=** (equatorial\_radius **+** altitude) **\*** math**.**cos(latitude\_rad) **\*** math**.**sin(longitude\_rad)

z **=** ((equatorial\_radius **\*** (1 **-** eccentricity **\*\*** 2)) **+** altitude) **\*** math**.**sin(latitude\_rad)

**return** x, y, z

#### **To find transmission rate**

#### **Function to calculate the data transmission rate based on the distance between airplanes**

In [ ]:

**def** calculate\_transmission\_rate(distance):

**if** 500 **<=** distance:

**return** 31.895

**elif** 400 **<=** distance **<** 500:

**return** 43.505

**elif** 300 **<=** distance **<** 400:

**return** 52.857

**elif** 190 **<=** distance **<** 300:

**return** 63.970

**elif** 90 **<=** distance **<** 190:

**return** 77.071

**elif** 35 **<=** distance **<** 90:

**return** 93.854

**elif** 5.56 **<=** distance **<** 35:

**return** 119.130

**else**:

**return** 0

#### **Single Objective Optimization**

In [ ]:

*# Load and preprocess the dataset*

airplanes **=** []

ground\_stations **=** []

flight\_name**=**input("Enter starting string code of flight: ")

**with** open('NA\_11\_Jun\_29\_2018\_UTC11\_Output.csv', 'r') **as** file:

reader **=** csv**.**reader(file)

next(reader) *# Skip the header row*

**for** row **in** reader:

flight\_no **=** row[0]

altitude **=** float(row[2])

latitude **=** float(row[3])

longitude **=** float(row[4])

*# Convert latitude, longitude, and altitude to 3D Cartesian coordinates*

coordinates **=** Convert\_3D(longitude, latitude, altitude)

x **=** coordinates[0]

y **=** coordinates[1]

z **=** coordinates[2]

**if** flight\_no**.**startswith(flight\_name):

airplanes**.**append((flight\_no, x, y, z))

**else**:

ground\_stations**.**append((flight\_no, x, y, z))

*# if flight\_no.startswith('AA'):*

*# airplanes.append((flight\_no, x, y, z))*

*# else:*

*# ground\_stations.append((flight\_no, x, y, z))*

*# if flight\_no.startswith('BA'):*

*# airplanes.append((flight\_no, x, y, z))*

*# else:*

*# ground\_stations.append((flight\_no, x, y, z))*

*# if flight\_no.startswith('DA'):*

*# airplanes.append((flight\_no, x, y, z))*

*# else:*

*# ground\_stations.append((flight\_no, x, y, z))*

*# if flight\_no.startswith('LH'):*

*# airplanes.append((flight\_no, x, y, z))*

*# else:*

*# ground\_stations.append((flight\_no, x, y, z))*

*# if flight\_no.startswith('UA'):*

*# airplanes.append((flight\_no, x, y, z))*

*# else:*

*# ground\_stations.append((flight\_no, x, y, z))*

**def** find\_max\_data\_rate\_routing\_paths(airplanes, ground\_stations):

routing\_paths **=** []

**for** airplane **in** airplanes:

airplane\_id, x\_airplane, y\_airplane, z\_airplane **=** airplane

max\_data\_rate **=** 0.0

max\_data\_rate\_path **=** []

**for** i **in** range(len(ground\_stations)):

**for** j **in** range(i **+** 1, len(ground\_stations)):

ground\_station\_id, x\_gs, y\_gs, z\_gs **=** ground\_stations[i]

next\_ground\_station\_id, next\_x\_gs, next\_y\_gs, next\_z\_gs **=** ground\_stations[j]

*# Calculate the distance between the current ground station and the next ground station*

distance **=** calculate\_distance(x\_gs, y\_gs, z\_gs, next\_x\_gs, next\_y\_gs, next\_z\_gs)

*# print(distance)*

*# Calculate the data transmission rate for the link*

transmission\_rate **=** calculate\_transmission\_rate(distance)

**if** transmission\_rate **>** max\_data\_rate:

max\_data\_rate **=** transmission\_rate

max\_data\_rate\_path **=** [(ground\_station\_id, transmission\_rate), (next\_ground\_station\_id, transmission\_rate)]

**elif** transmission\_rate **==** max\_data\_rate:

max\_data\_rate\_path**.**append((ground\_station\_id, transmission\_rate))

max\_data\_rate\_path**.**append((next\_ground\_station\_id, transmission\_rate))

**else**:

max\_data\_rate\_path **=** [(ground\_station\_id, transmission\_rate), (next\_ground\_station\_id, transmission\_rate)]

max\_data\_rate **=** transmission\_rate

routing\_paths**.**append({'Airplane': airplane\_id, 'Routing Path': max\_data\_rate\_path, 'End-to-End Data Rate': max\_data\_rate})

**return** routing\_paths

*# Convert the ground\_stations list to a set to remove duplicates*

ground\_stations **=** list(set(ground\_stations))

*# Call the function to find the routing paths with maximum data transmission rate*

routing\_paths **=** find\_max\_data\_rate\_routing\_paths(airplanes, ground\_stations)

*# Print and store the routing paths in a text file*

**with** open('routing\_paths\_relay.txt', 'w') **as** file:

**for** path **in** routing\_paths:

file**.**write(str(path) **+** '\n\n')

*# Print the routing path and its respective data transmission rates*

*# file.write(f"An example journey is given below (Here is just an example, not a real optimized routing path):\n")*

file**.**write(f"{path['Airplane']}: is the source airplane\n")

**for** i **in** range(len(path['Routing Path'])):

node, rate **=** path['Routing Path'][i]

**if** i **==** 0:

file**.**write(f"({node}, {rate}): The next relay node is {node}, the data transmission rate between {path['Airplane']} and {node} is {rate} Mbps.\n")

**else**:

prev\_node, \_ **=** path['Routing Path'][i**-**1]

file**.**write(f"({node}, {rate}): The next relay node is {node}, the data transmission rate between {prev\_node} and {node} is {rate} Mbps.\n")

file**.**write(f"End-to-end data rate: '{path['End-to-End Data Rate']}': the final end-to-end data rate is {path['End-to-End Data Rate']} Mbps.\n\n")

*# Print the routing paths and their respective data transmission rates*

**for** path **in** routing\_paths:

print(f"Airplane: {path['Airplane']}")

**for** i **in** range(len(path['Routing Path'])):

node, rate **=** path['Routing Path'][i]

**if** i **==** 0:

print(f"({node}, {rate}): The next relay node is {node}, the data transmission rate between {path['Airplane']} and {node} is {rate} Mbps.")

**else**:

prev\_node, \_ **=** path['Routing Path'][i**-**1]

print(f"({node}, {rate}): The next relay node is {node}, the data transmission rate between {prev\_node} and {node} is {rate} Mbps.")

print(f"End-to-end data rate: '{path['End-to-End Data Rate']}': the final end-to-end data rate is {path['End-to-End Data Rate']} Mbps.")

print()

**def** find\_max\_data\_rate\_routing\_paths(airplanes, ground\_stations):

routing\_paths **=** []

**for** airplane **in** airplanes:

airplane\_id, x\_airplane, y\_airplane, z\_airplane **=** airplane

max\_data\_rate **=** 0.0

max\_data\_rate\_path **=** []

visited\_ground\_stations **=** set()

**for** i **in** range(len(ground\_stations)):

**for** j **in** range(i **+** 1, len(ground\_stations)):

ground\_station\_id, x\_gs, y\_gs, z\_gs **=** ground\_stations[i]

next\_ground\_station\_id, next\_x\_gs, next\_y\_gs, next\_z\_gs **=** ground\_stations[j]

*# Calculate the distance between the current ground station and the next ground station*

distance **=** calculate\_distance(x\_gs, y\_gs, z\_gs, next\_x\_gs, next\_y\_gs, next\_z\_gs)

*# Calculate the data transmission rate for the link*

transmission\_rate **=** calculate\_transmission\_rate(distance)

**if** transmission\_rate **>** max\_data\_rate:

max\_data\_rate **=** transmission\_rate

max\_data\_rate\_path **=** [(ground\_station\_id, transmission\_rate), (next\_ground\_station\_id, transmission\_rate)]

**elif** transmission\_rate **==** max\_data\_rate:

max\_data\_rate\_path**.**append((ground\_station\_id, transmission\_rate))

max\_data\_rate\_path**.**append((next\_ground\_station\_id, transmission\_rate))

**else**:

max\_data\_rate\_path **=** [(ground\_station\_id, transmission\_rate), (next\_ground\_station\_id, transmission\_rate)]

max\_data\_rate **=** transmission\_rate

visited\_ground\_stations**.**add(ground\_station\_id)

visited\_ground\_stations**.**add(next\_ground\_station\_id)

*# Add remaining ground stations that were not part of the optimal path*

remaining\_ground\_stations **=** [(ground\_station\_id, transmission\_rate) **for** ground\_station\_id, x\_gs, y\_gs, z\_gs **in** ground\_stations **if** ground\_station\_id **not** **in** visited\_ground\_stations]

max\_data\_rate\_path**.**extend(remaining\_ground\_stations)

routing\_paths**.**append({'Airplane': airplane\_id, 'Routing Path': max\_data\_rate\_path, 'End-to-End Data Rate': max\_data\_rate})

**return** routing\_paths

*# Convert the ground\_stations list to a set to remove duplicates*

ground\_stations **=** list(set(ground\_stations))

*# Call the function to find the routing paths with maximum data transmission rate*

routing\_paths **=** find\_max\_data\_rate\_routing\_paths(airplanes, ground\_stations)

*# Print and store the routing paths in a text file*

**with** open('routing\_paths.txt', 'w') **as** file:

**for** path **in** routing\_paths:

file**.**write(str(path) **+** '\n\n')

*# Print the routing paths and their respective data transmission rates*

**for** path **in** routing\_paths:

print(path)

#### **Multiple objective optimisation**

In [ ]:

**def** find\_optimal\_routing\_paths(airplanes, ground\_stations):

routing\_paths **=** []

**for** airplane **in** airplanes:

airplane\_id, x\_airplane, y\_airplane, z\_airplane **=** airplane

optimal\_path **=** []

max\_data\_rate **=** 0.0

min\_latency **=** float('inf')

**for** ground\_station **in** ground\_stations:

ground\_station\_id, x\_gs, y\_gs, z\_gs **=** ground\_station

*# Calculate the distance between the airplane and ground station*

distance **=** calculate\_distance(x\_airplane, y\_airplane, z\_airplane, x\_gs, y\_gs, z\_gs)

*# Calculate the data transmission rate for the link*

transmission\_rate **=** calculate\_transmission\_rate(distance)

**if** transmission\_rate **==** 0:

latency **=** float('inf')

**else**:

*# Calculate the latency for the link*

latency **=** distance **/** transmission\_rate

**if** transmission\_rate **>** max\_data\_rate:

max\_data\_rate **=** transmission\_rate

min\_latency **=** latency

optimal\_path **=** [(ground\_station\_id, max\_data\_rate, min\_latency)]

**elif** transmission\_rate **==** max\_data\_rate **and** latency **<** min\_latency:

min\_latency **=** latency

optimal\_path **=** [(ground\_station\_id, max\_data\_rate, min\_latency)]

routing\_paths**.**append({'Airplane': airplane\_id, 'Optimal Path': optimal\_path, 'End-to-End Data Rate': max\_data\_rate, 'End-to-End Latency': min\_latency})

**return** routing\_paths

*# Call the function to find the optimal routing paths with maximum data transmission rate and minimum latency*

optimal\_routing\_paths **=** find\_optimal\_routing\_paths(airplanes, ground\_stations)

*# Print and store the optimal routing paths in a text file*

**with** open('optimal\_routing\_paths\_length.txt', 'w') **as** file:

**for** path **in** optimal\_routing\_paths:

file**.**write(str(path) **+** '\n')

*# print(path)*

**for** path **in** optimal\_routing\_paths:

print(path)
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