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Computation Thinking ):

Computational thinking divided into four type , i.e. -

1. Decomposition
2. Pattern Recognition
3. Abstraction
4. Algorithms

1.Decomposition):

Decomposition means to divide or break the whole problem into several parts or divide into modules for better understanding and to solve the problem easily.

2.Pattern Recognition):

After decomposition of the whole problem into several parts , the process to recognize the similarity between two or more parts is otherwise called as Pattern Recognition.

3.Abstraction):

Abstraction means to hide unnecessary information from end user that means to give that much information which data is necessary to end user.

4.Algorithm):

Algorithm is the set of instruction or rules which is used to perform a specific task to get solution of program.

Getting Started with Python ):

Generally there is two way to get start with Python

* With installing python compiler like pycharm
* With installing python runner application like Anaconda Navigator(IDE)

To install the above apps we just need to search in Google and then have to download the app in pc and ready to get start after installing them.

Python Fundamentals):

1. Python Style rules and Conventions –

* Indentations :
  + 1. Same block of code will have same spaces (there is no curly braces rules in Python like other programming language).
    2. Use two blank-line(space) between top level definition.
    3. One blank-line between methods.
    4. White space around operations (like (a + b)).
* Statement Terminated : Statement terminated is just break statement inside a loop.
* Max length 79 Character : In python maximum length of any character is 79 character inside a program.
* Case sensitive: python is very case sensitive means there is no work-done if any mismatch occurs (i.e. Python != python).
* Doc-strings: It is used for comment passing inside the program , In python the statement pass inside (‘’’) is treated as comment (i.e. ‘’’ comment ‘’’).
* Naming convention: In python the naming convention Is in Camel-Case.

2.Literals: Literal is a raw data given in a variable or constant in Python.

3.Identifiers (variables): In Python, we don't assign values to the variables, whereas Python gives the reference of the object (value) to the variable , In python some of the variable objects are predefined and can be access-able by programmer i.e. python developers are already done the memory management , there is no required of another object to store the same element.

4.keywords: Keywords are the reserved words in Python. We cannot use a keyword as a variable name, function name or any other identifier. They are used to define the syntax and structure of the Python language. In Python, keywords are case sensitive.

5.Punctuation: punctuation is a pre-initialized string used as string constant. In Python, string. punctuation will give the all sets of punctuation.

6.Most programs today use a dialog box as a way of asking the user to provide some type of input . While python provides us two inbuilt functions to read the input from the key-board .

* + 1. raw\_input(prompt):

It works in older version of python ( i.e. python 2.x). the return type of raw\_input is always string .

* + 1. input(prompt)

It works in latest version of python. the return type of input need not be string only. Python will judge as to what data type will it fit the best.

In both of the case we have to use type-casting to other numeric data.

Data Handling ):

1. Data-type
2. Mutable and Immutable object
3. Operators
4. Expressions
5. Standard Python Libraries

1.Data-type -Data types are the classification or categorization of data items. Data types represent a kind of value which determines what operations can be performed on that data. ![pyDt.png](data:image/png;base64,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)

**There are 5types of data-types in Python**

**i.e.**

1. **Numeric**
2. **Sequence type**
3. **Dictionary**
4. **Boolean**
5. **Set**

**1.Numeric type –**

A number is an arithmetic entity that lets us measure something. Python allows us to store the **integer (e.g. 1,2,3 etc.), floating (e.g. 4.0 ), and complex (like a+1j)** numbers and also lets us convert between them. Since Python is dynamically-typed, there is no need to specify the type of data for a variable**.**

**2.Sequence type –**

Sequences allow you to store multiple values in an organized and efficient fashion. There are several types of Sequence type data-type: -

**String :-**

In Python, Strings are arrays of bytes representing Unicode characters. A string is a collection of one or more characters put in a single quote, double-quote or triple quote. In python there is no character data type, a character is a string of length one. In Python we can not assign/change/replace a string , only able to append a string with another.

**List:-**

Anything under square-brace , List is a collection which is ordered and changeable and allows duplicate members**.(e.g. A=[1,2,3,4]).**

**Tuple:-**

Anything under parenthesis, Tuple is a collection which is ordered and unchangeable**.(e.g. A=(11,22)).**

**3.Dictionary type –**

A dictionary is a data-structure in python , Which is a collection of key-value pairs, separated by comma , inside curly-braces. All operations of a dictionary is done in a particular address. That means the read-write operation inside a dictionary is doesn’t affect to its address.

Example- Dictionary1 = {“name”:”Krishna”,”roll”:22} , here name and roll are the keys and Krishna and 22 are values of that respective keys.

**4.Boolean –**

In Python,  boolean variables are defined by the True and False keywords. The output <class '**bool**'> indicates the variable is a boolean data type. The keywords True and False must have an Upper Case first letter.

**5.Set –**

In Python, Set is an unordered collection of data type that is iterable, mutable and has no duplicate elements.

2.Mutable and Immutable object –

* **Mutable** – If the value of the object is changed after its creation within a the same address then i.e. Mutable.

Some data types which are following this concept are –

List

Dictionary

Set

* **Immutable** – Here the value of the object is not changeable after creation then .

Some data types which are following this concept are –

Integer

Float

Boolean

String

Tuple

3.Operators –

There are several types of operators in Python:

* Python Arithmetic Operator
* Python Relational Operator
* Python Assignment Operator
* Python Logical Operator
* Python Membership Operator
* Python Identity Operator
* Python Bitwise Operator

**Arithmetic Operators –**

**Addition(+)** – Adds the values on either side of the operator.

**Subtraction(-)** –Subtracts the value on the right from the one on the left.

**Multiplication(\*)** - Multiplies the values on either side of the operator.

**Division(/) -** Divides the value on the left by the one on the right. Notice that division results in a floating-point value.

**Exponentiation(\*\*) -** Raises the first number to the power of the second.

**Floor Division(//) -** Divides and returns the integer value of the quotient. It dumps the digits after the decimal.

**Modulus(%)** - Divides and returns the value of the remainder.

**Relational Operator** - carries out the comparison between operands. They tell us whether an operand is greater than the other, lesser, equal, or a combination of those.

**Less than(<) -** This operator checks if the value on the left of the operator is lesser than the one on the right.

**Greater than(>)** - It checks if the value on the left of the operator is greater than the one on the right.

**Less than or equal to(<=)** - It checks if the value on the left of the operator is lesser than or equal to the one on the right.

**Greater than or equal to(>=)** - It checks if the value on the left of the operator is greater than or equal to the one on the right.

**Equal to(= =)** - This operator checks if the value on the left of the operator is equal to the one on the right. 1 is equal to the Boolean value True, but 2 isn’t. Also, 0 is equal to False.

**Not equal to(!=)** - It checks if the value on the left of the operator is not equal to the one on the right. The Python operator <> does the same job, but has been abandoned in Python 3,When the condition for a relative operator is fulfilled, it returns True. Otherwise, it returns False. You can use this return value in a further statement or expression.

**Assignment Operator –**

An assignment operator assigns a value to a variable. It may manipulate the value by a factor before assigning it. We have 8 assignment operators- one plain, and seven for the 7 arithmetic python operators.

**a. Assign(=)**

Assigns a value to the expression on the left. Notice that = = is used for comparing, but = is used for assigning.

**b. Add and Assign(+=)**

Adds the values on either side and assigns it to the expression on the left. a+=10 is the same as a=a+10.

**c. Subtract and Assign(-=)**

Subtracts the value on the right from the value on the left. Then it assigns it to the expression on the left.

**d. Divide and Assign(/=)**

Divides the value on the left by the one on the right. Then it assigns it to the expression on the left.

**e. Multiply and Assign(\*=)**

Multiplies the values on either sides. Then it assigns it to the expression on the left.

**f. Modulus and Assign(%=)**

Performs modulus on the values on either side. Then it assigns it to the expression on the left.

**g. Exponent and Assign(\*\*=)**

Performs exponentiation on the values on either side. Then assigns it to the expression on the left.

**h. Floor-Divide and Assign(//=)**

Performs floor-division on the values on either side. Then assigns it to the expression on the left.

**Logical Operator –**

These are conjunctions that you can use to combine more than one condition. We have three Python logical operator – and, or, and not that come under [python](https://www.python.org/about/gettingstarted/) operators.

**a. and**

If the conditions on both the sides of the operator are true, then the expression as a whole is true.

**b. or**

The expression is false only if both the statements around the operator are false. Otherwise, it is true.

‘and’ returns the first False value or the last value; ‘or’ returns the first True value or the last value

**c. not**

This inverts the [Boolean value](https://data-flair.training/blogs/python-set-and-booleans-with-examples/) of an expression. It converts True to False, and False to True. As you can see below, the Boolean value for 0 is False. So, not inverts it to True.

**Membership Operator –**

These operators test whether a value is a member of a [**sequence**](https://data-flair.training/blogs/python-sequence/). The sequence may be a **list**, a **string**, or a **[tuple](https://data-flair.training/blogs/python-tuple/)**. We have two membership python operators- ‘in’ and ‘not in’.

**a. in**

This checks if a value is a member of a sequence. In our example, we see that the string ‘fox’ does not belong to the list pets. But the string ‘cat’ belongs to it, so it returns True. Also, the string ‘me’ is a substring to the string ‘disappointment’. Therefore, it returns true.

-> pets=[‘dog’,’cat’,’ferret’]

-> ‘fox’ in pets

Output: False

-> ‘cat’ in pets

Output: True

-> ‘me’ in ‘disappointment’

Output: True

**b. not in**

Unlike ‘in’, ‘not in’ checks if a value is not a member of a sequence.

**Identity Operator –**

Let us proceed towards identity Python Operator.

These operators test if the two operands share an identity. We have two identity operators- ‘is’ and ‘is not’.

**a. is**

If two operands have the same identity, it returns True. Otherwise, it returns False.

**b. is not**

2 is a number, and ‘2’ is a string. So, it returns a True to that.

-> 2 is not ‘2’

Output: True

**Bitwise Operator –**

**a. Binary AND(&)**

It performs bit by bit AND operation on the two values. Here, binary for 2 is 10, and that for 3 is 11. &-ing them results in 10, which is binary for 2. Similarly, &-ing 011(3) and 100(4) results in 000(0).

->2&3

Output: 2

-> 3&4

Output: 0

**b. Binary OR(|)**

It performs bit by bit OR on the two values. Here, OR-ing 10(2) and 11(3) results in 11(3).

-> 2|3

Output: 3

**c. Binary XOR(^)**

It performs bit by bit XOR(exclusive-OR) on the two values. Here, XOR-ing 10(2) and 11(3) results in 01(1).

-> 2^3

Output: 1

**d. Binary One’s Complement(~)**

It returns the one’s complement of a number’s binary. It flips the bits. Binary for 2 is 00000010. Its one’s complement is 11111101. This is binary for -3. So, this results in -3. Similarly, ~1 results in -2.

->~-3

Output: 2

Again, one’s complement of -3 is 2.

**e. Binary Left-Shift(<<)**

It shifts the value of the left operand the number of places to the left that the right operand specifies. Here, binary of 2 is 10. 2<<2 shifts it two places to the left. This results in 1000, which is binary for 8.

-> 2<<2

Output: 8

**f. Binary Right-Shift(>>)**

It shifts the value of the left operand the number of places to the right that the right operand specifies. Here, binary of 3 is 11. 3>>2 shifts it two places to the right. This results in 00, which is binary for 0. Similarly, 3>>1 shifts it one place to the right. This results in 01, which is binary for 1.

Type-Casting in python –

The process of converting the value of one data type to another is called as Type-casting or type conversion. Python is not strongly typecast-able

Standard libraries –

The Python Standard Library is a collection of script modules accessible to a Python program to simplify the programming process and removing the need to rewrite commonly used commands.

Conditional Statements –

**if Statements -**An if statement in python takes an expression with it. If the expression am ounts to True, then the block of statements under it is executed. If it amounts to False, then the block is skipped and control transfers to the statements after the block. But remember to indent the statements in a block equally. This is because we don’t use curly braces to delimit blocks. Also, use a colon(:) after the condition.

**if-else Statements -** What happens when the condition is untrue? We can mention that it in the block after the else statement. An else statement comes right after the block after ‘if’.

**Chained Conditionals (elif ladder) -** Python allows the elif keyword as a replacement to the else-if statements in java or C++. When we have more than one condition to check, we can use it. If condition 1 isn’t True, condition 2 is checked. If it isn’t true, condition 3 is checked.

**Nested if Statements in Python -** You can put an if statement in the block under another if statement. This is to implement further checks.

**Single Statement Condition in Python -** If you only need to write a single statement under if, you can write it in the same line using single statement python decision making constructs.

**range() –**

It is a built-in function of Python. It is used when a user needs to perform an action for a specific number of times. range() in Python(3. x) is just a renamed version of a function called xrange in Python(2).

**Syntax –** range(start ,stop):

**Loops –**

**For loop -**

**While loop -** A while loop in python iterates till its condition becomes False. In other words, it executes the statements under itself while the condition it takes is True.

**Syntax –** while(condition):

**Loop else -** When the condition becomes false, the block under the else statement is executed.

**Syntax –** while(condition):

(Logic)

Else

(logic)

**break statement -**

When you put a break statement in the body of a loop, the loop stops executing, and control shifts to the first statement outside it. You can put it in a for or while loop.

**continue statement -**

When the program control reaches the continue statement, it skips the statements after ‘continue’. It then shifts to the next item in the sequence and executes the block of code for it. You can use it with both for and while loops.

**Tkinter**

**Tkinter is the standard GUI library for Python. Python when combined with Tkinter provides a fast and easy way to create GUI applications. Tkinter provides a powerful object-oriented interface to the Tk GUI toolkit.**

**.**