### Screen Captures

*All tests use the same fruit dataset for consistency.*

**Binary Tree Search**
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**Binary Search**
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**Sequential Search**
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The binary tree search is good for finding elements in a balanced tree and so long as it's balanced it guarantees a time complexity of O(log n). The binary search tree performs comparatively to the binary search. But if the binary tree is unbalanced, basically a linked list, it devolves to O(n) making it less efficient than the Binary Search. Sequential Search is less efficient than both at the best case, and the same as a binary search tree in its worst case due to it's O(n) time complexity, making it not suitable for large datasets.

**Bubble Sort**
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**Merge Sort**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAOkAAAAkCAYAAABsQR2JAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAmFSURBVHhe7Zwtb+s8G8f/94NDSqoDhkI2UhQc1MFIRZP2BYImjQZWgaWRhvoFKg1FKmxRcNDISoKGSkrMnwc4TvzuNGt79+jxT5qOTl3bly+/XXH87z9//vz5Lzwez93yH/kDj8dzX/hJ6vHcOXc9SdNii00eyx/fHfdnZ4piu8V2k2OYVTHyjbkNt22f3ZZrcPn20TYUqfz5OKRJ2nYu/yfUpKYPNiQtuHwbDPHJ+rMGHp/VgZYW2G4LCFXrPrsRRjs1/hL9aefyg2ccxvYJfUr/bmHvpf1ibB+g7cMzuvAiaHfSpkyQJAmSZIV6umgHVox8s8C0XrVp9O99LedWifMNtosp6hXL9wG8DFjlqx0OiPByY6ecjcNOvT+vyRrvSYLkdYlKThqDtX0NSjYeVjUQZRedQDfB2L7xY/6SaCdpT4XlvgHCGRA/4zEgOOzO7fYUL1GApnzFsstaYfnOD6B2tVIGL60/nA+Y0AI03OhXP36HldK4OtkKHecbzappK3Oonb0/aV6pzDY8ZfUvQiCIMsVWm538Z6o/1d1PP6HY7sHaOLB91RKvZYMgetG3T7DH5k+e3haXX5Rdrwv3Y+SbDfKYTx/Qf0PGvNWfpvpMdurTHJOUo9rhQAJE2bBQtSOdIUSDr7Grz/oLTfCI5zPqjPM3RMeSW/3ewapPi4xLozsb79ggypBN9kiSBKuadB1nKxMYa+cL8MHtsojwlseolq9IkgRlAxB+FeeWcJOdLO+qJkJdQDughIgmwWu/crIvodiy3YNr49D2fZ9AMMVDbPe105+AYovdL/KuR/2ZdRM4QJTNcWrbXjYhFvyioWufa8w7/BkuWH0r1CTEPI8ddurTHJM0RbEIQepPutq8JqARjW7V+A1teKaNI9b4rIFIjUXsdLsVT4pZ2KDs6qEraMA/j5Aaqza92h1AggmeWJq2TMYQO3t/rgFUy3chutgdCIJJV5sdm51aYuTzEKT+4OqUee4mhTp5h7QPQPWDI4BlNcDXVn/abNGQviAKGuy771ZYftQg4az7Ch/Nrb8aYPrA7WC69tnGvNuffX1c39rsNKRpJ2m4YNut6iS2mrHnD21IdWGq3QHE2qEi1fKVrpRyCBI/YIr+8+12i+0iFPKSw64Pw6slXtsV3lgmh8lOoz/jHBvOliwKpJxmTHaaecIkAI4/hhEFIIgihDCHd6b2CcQPmHb/mn3t8qfLFi3khG/5MxvSwmZqn37Mu/1pxGanJk07SfuDDl041FIt8VETaTXS8H0CQYiZ3PJzqJbYNyxcYGVq4Bq4fmdtKHEUDjO4gw72N/CAxVxmi2xni96fKYosAriwTRuiXoxvnBzFk3rV7hqG50ND+3ji50cEOLb/s/va5k+nLTrkaOJpAuuyJ08IV/u4MT/En0ZsdmrStJN0GDGeHwPg+GMf4NUS+wYIF9LhTaF5WLbsyusvLlSqfnAUJn4bevC7SwfnzGqHA5GeRUZh7iDBzgF0K3Gc403aSb9P5Kyy7NCQS+wHlW6HM7xjtbYvLZBFAZry/Uxf6/1pskXrl/UXGvATjIWjn/y3WtrHDs14sbaPG/ND/algs9OQ9o94d5c+qKPUHDOnhRIaoikNz5EqaUFP5SgE9Yo/7aX1htbyYuSbDJN9a1ucY5NF/QrU5aXfE8a7UK6aTtoQNC22mJ90z0BqHnPbeTst/gQ9ie1D3AZ1PUU02Zttbes8y06Itop1srYD+SbD44GVycqR+wli+yCPCfn7qj18fXp/0jx2W/R+6caRoUzVDtl/cLRP7XebP7uxyr7X9a3JTmjTpEl656QFtvMTVgPD03+Nv8XOsfx17ZMWeBd31r6/a5J6PKM4c5LeGb94JvV4PLfA76Qez53jd1KP587xk9TjuXP8JPV47hw/ST2eG/AbDax4cNReEAD3opdeQmhQOu+G3hrppW97/e63R+zmiwJjMb14d2HLd/k08bKJ7EvZ1/14kF/mQ8hrrm982t/Jb8aVuJM+TRAQAnRKjBSzKdHfk/1Xie9CjDsEUa5VoglFaZwJW75rpPX3aOlF8umCybOor8HdP5ZlXoJsjOsHW31j0/4fUcPd4wGHaasESGfAfo9jqw+kHcapGgYLpiUh63bL/YSKuUwjTjGuKpxlXWyy0y0o5sodYiNoZDIPCepPtnqs8Vlr7p3KWPJdI02xpZWbUZ4wCQhO3E30b91FWxlLfWPTFDsVpLE0UOwPgN4y4sZMvyiYxlLsEJKL9Ym3C212qqiTFD/YHaaYpXSO8mJtm4gXFiFyWrT3cttVmgCd1s5VpharGFfeZWXxr95OWAXFI3maICAHdGtJewFdUTrIWPJdI02xJZ0h7L67xlcT9GqUVgjQuFT8lvrGpil2StiE5NZxZhRvu8YSLyTnhd1yfXRcMWx26hAmafwwBUB1ddNZgRm+usyDRLwaIXKFFLMQfadWOxwIMH2IgSEibC0WMa5BOCvoBDV2ugYAxSZOt8B0owugTEo0XWTiQJPvGmlKlLQI0ewlSVkJqv3MHnFYiY8W5shDX9/YtEE+0+hBbeMMsIi3LWOJoRV2xznmQn0atHbq0eyk7USahu022sqIHCJeQC9EZvlDpivjQ9UBZdrQi3E1OkEJnZ0Wd/6OIEKWTbBnK2b8gCmOcGqFDfmukUZtoQsf2zFO837hS4stvXCeJEjKI6KsT+v6gNuhun4w1Dc2zeUzo5DcOs4c4m3HWBqD0U4DyiQlp++uw/qFoDtms4p49VT4OQIIF9Q5WQQIq9aYMiUEMa5eOCueP96I7xMICOoVtwg8TRC4Ot6S7xppqi3yrkBQf7R9sn5HIvzYmJoPuE4bVDtVzEJy/TgzaVk7rjSWzHaqKJPUyFkiXg629XPO6Y6hx5apwIlxDcJZ9rtCLrSC4o4zD47Ys/Mbd9ggi9NZWMcLmy35rpGmLojtLzx2z51Bf+APIJ2F+h2Gf1611Dc2TbXTxlCxv0W8bRlLVqQfJYjzjXRwxONYJOT3pPp3OfSdFZX5SO+vBgmmabmykb3o1lymEacAXRXO8u8DTXZSbO/ohojTZcTylLYx8TqpJf2iLd+l09Q+EN6Tyv7ubJXz2UXfw2xxpZmQbZH7Tk3ny5Xf9/ZpprHEzwuaJAi7eZ81JVanOd7w4RC867m+CibOsckm2PPPfXGOTfaIg6L693g8MsPD3bFoYnj2Y1WmZ3WPx9Nz/Z1UG+7e4zVDj+c+uckk9Xg847l+uOvxeH6Fn6Qez53zP4dOGRz76oQCAAAAAElFTkSuQmCC)

**Quick Sort**

![](data:image/png;base64,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)

The merge sort method is the most efficient for working with large lists, it guarantees an O(n log n) for time complexity. Compared to the quick sort they're about the same for large lists but can downgrade to O(n^2). Bubble sort is the least efficient, since it guarantees an O(n^2) time complexity, it does poorly compared to the other two and does terrible with large datasets.

### Python Code

Binary\_tree\_string\_list.py

from binary\_tree import BinaryTree

class BinaryTreeStringList:

    def \_\_init\_\_(self):

        self.tree = BinaryTree()

    def add(self, string):

        self.tree.add(string)

    def find(self, string):

        return self.tree.find(string)

Binary\_tree\_test.py

import timeit

from binary\_tree\_string\_list import BinaryTreeStringList

def test\_binary\_tree():

    bt\_list = BinaryTreeStringList()

    strings = ["apple", "banana", "cherry", "date", "elderberry", "fig", "grape", "honeydew", "kiwi", "lemon",

               "mango", "nectarine", "orange", "papaya", "quince", "raspberry", "strawberry", "tangerine", "ugli", "watermelon"]

    for s in strings:

        bt\_list.add(s)

    # Test finding an existing word

    time\_existing = timeit.timeit(lambda: bt\_list.find("kiwi"), number=1000)

    print(f"Binary Tree Search (existing): {time\_existing:.10f} seconds")

    # Test finding a non-existing word

    time\_non\_existing = timeit.timeit(lambda: bt\_list.find("blueberry"), number=1000)

    print(f"Binary Tree Search (non-existing): {time\_non\_existing:.10f} seconds")

if \_\_name\_\_ == "\_\_main\_\_":

    test\_binary\_tree()

Binary\_tree.py

class TreeNode:

    def \_\_init\_\_(self, key):

        self.left = None

        self.right = None

        self.val = key

class BinaryTree:

    def \_\_init\_\_(self):

        self.root = None

    def add(self, key):

        if self.root is None:

            self.root = TreeNode(key)

        else:

            self.\_add(self.root, key)

    # Recursive helper function to add a key to the tree

    def \_add(self, node, key):

        if key < node.val:

            if node.left is None:

                node.left = TreeNode(key)

            else:

                self.\_add(node.left, key)

        else:

            if node.right is None:

                node.right = TreeNode(key)

            else:

                self.\_add(node.right, key)

    def find(self, key):

        return self.\_find(self.root, key)

    # Recursive helper function to find a key in the tree

    def \_find(self, node, key):

        if node is None:

            return None

        if node.val == key:

            return node.val

        elif key < node.val:

            return self.\_find(node.left, key)

        else:

            return self.\_find(node.right, key)

binary\_string\_list.py

class BinaryStringList:

    def \_\_init\_\_(self):

        self.internal\_list = []

    def add(self, string):

        self.internal\_list.append(string)

        self.internal\_list.sort()  # Ensures the list is sorted for binary search

    def find(self, string):

        left, right = 0, len(self.internal\_list) - 1

        while left <= right:

            mid = (left + right) // 2

            if self.internal\_list[mid] == string:

                return string

            elif self.internal\_list[mid] < string:

                left = mid + 1

            else:

                right = mid - 1

        return None

binary\_test.py

import timeit

from binary\_string\_list import BinaryStringList

def test\_binary():

    bin\_list = BinaryStringList()

    strings = ["apple", "banana", "cherry", "date", "elderberry", "fig", "grape", "honeydew", "kiwi", "lemon",

               "mango", "nectarine", "orange", "papaya", "quince", "raspberry", "strawberry", "tangerine", "ugli", "watermelon"]

    for s in strings:

        bin\_list.add(s)

    # Test finding an existing word

    time\_existing = timeit.timeit(lambda: bin\_list.find("kiwi"), number=1000)

    print(f"Binary Search (existing): {time\_existing:.10f} seconds")

    # Test finding a non-existing word

    time\_non\_existing = timeit.timeit(lambda: bin\_list.find("blueberry"), number=1000)

    print(f"Binary Search (non-existing): {time\_non\_existing:.10f} seconds")

if \_\_name\_\_ == "\_\_main\_\_":

    test\_binary()

sequential\_string\_list.py

class SequentialStringList:

    def \_\_init\_\_(self):

        self.internal\_list = []

    def add(self, string):

        self.internal\_list.append(string)

    def find(self, string):

        for item in self.internal\_list:

            if item == string:

                return item

        return None

sequential\_test.py

import timeit

from sequential\_string\_list import SequentialStringList

def test\_sequential():

    seq\_list = SequentialStringList()

    strings = ["apple", "banana", "cherry", "date", "elderberry", "fig", "grape", "honeydew", "kiwi", "lemon",

               "mango", "nectarine", "orange", "papaya", "quince", "raspberry", "strawberry", "tangerine", "ugli", "watermelon"]

    for s in strings:

        seq\_list.add(s)

    # Test finding an existing word

    time\_existing = timeit.timeit(lambda: seq\_list.find("kiwi"), number=1000)

    print(f"Sequential Search (existing): {time\_existing:.10f} seconds")

    # Test finding a non-existing word

    time\_non\_existing = timeit.timeit(lambda: seq\_list.find("blueberry"), number=1000)

    print(f"Sequential Search (non-existing): {time\_non\_existing:.10f} seconds")

if \_\_name\_\_ == "\_\_main\_\_":

    test\_sequential()

bubble\_string\_list.py

class BubbleStringList:

    def \_\_init\_\_(self):

        self.internal\_list = []

    def add(self, string):

        self.internal\_list.append(string)

    def sort(self):

        n = len(self.internal\_list)

        for i in range(n):

            for j in range(0, n-i-1):

                if self.internal\_list[j] > self.internal\_list[j+1]:

                    self.internal\_list[j], self.internal\_list[j+1] = self.internal\_list[j+1], self.internal\_list[j]

bubble\_test.py

import timeit

from bubble\_string\_list import BubbleStringList

def test\_bubble():

    bubble\_list = BubbleStringList()

    strings = ["apple", "banana", "cherry", "date", "elderberry", "fig", "grape", "honeydew", "kiwi", "lemon",

               "mango", "nectarine", "orange", "papaya", "quince", "raspberry", "strawberry", "tangerine", "ugli", "watermelon"]

    for s in strings:

        bubble\_list.add(s)

    # Test sorting

    time\_sort = timeit.timeit(lambda: bubble\_list.sort(), number=1)

    print(f"Bubble Sort: {time\_sort:.10f} seconds")

if \_\_name\_\_ == "\_\_main\_\_":

    test\_bubble()

merge\_string\_list.py

class MergeStringList:

    def \_\_init\_\_(self):

        self.internal\_list = []

    def add(self, string):

        self.internal\_list.append(string)

    def sort(self):

        self.internal\_list = self.\_merge\_sort(self.internal\_list)

    def \_merge\_sort(self, lst):

        if len(lst) > 1:

            mid = len(lst) // 2

            left\_half = lst[:mid]

            right\_half = lst[mid:]

            self.\_merge\_sort(left\_half)

            self.\_merge\_sort(right\_half)

            i = j = k = 0

            while i < len(left\_half) and j < len(right\_half):

                if left\_half[i] < right\_half[j]:

                    lst[k] = left\_half[i]

                    i += 1

                else:

                    lst[k] = right\_half[j]

                    j += 1

                k += 1

            while i < len(left\_half):

                lst[k] = left\_half[i]

                i += 1

                k += 1

            while j < len(right\_half):

                lst[k] = right\_half[j]

                j += 1

                k += 1

        return lst

merge\_test.py

import timeit

from merge\_string\_list import MergeStringList

def test\_merge():

    merge\_list = MergeStringList()

    strings = ["apple", "banana", "cherry", "date", "elderberry", "fig", "grape", "honeydew", "kiwi", "lemon",

               "mango", "nectarine", "orange", "papaya", "quince", "raspberry", "strawberry", "tangerine", "ugli", "watermelon"]

    for s in strings:

        merge\_list.add(s)

    # Test sorting

    time\_sort = timeit.timeit(lambda: merge\_list.sort(), number=1)

    print(f"Merge Sort: {time\_sort:.10f} seconds")

if \_\_name\_\_ == "\_\_main\_\_":

    test\_merge()

quick\_string\_list.py

class QuickStringList:

    def \_\_init\_\_(self):

        self.internal\_list = []

    def add(self, string):

        self.internal\_list.append(string)

    def sort(self):

        self.\_quick\_sort(0, len(self.internal\_list) - 1)

    def \_quick\_sort(self, low, high):

        if low < high:

            pi = self.\_partition(low, high)

            self.\_quick\_sort(low, pi - 1)

            self.\_quick\_sort(pi + 1, high)

    def \_partition(self, low, high):

        pivot = self.internal\_list[high]

        i = low - 1

        for j in range(low, high):

            if self.internal\_list[j] < pivot:

                i += 1

                self.internal\_list[i], self.internal\_list[j] = self.internal\_list[j], self.internal\_list[i]

        self.internal\_list[i + 1], self.internal\_list[high] = self.internal\_list[high], self.internal\_list[i + 1]

        return i + 1

quick\_test.py

import timeit

from quick\_string\_list import QuickStringList

def test\_quick():

    quick\_list = QuickStringList()

    strings = ["apple", "banana", "cherry", "date", "elderberry", "fig", "grape", "honeydew", "kiwi", "lemon",

               "mango", "nectarine", "orange", "papaya", "quince", "raspberry", "strawberry", "tangerine", "ugli", "watermelon"]

    for s in strings:

        quick\_list.add(s)

    # Test sorting

    time\_sort = timeit.timeit(lambda: quick\_list.sort(), number=1)

    print(f"Quick Sort: {time\_sort:.10f} seconds")

if \_\_name\_\_ == "\_\_main\_\_":

    test\_quick()