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# Глава 1. Постановка задачи

Цель работы: Реализовать библиотеку классов, реализующих контейнеры, инкапсулирующие комбинированную структуру данных типа «Динамический неупорядоченный двунаправленный список статических очередей» с информационным наполнением «Горэлектротранс – композиция трампарков(номер), Трампарк – композиция трамваев (марка, регистрационный номер)».

Требования к разрабатываемой программе:

1. Реализация всех необходимых операций (добавление и удаление в основной и присоединённой структурах, поиск в списке).
2. Возможность сохранения всей структуры во внешнем файле (текстовом или XML) с обратной загрузкой.
3. Реализация структуры для хранения и обработки данных конкретной информационной задачи.
4. Именование типов, структур и их полей, классов и их свойств и методов в соответствии с конкретной информационной задачей.
5. Наличие демо-модуля с удобным оконным пользовательским интерфейсом.

Требования к программной документации:

1. Описание всех функций каждого модуля (для чего они предназначены, их входные и выходные параметры, тип и назначение).
2. Описание возможностей, предоставляемых данным программным комплексом (интерфейсная часть).

# Глава 2. Теоретическое описание разработанной структуры

## 2.1. Логическая составляющая структуры

Схематически комбинированная структура «двунаправленный список очередей» выглядит следующим образом:
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Подчинённые очереди

## 2.2. Набор основных операций

Все операции комбинированной структуры делятся на 3 типа: операции над главной структурой, операции над подчинённой структурой и обход всей структуры.

Операции над главным списком :

1. Инициализация
2. Добавление нового элемента после заданного или перед заданным элементом с проверкой возможности добавления элемента
3. Удаление заданного элемента с проверкой возможности удаления элемента
4. Обход списка
5. Поиск заданного элемента

Операции над подчинённой очередью:

1. Инициализация
2. Добавление элемента с проверкой возможности добавления
3. Удаление элемента с проверкой возможности удаления
4. Обход очереди
5. Поиск заданного элемента

## 2.3. Алгоритмизация основных операций

Операции над главным списком:

* 1. Инициализация
  2. Обход главного списка
* Задание начального значения
* В цикле, пока в списке остались необработанные элементы
* Обработка текущего элемента
* Переход к следующему элементу
  1. Поиск элемента в главном списке
* Проверка возможности поиска
* Запрос информационной части искомого элемента
* Задание начального значения
* В цикле, пока в списке остались необработанные элементы И нужный элемент не найден
* Если информационная часть текущего элемента удовлетворяет заданному критерию, то определить текущий элемент как искомый (найденный) и выйти из цикла, вернув указатель на найденный элемент
* Иначе – переход к следующему элементу
* При выходе из цикла сообщить о том, что поиск был неудачен (передать пустой указатель)
  1. Добавление элемента

1. Проверка возможности добавления
2. Определение положения добавляемого элемента (задание последующего и его поиск)
3. Запрос информационной части нового элемента
4. Определение (инициализация полей) нового элемента
   1. Удаление элемента очереди

* Проверка возможности удаления
* Задание удаляемого элемента (его информационной части)
* Поиск удаляемого элемента
* Обработка удаляемого элемента

Операции над подчинённой структурой:

Отличие алгоритмизации заключается в том, что в начале каждой операции 1-м шагом осуществляется поиск подчинённой очереди в главном списке, а затем уже все остальные шаги.

1. Проверка возможности добавления

* Проверка есть ли свободное место в массиве и добавление элемента

1. Проверка возможности удаления

* Проверка есть ли данный элемент в массиве и удаление элемента

Остальные операции работают так же.

Обход всей структуры:

Обход всей структуры включает в себя:

* Обход главного списка
* При обработке элементов главного списка осуществлять обход соответствующих подчинённых структур

## 2.4. Реализация структуры

Согласно заданию был выбран динамический метод реализации для главной и статический для подчинённой структур.

В соответствии с заданным типом реализации для хранения данных подчинённой структуры будет использоваться массив задаваемого размера.

Для реализации структуры потребуем следующее:

*class Company*

*private:*

*std::string name;*

*TramPark \*pHead;*

*class TramPark*

*private:*

*int number;*

*TramPark \*left;*

*TramPark \*right;*

*Tram array[MAX\_SIZE];*

*int top;*

*int tail;*

*int count;*

Операции над главным списком:

1. Инициализация списка
2. Обход списка

while (tmp != pHead) {

If (tmp->getNumber() == number)

return (tmp);

tmp = (mode == FORWARD ? tmp->getRight() : tmp->getLeft());

}

1. Поиск элемента главного списка

comp->findTramPark(mode, number)

1. Поиск подчиненного элемента

comp->findTramPark(mode, number)->findTram(brand, number)

1. Добавление элемента главного списка

comp->addTramPark(number)

1. Добавление подчиненной очереди

tramParkToFind->addTram(mark, number1)

1. Удаление подчиненной очереди

tramParkToFind->delTram();

1. Удаление элемента главного списка

comp->delTramPark(mode, number)

Операции над подчинённой очередью:

1. Инициализация
2. Добавление элемента

if (count == MAX\_SIZE) {

return false;

}

array[tail] = Tram(brand, year);

tail = (tail + 1) % MAX\_SIZE;

count++;

return true;

1. Удаление элемента

if (count == 0) {

return false;

}

top = (top + 1) % MAX\_SIZE;

count--;

return true;

1. Поиск заданного элемента

int i = top;

do {

if (array[i].getBrand() == brand && array[i].getYear() == year) {

return &array[i];

}

i = (i + 1) % MAX\_SIZE;

} while (i != tail);

return nullptr;

Обход всей структуры:

if (comp->findTramPark(mode, number)) {

if (comp->findTramPark(mode, number)->findTram(brand, number))

}

# Глава 3. Описание программного комплекса

## 3.1. Описание структуры проекта

Для создания проекта была использована среда разработки Microsoft Visual Studio 2022. Проект имеет следующую иерархию:

Kurs93.14

Debug

Kurs93.14.vcxproj

Kurs93.14.sln

… \*

Storage.cpp

Storage.hpp

TramPark.cpp

TramPark.hpp

Tram.cpp

Tram.hpp

Company.cpp

Company.hpp

Kurs.cpp

Program.hpp

… \*\*

Kurs93.14– основная папка проекта.

где Debug – папка, содержащая .exe-файл Debug-версии разработанного консольного приложения, а также дополнительные файлы, необходимые для его работы;

Kurs93.14.vcxproj – файл, хранящий данные текущего проекта;

Kurs93.14.sln – файл решения текущего проекта;

\* – дополнительные файлы, способствующие правильному функционированию проекта в заданной среде разработки (.vs, Kurs93.14.vcxproj.filters, Kurs93.14.vcxproj.user и другие);

Kurs.cpp – файл, содержащий исходный код демонстрационного модуля проекта и точку входа;

\*.h – файлы-заголовков, содержащие описание созданных классов без реализации их методов;

\*.cpp – файлы, содержащий реализацию методов классов, описанных в файле-заголовке \*.h;

\*\* – файлы, создаваемые пользователем для хранения данных о комбинированной структуре (названия задаются пользователями).

## 3.2. Руководство программиста

### 3.2.1. Описание разработанных классов

Для реализации комбинированной структуры было разработано 3 класса: класс Company, реализующий поведение главной структуры

«Горэлектротранс», класс TramPark, реализующий поведение подчинённой структуры «Трампарк», и класс Tram, реализующий поведение элемента нижнего уровня «Трамвай».

* + - 1. **Описание класса Company**

Поля:

TramPark \*phead – указатель на заголовок списка,

std::string name – название компании.

|  |  |
| --- | --- |
| Метод класса | Описание метода |
| Company(); | Создаёт заголовок списка, устанавливает значение поля name стандартным значением. |
| Company(std::string name); | Создаёт заголовок списка, устанавливает значение поля name переданным значением. |
| ~Company(); | Производит удаление структуры с очисткой памяти. |
| bool isTramParkListEmpty(); | Проверяет, пуст ли список с депо. |
| bool isTramParkPresent(int mode, int number); | Проверяет наличие трампарка |
| bool addTramPark(int number); | Добавляет трампарк. |
| bool delTramPark(int mode, int number); | Удаляет трампарк. |
| bool addTramParkAfter(int mode, int target, int number); | Добавляет трампарк после. |
| bool addTramParkBefore(int mode, int target, int number); | Добавляет трампарк до. |
| TramPark \*findTramPark(int mode, int number); | Поиск трампарка. |
| void show(); | Вывод на экран элементов структуры. |
| TramPark \*getPHead(); | Возвращает указатель на голову. |
| void setPHead(TramPark \*pHead) | Устанавливает указатель на голову. |
| std::string getName(); | Возвращает имя компании. |
| void setName(std::string name); | Устанавливает имя компании. |
| std::string getString(int mode); | Подготовка строки для вывода в файл. |

* + - 1. **Описание класса TramPark**

Поля:

int top – указатель на начало очереди,

int tail – указатель на конец очереди,

int count – счетчик элементов в очереди,

TramPark \*right – указатель на правый элемент,

TramPark \*left – указатель на левый элемент,

int number – номер трампарка,

Tram array[MAX\_SIZE] – массив трамваев.

|  |  |
| --- | --- |
| Метод класса | Описание метода |
| TramPark (int number); | Устанавливает значение поля number переданным значением. |
| bool isEmpty() | Проверяет, пуст ли список с трампарков. |
| bool isFull(); | Проверяет на заполненность. |
| bool addTram(std::string brand, int year); | Добавляет трамвай с маркой и годом. |
| bool delTram(); | Удаляет трамвай. |
| Tram \*findTram(std::string brand, int year); | Поиск трамвая. |
| void show(int mode); | Отображает содержимое. |
| int getNumber(); | Возвращает номер. |
| void setNumber(int number); | Устанавливает номер переданным значением. |
| TramPark \*getRight(); | Возвращает указатель на право. |
| void setRight(TramPark \*right); | Устанавливает указатель на право переданным значением. |
| TramPark \*getLeft(); | Возвращает указатель на лево. |
| void setLeft(TramPark \*left); | Устанавливает указатель на лево переданным значением. |
| std::string getString(); | Подготовка строки для записи в файл. |

**3.2.1.3. Описание класса Tram**

Поля:

std::string brand – марка,

int year – год.

|  |  |
| --- | --- |
| Метод класса | Описание метода |
| Tram(); | Создаёт трамвай с стандартными значениями полей. |
| Tram(std::string brand, int year); | Cоздаёт трамвай с задаными параметрами |
| std::string getBrand(); | Возвращает название бренда. |
| void setBrand(std::string brand); | Устанавливает название бренда. |
| int getYear(); | Возвращает год |
| void setYear(int year); | Устанавливает год |

### 3.2.2. Описание структуры внешнего файла

**3.2.2.1. Информация о записи и загрузке данных с использованием внешнего файла**

Для хранения данных о комбинированной структуре во внешних файлах и последующей загрузки этих данных в основную программу будет использоваться обычный текстовый файл. Сам файл имеет следующую структуру:

* + - * 1. На первой строке в файле находится название компании
        2. Вторая и последующие строки имеют вид:
* Первая колонка – номер трампарка,
* Вторая и последующие чётные колонки (2,4,6,8,10, …, 2\*n) – год,
* Третья и последующие нечётные колонки (3,5,7,9,11, …, 2\*n+1) – марка,

Таким образом, при записи в файл :

«M

3 2010 F5

1 2008 B 2009 A

4 2004 60 2015 AB

2 2005 58 2008 59»

В М в депо под номером 1 окажется два трамвая с годом выпуска 2008 и 2009 марки B,A, соответственно.

**3.2.2.2. Общий вид структуры внешнего файла**

С учётом всех вышеописанных правил, структура файла имеет следующий вид:

<Имя Компании>

<1Трампарк><Год 1><Марка 1><Год 2> <Марка 2>…<Год 2\*n><Марка 2\*n +1>

<2Трампарк><Год 1><Марка 1><Год 2> <Марка 2>…<Год 2\*n><Марка 2\*n +1>

## 3.3. Руководство пользователя

### 3.3.1. Описание демонстрационного модуля

**3.1.1.1. Описание работы с демонстрационным модулем**

После запуска приложения откроется окно консоли, представляющее собой демонстрационный модуль для работы с разработанными классами.

Взаимодействие с пользователем посредством консоли осуществляется следующим образом: пользователю предлагается меню – пронумерованный список команд – из которого требуется выбрать одну команду и указать её номер, а далее, следуя требованиям, указать дополнительную информацию, требуемую для выполнения той или иной программы.

При вводе пользователем тех или иных данных программа проверяет их соответствие требуемому типу данных и адекватность. Если данные корректные, программа продолжает выполнение – в противном случае пользователю сообщается о некорректности введённых данных, после чего предоставляется ещё одна попытка ввода. Программа даёт бесконечное количество попыток ввода до тех пор, пока ввод не окажется корректен.

**3.1.1.2. Меню создания Программы**

В момент первого старта программы структура ещё не создана, и пользователь имеет выбор какой обход списка выбрать: прямой или обратный (см. рис. 1).
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*Рис. 1. Выбор обхода списка*

Далее пользователю представлена сама структура и меню возможных действий (см. рис. 2).
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*Рис. 2. Основное меню*

Если пользователь решит загрузить данные из файла и выгрузка будет успешна, программа выведет что выгрузка произошла и предложит пользователю выбрать в каком направлении вывести данные на экран (см. рис. 3).
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*Рис. 3. Успешная загрузка данных*

После на экране появятся все данные из файла, а ниже меню возможных действий (см. рис.4):

![](data:image/png;base64,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)

*Рис. 4.*

При добавлении Трампарка пользователь должен будет ввести его номер и выбрать прямой или обратный вывод сделать на экран (см. рис.5).

То же самое при добавлении трамвая, пользователь вводит номер трампарка, год и марку (см. рис.6).
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*Рис. 5. Добавление Трампарка*
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*Рис. 6. Добавление Трамвая*

При поиске Трампарка/трамвая пользователь вводит номер трампарка (или номер трампарка и номер трамвая) (см. рис.7 и рис.8).
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*Рис. 7. Поиск Трампарка*
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*Рис. 8. Поиск Трамвая*

При удалении пользователь вводит номер Трампарка (Номер Трампарка и номер трамвая) (см. рис.9).
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*Рис. 9. Удаление Трампарка*

Если любая из выше перечисленных операций была неудачная пользователь получит подобное сообщение(см. рис.10).
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*Рис. 10. Неудачное удаление депо*

Выгрузка в файл при вводе 10 (см. рис.11).
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*Рис. 11. Выгрузка в файл*

При некорректном вводе программа попросит повторить ввод(см. рис.12).
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*Рис. 12. Некоректнный ввод*

# Заключение

В результате выполнения курсовой работы была реализована заданная комбинированная структура «Динамический неупорядоченный двунаправленный список статических очередей » с информационным наполнением вида Горэлектротранс - композиция трампарков (номер) Трампарк - композиция трамваев (марка, год выпуска) в виде библиотеки разработанных классов. Был создан пользовательский интерфейс, демонстрирующий работу с заданной структурой . Кроме этого, были разработаны руководство разработчика и руководство пользователя по работе с данным приложением.
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# Приложения

## Приложение 1. Листинг Kurs.cpp

#include "Company.hpp"

#include "Program.hpp"

#include "Storage.hpp"

#include "Tram.hpp"

#include "TramPark.hpp"

#include <Windows.h>

Company \*comp = NULL;

Storage file("text.txt");

int getNumber() {

int number;

std::cin >> number;

while (!std::cin || number < 0) {

std::cout << "Введено некорректное число, повторите: ";

std::cin.clear();

std::cin.ignore(100500, '\n');

std::cin >> number;

}

std::cin.ignore(100500, '\n');

return (number);

}

int getMode() {

int number;

std::cin >> number;

while (!std::cin || (number != 0 && number != 1)) {

std::cout << "Введено некорректное число, повторите: ";

std::cin.clear();

std::cin.ignore(100500, '\n');

std::cin >> number;

}

std::cin.ignore(100500, '\n');

return (number);

}

void Add() {

int number, mode = 0;

std::cout << "Введите номер Трампаркa: ";

number = getNumber();

if (!comp->isTramParkListEmpty()) {

std::cout << "Проход по списку прямой(0)/обратный(1):";

mode = getMode();

}

if (comp->isTramParkListEmpty()) {

if (comp->addTramPark(number))

std::cout << "Добавление успешно!\n";

} else if (!comp->findTramPark(mode, number)) {

std::cout << "Добавить до(0)/после(1):";

int pos = getMode();

std::cout << "Введите около какого элемента добавить?";

int target = getNumber();

if (pos == 1 ? comp->addTramParkAfter(mode, target, number)

: comp->addTramParkBefore(mode, target, number)) {

std::cout << "Добавление успешно!\n";

} else

std::cout << "не добавлено!\n";

} else

std::cout << "Такой трампарк уже есть в списке!";

}

void AddL() {

int number, number1, mode;

std::cout << "Введите номер Трампарка: ";

number = getNumber();

std::cout << "Проход по списку прямой(0)/обратный(1):";

mode = getMode();

TramPark \*tramParkToFind = comp->findTramPark(mode, number);

if (tramParkToFind != nullptr) {

if (tramParkToFind->isFull()) {

std::cout << "Достигнут лимит массива" << std::endl;

} else {

std::cout << "Введите год : ";

number1 = getNumber();

std::string mark;

std::cout << "Введите марку : ";

std::getline(std::cin, mark);

if (mark.length() == 0) {

std::cout << "Плохие данные" << std::endl;

} else {

if (tramParkToFind->findTram(mark, number1) == nullptr) {

bool res = tramParkToFind->addTram(mark, number1);

if (res) {

std::cout << "Трамвай добавлен!\n";

} else {

std::cout << "Трамвай не добавлен!\n";

}

} else

std::cout << "Такой трамвай уже есть в списке!\n";

}

}

} else

std::cout << "Такого отдела нет!\n";

}

void Del() {

int number, mode;

std::cout << "Введите номер трампарка: ";

number = getNumber();

std::cout << "Проход по списку прямой(0)/обратный(1):";

mode = getMode();

if (comp->delTramPark(mode, number))

std::cout << "Удаление успешно!\n";

else

std::cout << "Не удалено!\n";

}

void DelL() {

int number, numberL, mode;

std::string brand;

std::cout << "Введите номер Трампарка, в котором требуется удалить Трамвай ";

number = getNumber();

std::cout << "Проход по списку прямой(0)/обратный(1):";

mode = getMode();

TramPark \*tramParkToFind = comp->findTramPark(mode, number);

if (tramParkToFind != nullptr) {

if (!tramParkToFind->isEmpty()) {

std::cout << "Удаление успешно!\n";

tramParkToFind->delTram();

} else {

std::cout << "Нет записей.\n";

}

} else

std::cout << "Такого трампарка нету!\n";

}

void Find() {

int number, mode;

std::cout << "Введите номер Трампарка: ";

number = getNumber();

std::cout << "Проход по списку прямой(0)/обратный(1):";

mode = getMode();

if (comp->findTramPark(mode, number))

std::cout << "Трампарк найден!\n";

else

std::cout << "Трампарк не найден!";

}

void FindL() {

int number, mode, number1;

std::cout << "Введите номер Трампарка: ";

number = getNumber();

std::cout << "Проход по списку прямой(0)/обратный(1):";

mode = getMode();

if (comp->findTramPark(mode, number)) {

std::string brand;

std::cout << "Трампарк найден!\n";

std::cout << "Введите марку травмая, который требуется найти: ";

std::getline(std::cin, brand);

std::cout << "Введите год травмая, который требуется найти: ";

int numberL = getNumber();

if (comp->findTramPark(mode, number)->findTram(brand, number)) {

std::cout << "Трамвай найден!" << std::endl;

} else {

std::cout << "Трамвай не найден!" << std::endl;

}

} else

std::cout << "Трампарк не найден!" << std::endl;

;

}

void Show() {

{

int mode;

std::cout << "\nПроход по списку прямой(0)/обратный(1):";

mode = getMode();

system("cls");

std::cout << "\n----------------------------------------------------\n";

std::cout << "| Горэлектротранс'" << comp->getName() << "'";

std::cout << "\n----------------------------------------------------";

std::cout << "\n| Номер |"

<< " Марка | Год ";

std::cout << "\n| депо |"

<< " |\n";

comp->show(mode);

std::cout << "----------------------------------------------------\n";

}

}

int main() {

SetConsoleCP(65001);

SetConsoleOutputCP(65001);

int n;

comp = new Company();

while (true) {

Show();

std::cout << "\n Выберите действие:\n";

std::cout << " 1. Добавить Трампарк\n";

std::cout << " 2. Добавить Травмай\n";

std::cout << " 3. Удалить Трампарк\n";

std::cout << " 4. Удалить Травмай\n";

std::cout << " 5. Найти Трампарк\n";

std::cout << " 6. Найти Травмай\n";

std::cout << " 7. Переименовать\n";

std::cout << " 8. Удалить и создать пустую\n";

std::cout << " 9. Загрузить из файла\n";

std::cout << " 10. Выгрузить в файл\n";

std::cout << " 0. Выход\n";

n = getNumber();

if (n == 1)

Add();

else if (n == 2)

AddL();

else if (n == 3)

Del();

else if (n == 4)

DelL();

else if (n == 5)

Find();

else if (n == 6)

FindL();

else if (n == 7) {

std::string newName;

std::cout << "Введите название компании: ";

std::cin >> newName;

comp->setName(newName);

} else if (n == 8) {

delete (comp);

comp = new Company();

} else if (n == 9) {

delete (comp);

comp = new Company();

if (file.InputData(comp))

std::cout << "Загрузка успешна!";

else {

std::cout << "Ошибка!";

delete (comp);

comp = new Company();

}

} else if (n == 10) {

if (comp != NULL) {

if (file.OutputData(comp, 0))

std::cout << "Выгрузка успешна!";

else

std::cout << "Ошибка";

} else

std::cout << "Ошибка!";

} else if (n == 0) {

delete (comp);

break;

}

}

}

## Приложение 2. Листинг Company.cpp

#include "Company.hpp"

#include "Program.hpp"

#include "TramPark.hpp"

Company::Company() {

pHead = new TramPark(-1);

pHead->setRight(pHead);

pHead->setLeft(pHead);

name = "";

}

Company::Company(std::string name) {

pHead = new TramPark(-1);

pHead->setRight(pHead);

pHead->setLeft(pHead);

this->name = name;

}

Company::~Company() {

TramPark \*pPrev;

TramPark \*pCurrent;

pCurrent = pHead->getRight();

while (pCurrent != pHead) {

pPrev = pCurrent;

pCurrent = pCurrent->getRight();

delete pPrev;

}

delete pHead;

}

bool Company::isTramParkListEmpty() {

return (pHead->getRight() == pHead && pHead->getLeft() == pHead);

}

bool Company::isTramParkPresent(int mode, int number) {

TramPark \*tmp = (mode == FORWARD ? pHead->getRight() : pHead->getLeft());

while (tmp != pHead) {

if (tmp->getNumber() == number)

return (true);

tmp = (mode == FORWARD ? tmp->getRight() : tmp->getLeft());

}

return (false);

}

TramPark \*Company::findTramPark(int mode, int number) {

TramPark \*tmp = (mode == FORWARD ? pHead->getRight() : pHead->getLeft());

while (tmp != pHead) {

if (tmp->getNumber() == number)

return (tmp);

tmp = (mode == FORWARD ? tmp->getRight() : tmp->getLeft());

}

return (nullptr);

}

bool Company::addTramPark(int number) {

TramPark \*pNew = new TramPark(number);

pNew->setRight(pHead);

pNew->setLeft(pHead->getLeft());

pHead->getLeft()->setRight(pNew);

pHead->setLeft(pNew);

return (true);

}

bool Company::addTramParkBefore(int mode, int target, int number) {

TramPark \*pCurrent = (mode == FORWARD ? pHead->getRight() : pHead->getLeft());

while (pCurrent != pHead) {

if (pCurrent->getNumber() == target) {

TramPark \*pNew = new TramPark(number);

pNew->setLeft(pCurrent->getLeft());

pNew->setRight(pCurrent);

pCurrent->getLeft()->setRight(pNew);

pCurrent->setLeft(pNew);

return (true);

}

pCurrent = (mode == FORWARD ? pCurrent->getRight() : pCurrent->getLeft());

}

return (false);

}

bool Company::addTramParkAfter(int mode, int target, int number) {

TramPark \*pCurrent = (mode == FORWARD ? pHead->getRight() : pHead->getLeft());

while (pCurrent != pHead) {

if (pCurrent->getNumber() == target) {

TramPark \*pNew = new TramPark(number);

pNew->setRight(pCurrent->getRight());

pNew->setLeft(pCurrent);

pCurrent->getRight()->setLeft(pNew);

pCurrent->setRight(pNew);

return (true);

}

pCurrent = (mode == FORWARD ? pCurrent->getRight() : pCurrent->getLeft());

}

return (false);

}

bool Company::delTramPark(int mode, int number) {

TramPark \*pCurrent = (mode == FORWARD ? pHead->getRight() : pHead->getLeft());

while (pCurrent != pHead) {

if (pCurrent->getNumber() == number) {

pCurrent->getLeft()->setRight(pCurrent->getRight());

pCurrent->getRight()->setLeft(pCurrent->getLeft());

delete pCurrent;

return (true);

}

pCurrent = (mode == FORWARD ? pCurrent->getRight() : pCurrent->getLeft());

}

return (false);

}

void Company::show(int mode) {

if (!isTramParkListEmpty()) {

TramPark \*tmp = (mode == FORWARD ? pHead->getRight() : pHead->getLeft());

while (tmp != pHead) {

std::cout << "----------------------------------------------------\n";

std::cout << "|" << std::setw(8) << tmp->getNumber() << std::setw(8)

<< "|";

tmp->show(0);

std::cout << "\n";

tmp = (mode == FORWARD ? tmp->getRight() : tmp->getLeft());

}

}

}

std::string Company::getString(int mode) {

std::string str = "";

TramPark \*tmp = (mode == FORWARD ? pHead->getRight() : pHead->getLeft());

while (tmp != pHead) {

std::stringstream ss;

ss << tmp->getNumber();

str += ss.str();

str += tmp->getString();

str += '\n';

tmp = mode == FORWARD ? tmp->getRight() : tmp->getLeft();

}

return str;

}

std::string Company::getName() { return name; }

void Company::setName(std::string name) { this->name = name; }

TramPark \*Company::getPHead() { return pHead; }

void Company::setPHead(TramPark \*pHead) { this->pHead = pHead; }

## Приложение 3. Листинг Trampark.cpp

#include "TramPark.hpp"

#include "Program.hpp"

TramPark::TramPark(int number) {

this->number = number;

left = nullptr;

right = nullptr;

top = 0;

tail = 0;

count = 0;

}

bool TramPark::isEmpty() {

return count == 0;

}

Tram\* TramPark::findTram(std::string brand, int year) {

int i = top;

do {

if (array[i].getBrand() == brand && array[i].getYear() == year) {

return &array[i];

}

i = (i + 1) % MAX\_SIZE;

} while (i != tail);

return nullptr;

}

bool TramPark::addTram(std::string brand, int year) {

if (count == MAX\_SIZE) {

return false;

}

array[tail] = Tram(brand, year);

tail = (tail + 1) % MAX\_SIZE;

count++;

return true;

}

bool TramPark::delTram() {

if (count == 0) {

return false;

}

top = (top + 1) % MAX\_SIZE;

count--;

return true;

}

void TramPark::show(int mode) {

int i = top;

do {

if (array[i].getBrand() != "") {

Tram tmp = array[i];

if (i != top)

std::cout << "|" << std::setw(16) << "|";

std::cout << std::setw(13) << tmp.getBrand() << std::setw(8) << " "

<< std::setw(10) << tmp.getYear();

if ((i + 1) % MAX\_SIZE != tail)

std::cout << std::endl;

}

i = (i + 1) % MAX\_SIZE;

} while (i != tail);

}

std::string TramPark::getString() {

int temp;

std::string str = "";

for (int i = top; i != tail; i = (i + 1) % MAX\_SIZE) {

if (array[i].getBrand() != "") {

std::stringstream ss;

temp = array[i].getYear();

str += " ";

ss << temp;

str += ss.str();

str += " ";

str += array[i].getBrand();

}

}

return str;

}

bool TramPark::isFull() {

return count == MAX\_SIZE;

}

int TramPark::getNumber() {

return number;

}

void TramPark::setNumber(int number) {

this->number = number;

}

TramPark\* TramPark::getLeft() {

return left;

}

void TramPark::setLeft(TramPark\* left) {

this->left = left;

}

TramPark\* TramPark::getRight() {

return right;

}

void TramPark::setRight(TramPark\* right) {

this->right = right;

}

## Приложение 4. Листинг Tram.cpp

#include "Tram.hpp"

Tram::Tram() {

this->brand = "";

this->year = 0;

}

Tram::Tram(std::string brand, int year) {

this->brand = brand;

this->year = year;

}

std::string Tram::getBrand() { return brand; }

void Tram::setBrand(const std::string brand) { this->brand = brand; }

int Tram::getYear() { return year; }

void Tram::setYear(int year) { this->year = year; }

## Приложение 5. Листинг Storage.cpp

#include "Storage.hpp"

#include "Program.hpp"

Storage::Storage(std::string address) { this->address = address; };

bool Storage::InputData(Company \*comp) {

std::string name, fuel;

int number, number1;

char buffer[100];

char \*f;

std::ifstream file(address);

if (!file.is\_open())

return false;

file.getline(buffer, 100);

if (buffer != " ") {

name = buffer;

comp->setName(name);

} else {

std::cout << "error" << std::endl;

return false;

}

while (!file.eof()) {

file.getline(buffer, 100);

f = strtok(buffer, " ");

if (f == NULL)

continue;

number = atoi(f);

comp->addTramPark(number);

while (f) {

f = strtok(NULL, " ");

if (!f) {

break;

}

number1 = atoi(f);

f = strtok(NULL, " ");

fuel = f;

comp->findTramPark(0, number)->addTram(fuel, number1);

}

}

file.close();

return true;

}

bool Storage::OutputData(Company \*comp, int mode) {

std::ofstream file(address);

if (!file.is\_open())

return false;

file << comp->getName() + '\n' + comp->getString(mode);

file.close();

return true;

}

Storage::~Storage(){};

## Приложение 6. Листинг Company.hpp

#ifndef COMPANY\_HPP\_

#define COMPANY\_HPP\_

#include "Tram.hpp"

#include "TramPark.hpp"

#include <iostream>

class Company {

private:

std::string name;

TramPark \*pHead;

public:

Company();

Company(std::string name);

~Company();

bool isTramParkListEmpty();

bool isTramParkPresent(int mode, int number);

bool addTramPark(int number);

bool addTramParkAfter(int mode, int target, int number);

bool addTramParkBefore(int mode, int target, int number);

bool delTramPark(int mode, int number);

TramPark \*findTramPark(int mode, int number);

void show(int mode);

std::string getString(int mode);

std::string getName();

void setName(std::string name);

TramPark \*getPHead();

void setPHead(TramPark \*pHead);

};

#endif

## Приложение 7. Листинг Program.hpp

#ifndef PROGRAM\_HPP

#define PROGRAM\_HPP

#include <cstring>

#include <fstream>

#include <iomanip>

#include <iostream>

#include <sstream>

#include <string.h>

#include <stdlib.h>

#define FORWARD 0

#define BACKWARD 1

#endif

## Приложение 8. Листинг Storage.hpp

#define \_CRT\_SECURE\_NO\_WARNINGS

#ifndef STORAGE\_HPP

#define STORAGE\_HPP

#include "Company.hpp"

#include "Program.hpp"

class Storage {

private:

std::string address;

public:

Storage(std::string address);

bool InputData(Company \*\_comp);

bool OutputData(Company \*\_comp, int mode);

~Storage();

};

#endif

## Приложение 9. Листинг Tram.hpp

#ifndef TRAM\_HPP\_

#define TRAM\_HPP\_

#include <iostream>

#include <string>

class Tram {

private:

std::string brand;

int year;

public:

Tram();

Tram(std::string brand, int year);

std::string getBrand();

void setBrand(std::string brand);

int getYear();

void setYear(int year);

};

#endif

## Приложение 10. Листинг TramPark.hpp

#ifndef TRAMPARK\_HPP\_

#define TRAMPARK\_HPP\_

#include "Tram.hpp"

const int MAX\_SIZE = 4;

class TramPark {

private:

int number;

TramPark \*left;

TramPark \*right;

Tram array[MAX\_SIZE];

int top;

int tail;

int count;

public:

TramPark(int number);

bool isEmpty();

Tram \*findTram(std::string brand, int year);

bool addTram(std::string brand, int year);

bool delTram();

bool isFull();

void show(int mode);

std::string getString();

int getNumber();

void setNumber(int number);

TramPark \*getLeft();

void setLeft(TramPark \*left);

TramPark \*getRight();

void setRight(TramPark \*right);

};

#endif