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使用C语言字符串处理的库函数，务必#include <string.h>

**1、 比较字符串大小函数**

 1） 忽略大小写---strcasecmp

函数原型： int strcasecmp (const char \*s1, const char \*s2);

函数说明： 用来比较参数s1和s2字符串，比较时会自动忽略大小写的差异

2）忽略大小写—stricmp

函数原型：int stricmp(char \*str1, char \*str2);

函数说明：以大小写不敏感方式比较两个串

3） 不忽略大小写—strcmp

函数原型：int strcmp(char\*str1,char\*str2);

函数说明：通过比较字串中各个字符的ASCII码，来比较参数Str1和Str2字符串，比较时考虑字符的大小写。

当str1<str2时，返回值<0 当str1=str2时，返回值=0

4） 比较一部分—strncmpi

函数原型：int strncmpi(char \*str1, char \*str2, unsigned maxlen);

函数说明：比较字符串str1和str2的前maxlen个字符

5）内存区域比较---memcmp

函数原型：int memcmp(void\*buf1,void \*buf2,unsigned int count)

函数说明：比较内存区域buf1和buf2的前count个字节。Void\*是指任何类型的指针。

6）内存区域部分比较-- memicmp Void\*是指任何类型的指针。

函数原型：int memicmp(void\*buf1,void \*buf2,unsigned int count)

函数说明：比较内存区域buf1和buf2的前count个字节，但不区分大小写。

以上比较函数的返回值： 若参数1中字符串和参数中2字符串相同则返回0；

            若参数1中字符串长度大于参数2中字符串长度则返回大于0 的值；

            若参数1中字符串 长度小于参数2中字符串 长度则返回小于0的值。

[皮皮blog](http://blog.csdn.net/pipisorry)

**2、 从字符串中提取子串**

**1） 提取子串--strstr**

函数原型：char\* strstr(char\*src,char\*find)

函数说明：从字符串src中寻找find第一次出现的位置（不比较结束符NULL）

返回值：返回指向第一次出现find位置的指针，如果没有找到则返回NULL

**2） 字符串分割，提取分隔符间字串—strtok**

一、用strtok函数进行字符串分割

函数原型：char \*strtok(char\*src， char\*delim);

函数说明：分解字符串诶一组标记串，src为要分解的字符串，delim为分隔符字符串。

            首次调用时，src必须指向要分解的字符串，随后调用要把s设成NULL；

              strtok中src中查找包含在delim中的字符，并用NULL（’\0’）来替换直到找遍整个字符串。

返回值：从s开头开始的一个个被分割的串。当没有被分割的串时则返回NULL。

             所有delim中包含的字符都会被滤掉，并将被滤掉的地方设为一处分割的节点。

举例：

**[cpp]** [view plain](http://blog.csdn.net/pipisorry/article/details/36898405) [copy](http://blog.csdn.net/pipisorry/article/details/36898405)

1. #include<string.h>
2. #include<stdio.h>
3. **int** main(){
4. **char**\*s="Golden Global View";
5. **char**\*d=" ";
6. **char** \*p;
7. p=strtok(s,d);
8. **while**(p){
9. printf("%s\n",p);
10. strtok(NULL,d);
11. }
12. **return** 0;
13. }

输出：Golden

           Global

           View

二、用STL进行字符串的分割

涉及到string类的两个函数find和substr：  
1、find函数  
原型：size\_t find ( const string& str, size\_t pos = 0 ) const;  
功能：查找子字符串第一次出现的位置。  
参数说明：str为子字符串，pos为初始查找位置。  
返回值：找到的话返回第一次出现的位置，否则返回string::npos

2、substr函数  
原型：string substr ( size\_t pos = 0, size\_t n = npos ) const;  
功能：获得子字符串。  
参数说明：pos为起始位置（默认为0），n为结束位置（默认为npos）  
返回值：子字符串

实现如下：

![复制代码](data:image/gif;base64,R0lGODlhFAAUANQHADJKYpKluc3P05qy4jJdta/M92KQ3vv8/nKi4rK/0rLC6mJ6mtHe7sHN4ZW19iJLmUp2wqKy0nKa8iJCgsLV9uLq8qKywnKa2oKy4lKC0qLC8qKqwnKS0oKn7cDI1AAAACH5BAEAAB8ALAAAAAAUABQAAAWE4CeOZGmeaKquLKkoSRwJrXLch7XQa4IfAc+ud6AUGIHCS+NwME6WX6Xw6xAaps2BiUFofpICwVMK3CoVxuDQZBgIhEf50EVc1rgKJSInmRkMDQ0dBx0IBhkZfGUAjY0cOAwUChZ9KQYHiIkZG5YoEAcRohYbAZ4nEHAPq6sTLa+wsSUhADs=)

1 //字符串分割函数  
 2 std::vector<std::string> split(std::string str,std::string pattern)  
 3 {  
 4 std::string::size\_type pos;  
 5 std::vector<std::string> result;  
 6 str+=pattern;//扩展字符串以方便操作  
 7 int size=str.size();  
 8   
 9 for(int i=0; i<size; i++)  
10 {  
11 pos=str.find(pattern,i);  
12 if(pos<size)  
13 {  
14 std::string s=str.substr(i,pos-i);  
15 result.push\_back(s);  
16 i=pos+pattern.size()-1;  
17 }  
18 }  
19 return result;  
20 }

![http://pic002.cnblogs.com/images/2012/300959/2012032420060459.png](data:image/png;base64,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)

三、用Boost进行字符串的分割

用boost库的正则表达式实现字符串分割  
实现如下：

![复制代码](data:image/gif;base64,R0lGODlhFAAUANQHADJKYpKluc3P05qy4jJdta/M92KQ3vv8/nKi4rK/0rLC6mJ6mtHe7sHN4ZW19iJLmUp2wqKy0nKa8iJCgsLV9uLq8qKywnKa2oKy4lKC0qLC8qKqwnKS0oKn7cDI1AAAACH5BAEAAB8ALAAAAAAUABQAAAWE4CeOZGmeaKquLKkoSRwJrXLch7XQa4IfAc+ud6AUGIHCS+NwME6WX6Xw6xAaps2BiUFofpICwVMK3CoVxuDQZBgIhEf50EVc1rgKJSInmRkMDQ0dBx0IBhkZfGUAjY0cOAwUChZ9KQYHiIkZG5YoEAcRohYbAZ4nEHAPq6sTLa+wsSUhADs=)

1 std::vector<std::string> split(std::string str,std::string s)  
 2 {  
 3 boost::regex reg(s.c\_str());  
 4 std::vector<std::string> vec;  
 5 boost::sregex\_token\_iterator it(str.begin(),str.end(),reg,-1);  
 6 boost::sregex\_token\_iterator end;  
 7 while(it!=end)  
 8 {  
 9 vec.push\_back(\*it++);  
10 }  
11 return vec;  
12 }

![http://pic002.cnblogs.com/images/2012/300959/2012032420071253.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAATYAAAB8CAIAAABsagtAAAADeUlEQVR4nO3dTW7bRhgGYFL4DuYTddVNj5EL5AA5hY+TVYFuDKRINeWPIMkUZYQBG74onsewIYy9oBcvPpIz30y9/fn1j99/+/T5Swfkqf7oKwA+UN2YUTmFUDV891NCX19fr6MvLy/Xz1vHgR2NEW3tkrc5aa+T6+dN48C+qmvDzzYE7Jq0+7BtHQf2Va1rU0q7x/I42zoO7Gi60e3aNWn35bG7S+APjgP7ujyLXpM2j17ztnUc2Fe1wXSn+yxmW8eBHY1VdH4WBQJNEbVyAVKNq4t6GYVUNeSzl1BINS0AVEUhVY01VEIh1byM/pbRZ1OdW8eBXSz7Rec1CY9/t3Uc2EUdfQHAR26vi54Vw63jwI4uVXTR/3n99dZxYF/ldS4k8ywK0UQUol0iet//udj0ZNP4Qf8F/G/dqujjpic/9xnYUWlFg2SeRSGaiEI0EYVoIgrRRBSiiShEE1GIJqIQ7RbR+y1OVnvNfnAc2NFlddFj9n7uM7AvN7oQrbreiS6Q63KjuziM8GrrOLCvlWa0RfC2jgM7Wtle7N7WcWBfK7sudE7phhi3lm6ndEOgckY3JLMxCkRbHrsERCm3uZDs3aRL5/hQCPNu0uXx144PhWM5dgmi1eMqeiuKIMdQRd+V0flolsczWp6NA/+pZb+otUQQRUs3RBNRiLacF10w4wLHuu26cD9633S2Og78GuZFIZpnUYgmohBNvyhEU0UhmohCNLsuQDSTLhCt2nioi91RIJQbXYjmdRFEm1q63edCqrGKehaFWPbRhWg11tDWnvWF6j6DY5kXhWiW0UM0ky4Q7XZgxKGXAaxTRSFa9b1nUcg1VtHeGyNIVRIKycyLQrQaa6jHUUjljS5EmyNqLT2EmjpdJBRSja+LzjIKqaaW7iaiEGqM6Hn4AiJVa6oo5JqqaFNFIdT4ukgVhVjzDoBAqGrnf4QUYtW3t7+0ukCs+v73m65uiDUeu6SKQqwhoqdTfzr6MoB1der7kxtdSFVTR7cqCqGqb2oo5CqTopBsbOmWUYhVbXL0ZQDr6tzO+kUhVk3toqoohKpz1/SLQqzqPItCsBJQSGara4jm8EKINh4BrF8UYo2dLqooxKpTdxocfRnAuvFG96SKQqohonZdgFzTs6jXRZDK9mIQrTr5hGCqKESzMQpEq6MvAPiIiEI0EYVo/wK/ubRydoDVmQAAAABJRU5ErkJggg==)

boost里面有自带的split的函数，如果用boost的话，还是直接用split的好，这里就不多说了，代码如下：

![复制代码](data:image/gif;base64,R0lGODlhFAAUANQHADJKYpKluc3P05qy4jJdta/M92KQ3vv8/nKi4rK/0rLC6mJ6mtHe7sHN4ZW19iJLmUp2wqKy0nKa8iJCgsLV9uLq8qKywnKa2oKy4lKC0qLC8qKqwnKS0oKn7cDI1AAAACH5BAEAAB8ALAAAAAAUABQAAAWE4CeOZGmeaKquLKkoSRwJrXLch7XQa4IfAc+ud6AUGIHCS+NwME6WX6Xw6xAaps2BiUFofpICwVMK3CoVxuDQZBgIhEf50EVc1rgKJSInmRkMDQ0dBx0IBhkZfGUAjY0cOAwUChZ9KQYHiIkZG5YoEAcRohYbAZ4nEHAPq6sTLa+wsSUhADs=)

#include <iostream>

#include <string>

#include <vector>

#include <boost/algorithm/string/classification.hpp>

#include <boost/algorithm/string/split.hpp>

using namespace std;

int main()

{

string s = "sss/ddd,ggg";

vector<string> vStr;

boost::split( vStr, s, boost::is\_any\_of( ",/" ), boost::token\_compress\_on );

for( vector<string>::iterator it = vStr.begin(); it != vStr.end(); ++ it )

cout << \*it << endl;

return 0;

}

[[字符串分割(C++)](http://www.cnblogs.com/MikeZhang/archive/2012/03/24/MySplitFunCPP.html)]

此外还有：strtok函数、strtok\_s函数、strstr函数

[[C/C++ 分割字符串的多种方式](http://blog.csdn.net/mycwq/article/details/14648011)]

[皮皮blog](http://blog.csdn.net/pipisorry)

**3、 字符串复制**

1) 字串复制--strcpy

函数原型：char\*strcpy(char\*dest,char\*src)

函数说明：把src所指由NULL结束的字符串复制到dest所指的数组中。

                  其中，src和dest所致内存区域不可重叠且dest必须有足够的空间来容纳src的字符串。

返回值：返回指向dest的指针。

strcpy 是依据 /0 作为结束判断的，如果 to 的空间不够，则会引起 buffer overflow。strcpy 常规的实现代码如下（来自 OpenBSD 3.9）：

char \* strcpy(char \*to, const char \*from){

       char \*save = to;

       for (; (\*to = \*from) != '/0'; ++from, ++to);

       return(save);

}

但通常，我们的 from 都来源于用户的输入，很可能是非常大的一个字符串，因此 strcpy 不够安全。

利用strncpy替代strcpy来防止缓冲区越界,但是如果还要考虑运行效率的话，也许strlcpy是一个更好的方式。

2. strncpy

原型：extern  char \*strncpy(char   \*dest,   char   \*src,   int   n);

功能：把src所指由NULL结束的字符串的前n个字节复制到dest所指的数组中。

说明：

如果src的前n个字节不含NULL字符，则结果不会以NULL字符结束。

如果src的长度小于n个字节，则以NULL填充dest直到复制完n个字节。src和dest所指内存区域不可以重叠且dest必须有足够的空间来容纳src的字符串。

返回指向dest的指针。

在 ANSI C 中，strcpy 的安全版本是 strncpy,但 strncpy 其行为是很诡异的（不符合我们的通常习惯）。

标准规定 n 并不是 sizeof(s1)，而是要复制的char 的个数。一个最常见的问题，就是 strncpy 并不帮你保证 /0结束。

char buf[8];

strncpy( buf, "abcdefgh", 8 );

看这个程序，buf 将会被 "abcdefgh" 填满，但却没有 /0 结束符了。

另外，如果 s2 的内容比较少，而 n 又比较大的话，strncpy 将会把之间的空间都用 /0 填充。这又出现了一个效率上的问题，如下：

char buf[80];

strncpy( buf, "abcdefgh", 79 );

上面的 strncpy 会填写 79 个 char，而不仅仅是 "abcdefgh" 本身。

strncpy 的标准用法为：（手工写上 /0）

strncpy(path, src, sizeof(path) - 1);

path[sizeof(path) - 1] = '/0';

len = strlen(path);

3. strlcpy

// Copy src to string dst of size siz. At most siz-1 characters will be copied. Always NUL terminates (unless siz == 0).

// Returns strlen(src); if retval >= siz, truncation occurred.

size\_t   strlcpy(char \*dst, const char \*src, size\_t siz);

而使用 strlcpy，就不需要我们去手动负责 /0 了，仅需要把 sizeof(dst) 告之 strlcpy 即可：

strlcpy(path, src, sizeof(path));

len = strlen(path);

if ( len >= sizeof(path) )

       printf("src is truncated.");

并且 strlcpy 传回的是 strlen(str)，因此我们也很方便的可以判断数据是否被截断。

[\* 一点点历史 \*]

strlcpy 并不属于 ANSI C，至今也还不是标准。

strlcpy 来源于 OpenBSD 2.4，之后很多 unix-like 系统的 libc 中都加入了 strlcpy 函数，我个人在FreeBSD、Linux 里面都找到了 strlcpy。（Linux使用的是 glibc，

glibc里面有 strlcpy，则所有的 Linux 版本也都应该有 strlcpy）

但 Windows 下是没有 strlcpy 的，对应的是strncpy和memset函数

memset函数

void \*memset(void \*s,int c,size\_t n)  
作用：将已开辟内存空间 s 的首 n 个字节的值设为值 c。

[[memset函数详细说明]](http://blog.csdn.net/yangsen2016/article/details/1638503)

2） 字串复制--strdup

函数原型：char\* strdup(char\*src)

函数说明：复制字符串src

返回值：返回指向被复制字符串的指针，所需空间有malloc（）分配且可以有free（）释放。

3） 内存空间复制--memcpy

函数原型：void \*memcpy(void \*dest,void \*src,unsigned int count);

函数说明：src和dest 所指内存区域不能重叠；由src所致内存区域复制count个字节到dest所指内存区域中。

返回值：返回指向dest的指针。

[http://blog.csdn.net/tigerjibo/article/details/6412759]

[皮皮blog](http://blog.csdn.net/pipisorry)

**4、字符串连接**

1）接尾连接--strcat

函数原型：char\* strcat(char\*dest,char\*src)

函数说明：把src所指字符串添加到dest结尾处(覆盖dest结尾处的'\0')并添加'\0'

2)部分连接--strncat

函数原型:char\* strncat(char\*dest,char\*src,int n);

函数说明：把src所指字符串的前n个字符添加到dest结尾处（覆盖dest结尾处的’\0’）并添加’’\0’.

返回值：返回指向dest的指针。

[皮皮blog](http://blog.csdn.net/pipisorry)

**5、从字符串中查找字符**

**1）内存区域找字符--memchr**

函数原型：void \*memchr(void\*buf,char ch,usigned count)

函数说明：从buf所指内存区域的前count个字节查找字符ch，当第一次遇到字符ch时停止查找。

返回值：如果找到了，返回指向字符ch的指针；否则返回NULL

**2）字串中找字符--strchr**

函数原型:char\*strchr(char\*src,char ch)

函数说明：查找字符串s中首次出现字符ch的位置

返回值：返回首次出现c的位置的指针，如果s中不存在c则返回NULL

**3）搜所现字符--strcspn**

函数原型：int strcspn（char\*src,char\*find）

函数说明：在字符串src中搜寻find中所出现的字符

返回值：返回第一个出现的字符在src中的下标值，即src中出现而不在find中出现的字串的长度。

举例：

**[cpp]** [view plain](http://blog.csdn.net/pipisorry/article/details/36898405) [copy](http://blog.csdn.net/pipisorry/article/details/36898405)

1. #include<string.h>
2. #include<stdio.h>
3. **int** main(){
4. **char**\*s="Golden Global View";
5. **char**\*r="new";
6. **int** n;
7. n=strcspn(s,r);
8. printf("The first char both in s1 and s2 is: %c",s[n]);
9. **return** 0;
10. }

输出：The first char both in s1 and s2 is :e

**4)匹配任一字符--strpbrk**

函数原型：char\*strpbrk(char\*s1,char\*s2)

函数说明：在字符串S1中寻找字符串S2中任何一个字符相匹配的第一个字符的位置，空字符不包括在内。

返回值：返回指向S1中第一个相匹配的字符的指针，如果没有匹配字符则返回空指针。

举例：

**[cpp]** [view plain](http://blog.csdn.net/pipisorry/article/details/36898405) [copy](http://blog.csdn.net/pipisorry/article/details/36898405)

1. #include<stdio.h>
2. #include<string.h>
3. **int** main(){
4. **char** \*s1="WelcomeTo Beijing";
5. **char**\*s2="BIT";
6. **char** \*p;
7. p=strpbrk(s1,s2);
8. **if**(p)
9. printf("%s\n",p);
10. elseprintf("Not Found!\n");
11. **return** 0;
12. }

输出：To Beijing

[皮皮blog](http://blog.csdn.net/pipisorry)

**6、其他函数**

**1）全部转成大写---strupr**

函数原型：char\*strupr(char\*src)

函数说明：将字符串src转换成大写形式，只转换src中出现的小写字母，不改变其他字符

返回值：返回指向src的指针。

**2）全部转成小写---strlwr**

函数原型：char\*strlwr(char\*src)

函数说明：将字符串src转换成小写形式，只转换src中出现的大写字母，不改变其他字符

返回值：返回指向src的指针。

**3）将字串逆向--strrev**

函数原型：char\*strrev（char\*src）

函数说明：把字符串src的所有字符的顺序颠倒过来（不包括NULL， 原地颠倒）,会改变原来的str,返回的也是改变之后的str

不是标准string库里包含的，是微软自己发明的，类似还有atoi之类(在标准的g++中编译可能不会通过)

只能自己实现：

**[cpp]** [view plain](http://blog.csdn.net/pipisorry/article/details/36898405) [copy](http://blog.csdn.net/pipisorry/article/details/36898405)

1. **char** \* strrev(**char** \*str){                   //字符串反转，不包括'\0'
2. **char** \* head = str,\* tail = str;
3. **while**(\*tail++);
4. tail -= 2;//tail指向最后一个非'\0'字符
6. **char** tmp;
7. **while**(head < tail){
8. tmp= \*head;
9. \*head++ = \*tail;
10. \*tail-- = tmp;
11. }
12. **return** str;
13. }

返回值：返回指向颠倒顺序后的字符串指针

**4)计算字符串长度--strlen**

原型：extern int strlen(char \*s);

用法：#include <string.h>

功能：计算字符串s的(unsigned int型）长度

说明：返回s的长度，**不包括结束符NULL。**

from:<http://blog.csdn.net/pipisorry/article/details/36898405>

ref:http://blog.csdn.net/21aspnet/article/details/1539970