# MybatisPlus从入门到精通-基础篇

## 1.概述

MybatisPlus是一款Mybatis增强工具，用于简化开发，提高效率。 它在 MyBatis 的基础上只做增强不做改变，为简化开发、提高效率而生。

官网： <https://mp.baomidou.com/>

## 2.快速入门

### 2.0 准备工作

#### ①准备数据

CREATE TABLE `user` (  
 `id` bigint(20) NOT NULL AUTO\_INCREMENT COMMENT 'id',  
 `user\_name` varchar(20) NOT NULL COMMENT '用户名',  
 `password` varchar(20) NOT NULL COMMENT '密码',  
 `name` varchar(30) DEFAULT NULL COMMENT '姓名',  
 `age` int(11) DEFAULT NULL COMMENT '年龄',  
 `address` varchar(100) DEFAULT NULL COMMENT '地址',  
 PRIMARY KEY (`id`)  
) ENGINE=InnoDB AUTO\_INCREMENT=5 DEFAULT CHARSET=utf8;  
  
insert into `user`(`id`,`user\_name`,`password`,`name`,`age`,`address`) values (1,'ruiwen','123','瑞文',12,'山东'),(2,'gailun','1332','盖伦',13,'平顶山'),(3,'timu','123','提姆',22,'蘑菇石'),(4,'daji','1222','妲己',221,'狐山');

#### ②创建SpringBoot工程

##### 添加依赖

<parent>  
 <groupId>org.springframework.boot</groupId>  
 <artifactId>spring-boot-starter-parent</artifactId>  
 <version>2.5.0</version>  
 </parent>  
 <dependencies>  
 <dependency>  
 <groupId>org.springframework.boot</groupId>  
 <artifactId>spring-boot-starter-web</artifactId>  
 </dependency>  
 <dependency>  
 <groupId>org.projectlombok</groupId>  
 <artifactId>lombok</artifactId>  
 <optional>true</optional>  
 </dependency>  
 <dependency>  
 <groupId>org.springframework.boot</groupId>  
 <artifactId>spring-boot-starter-test</artifactId>  
 <scope>test</scope>  
 </dependency>  
 </dependencies>

##### 创建启动类

@SpringBootApplication  
public class SGApplication {  
  
 public static void main(String[] args) {  
 SpringApplication.run(SGApplication.class);  
 }  
}

#### ③准备实体类

@Data  
@NoArgsConstructor  
@AllArgsConstructor  
public class User {  
 private Long id;  
 private String userName;  
 private String password;  
 private String name;  
 private Integer age;  
 private String address;  
}

### 2.1 使用MybatisPlus

#### ①添加依赖

<dependency>  
 <groupId>com.baomidou</groupId>  
 <artifactId>mybatis-plus-boot-starter</artifactId>  
 <version>3.4.3</version>  
 </dependency>  
 <dependency>  
 <groupId>mysql</groupId>  
 <artifactId>mysql-connector-java</artifactId>  
 </dependency>

#### ②配置数据库信息

spring:  
 datasource:  
 url: jdbc:mysql://localhost:3306/mp\_db?characterEncoding=utf-8&serverTimezone=UTC  
 username: root  
 password: root  
 driver-class-name: com.mysql.cj.jdbc.Driver

#### ③创建Mapper接口

创建Mapper接口继承BaseMapper接口

public interface UserMapper extends BaseMapper<User> {  
}

BaseMapper接口中已经提供了很多常用方法。所以我们只需要直接从容器中获取Mapper就可以进行操作了，不需要自己去编写Sql语句。

#### ④配置Mapper扫描

在启动类上配置我们的Mapper在哪个包。

@SpringBootApplication  
@MapperScan("com.sangeng.mapper")  
public class SGApplication {  
 public static void main(String[] args) {  
 SpringApplication.run(SGApplication.class,args);  
 }  
}

#### ⑤获取Mapper进行测试

@SpringBootTest  
public class MPTest {  
  
 @Autowired  
 private UserMapper userMapper;  
  
 @Test  
 public void testQueryList(){  
 System.out.println(userMapper.selectList(null));  
 }  
  
}

## 3.常用设置

### 3.1 设置表映射规则

默认情况下MP操作的表名就是实体类的类名，但是如果表名和类名不一致就需要我们自己设置映射规则。

#### 3.1.1 单独设置

可以在实体类的类名上加上@TableName注解进行标识。

例如：

如果表名是tb\_user，而实体类名是User则可以使用以下写法。

@TableName("tb\_user")  
public class User {  
 //....  
}

#### 3.1.2 全局设置表名前缀

一般一个项目表名的前缀都是统一风格的，这个时候如果一个个设置就太麻烦了。我们可以通过配置来设置全局的表名前缀。

例如：

如果一个项目中所有的表名相比于类名都是多了个前缀： tb\_ 。这可以使用如下方式配置

mybatis-plus:  
 global-config:  
 db-config:  
 #表名前缀  
 table-prefix: tb\_

### 3.2 设置主键生成策略

#### 3.2.0 测试代码

@Test  
 public void testInsert(){  
 User user = new User();  
 user.setUserName("三更草堂222");  
 user.setPassword("7777");  
 int r = userMapper.insert(user);  
 System.out.println(r);  
 }

#### 3.2.1 单独设置

默认情况下使用MP插入数据时，如果在我们没有设置主键生成策略的情况下默认的策略是基于雪花算法的自增id。

如果我们需要使用别的策略可以在定义实体类时，在代表主键的字段上加上@TableId注解，使用其type属性指定主键生成策略。

例如：

我们要设置主键自动增长则可以设置如下

@Data  
@NoArgsConstructor  
@AllArgsConstructor  
public class User {  
 @TableId(type = IdType.AUTO)  
 private Long id;  
 //.....  
}

全部主键策略定义在了枚举类IdType中，IdType有如下的取值

* AUTO
* 数据库ID自增，**依赖于数据库**。该类型请确保数据库设置了 ID自增 否则无效
* NONE
* 未设置主键类型。若在代码中没有手动设置主键，则会根据**主键的全局策略**自动生成（默认的主键全局策略是基于雪花算法的自增ID）
* INPUT
* 需要手动设置主键，若不设置。插入操作生成SQL语句时，主键这一列的值会是null。
* ASSIGN\_ID
* 当没有手动设置主键，即实体类中的主键属性为空时，才会自动填充，使用雪花算法
* ASSIGN\_UUID
* 当实体类的主键属性为空时，才会自动填充，使用UUID

#### 3.2.2 全局设置

mybatis-plus:  
 global-config:  
 db-config:  
 # id生成策略 auto为数据库自增  
 id-type: auto

### 3.3 设置字段映射关系

默认情况下MP会根据实体类的属性名去映射表的列名。

如果数据库的列表和实体类的属性名不一致了我们可以使用@TableField注解的value属性去设置映射关系。

例如：

如果表中一个列名叫 address而 实体类中的属性名为addressStr则可以使用如下方式进行配置。

@TableField("address")  
 private String addressStr;

### 3.4 设置字段和列名的驼峰映射

默认情况下MP会开启字段名列名的驼峰映射， 即从经典数据库列名 A\_COLUMN（下划线命名） 到经典 Java 属性名 aColumn（驼峰命名） 的类似映射 。

如果需要关闭我们可以使用如下配置进行关闭。

mybatis-plus:  
 configuration:  
 #是否开启自动驼峰命名规则（camel case）映射，即从经典数据库列名 A\_COLUMN（下划线命名） 到经典 Java 属性名 aColumn（驼峰命名） 的类似映射  
 map-underscore-to-camel-case: false

### 3.5 日志

如果需要打印MP操作对应的SQL语句等，可以配置日志输出。

配置方式如下：

mybatis-plus:  
 configuration:  
 # 日志  
 log-impl: org.apache.ibatis.logging.stdout.StdOutImpl

## 4.基本使用

### 4.1 插入数据

我们可以使用insert方法来实现数据的插入。

示例：

@Test  
 public void testInsert(){  
 User user = new User();  
 user.setUserName("三更草堂333");  
 user.setPassword("7777888");  
 int r = userMapper.insert(user);  
 System.out.println(r);  
 }

### 4.2 删除操作

我们可以使用**deleteXXX**方法来实现数据的删除。

示例：

@Test  
 public void testDelete(){  
 List<Integer> ids = new ArrayList<>();  
 ids.add(5);  
 ids.add(6);  
 ids.add(7);  
 int i = userMapper.deleteBatchIds(ids);  
 System.out.println(i);  
 }  
 @Test  
 public void testDeleteById(){  
 int i = userMapper.deleteById(8);  
 System.out.println(i);  
 }  
 @Test  
 public void testDeleteByMap(){  
 Map<String, Object> map = new HashMap<>();  
 map.put("name","提姆");  
 map.put("age",22);  
 int i = userMapper.deleteByMap(map);  
 System.out.println(i);  
 }

### 4.3 更新操作

我们可以使用**updateXXX**方法来实现数据的删除。

示例：

@Test  
 public void testUpdate(){  
 //把id为2的用户的年龄改为14  
 User user = new User();  
 user.setId(2L);  
 user.setAge(14);  
 int i = userMapper.updateById(user);  
 System.out.println(i);  
 }

## 5.条件构造器Wrapper

### 5.1 概述

我们在实际操作数据库的时候会涉及到很多的条件。所以MP为我们提供了一个功能强大的条件构造器 Wrapper 。使用它可以让我们非常方便的构造条件。

其继承体系如下：

![fig:](data:image/png;base64,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)

在其子类AbstractWrapper中提供了很多用于构造Where条件的方法。

AbstractWrapper的子类QueryWrapper则额外提供了用于针对Select语法的select方法。可以用来设置查询哪些列。

AbstractWrapper的子类UpdateWrapper则额外提供了用于针对SET语法的set方法。可以用来设置对哪些列进行更新。

完整的AbstractWrapper方法可以参照：<https://baomidou.com/guide/wrapper.html#abstractwrapper>

介绍是用来干什么的。它的实现类有哪些

QueryWrapper,UpdateWrapper，【LambdaQueryWrapper】

### 5.2 常用AbstractWrapper方法

eq：equals，等于  
gt：greater than ，大于 >  
ge：greater than or equals，大于等于≥  
lt：less than，小于<  
le：less than or equals，小于等于≤  
between：相当于SQL中的BETWEEN  
like：模糊匹配。like("name","黄")，相当于SQL的name like '%黄%'  
likeRight：模糊匹配右半边。likeRight("name","黄")，相当于SQL的name like '黄%'  
likeLeft：模糊匹配左半边。likeLeft("name","黄")，相当于SQL的name like '%黄'  
notLike：notLike("name","黄")，相当于SQL的name not like '%黄%'  
isNull  
isNotNull  
and：SQL连接符AND  
or：SQL连接符OR

in: in(“age",{1,2,3})相当于 age in(1,2,3)

groupBy: groupBy("id","name")相当于 group by id,name

orderByAsc :orderByAsc("id","name")相当于 order by id ASC,name ASC

orderByDesc :orderByDesc ("id","name")相当于 order by id DESC,name DESC

#### 示例一

SQL语句如下：

SELECT   
 id,user\_name,PASSWORD,NAME,age,address   
FROM   
 USER   
WHERE   
 age > 18 AND address = '狐山'

如果用Wrapper写法如下：

@Test  
 public void testWrapper01(){  
 QueryWrapper wrapper = new QueryWrapper();  
 wrapper.gt("age",18);  
 wrapper.eq("address","狐山");  
 List<User> users = userMapper.selectList(wrapper);  
 System.out.println(users);  
 }

#### 示例二

SQL语句如下：

SELECT   
 id,user\_name,PASSWORD,NAME,age,address   
FROM   
 USER   
WHERE   
 id IN(1,2,3) AND   
 age BETWEEN 12 AND 29 AND   
 address LIKE '%山%'

如果用Wrapper写法如下：

@Test  
 public void testWrapper02(){  
 QueryWrapper<User> wrapper = new QueryWrapper<>();  
 wrapper.in("id",1,2,3);  
 wrapper.between("age",12,29);  
 wrapper.like("address","山");  
 List<User> users = userMapper.selectList(wrapper);  
 System.out.println(users);  
 }

#### 示例三

SQL语句如下：

SELECT   
 id,user\_name,PASSWORD,NAME,age,address   
FROM   
 USER   
WHERE   
 id IN(1,2,3) AND   
 age > 10   
ORDER BY   
 age DESC

如果用Wrapper写法如下：

@Test  
 public void testWrapper03(){  
 QueryWrapper<User> queryWrapper = new QueryWrapper<>();  
 queryWrapper.in("id",1,2,3);  
 queryWrapper.gt("age",10);  
 queryWrapper.orderByDesc("age");  
 List<User> users = userMapper.selectList(queryWrapper);  
 System.out.println(users);  
 }

### 5.3 常用QueryWrapper方法

QueryWrapper的 select 可以设置要查询的列。

#### 示例一

select(String... sqlSelect) 方法的测试为要查询的列名

SQL语句如下：

SELECT   
 id,user\_name  
FROM   
 USER

MP写法如下：

@Test  
 public void testSelect01(){  
 QueryWrapper<User> queryWrapper = new QueryWrapper<>();  
 queryWrapper.select("id","user\_name");  
 List<User> users = userMapper.selectList(queryWrapper);  
 System.out.println(users);  
 }

#### 示例二

select(Class entityClass, Predicate predicate)

方法的第一个参数为实体类的字节码对象，第二个参数为Predicate类型，可以使用lambda的写法，过滤要查询的字段 (主键除外) 。

SQL语句如下：

SELECT   
 id,user\_name  
FROM   
 USER

MP写法如下：

@Test  
 public void testSelect02(){  
 QueryWrapper<User> queryWrapper = new QueryWrapper<>();  
 queryWrapper.select(User.class, new Predicate<TableFieldInfo>() {  
 @Override  
 public boolean test(TableFieldInfo tableFieldInfo) {  
 return "user\_name".equals(tableFieldInfo.getColumn());  
 }  
 });  
 List<User> users = userMapper.selectList(queryWrapper);  
 System.out.println(users);  
 }

#### 示例三

select(Predicate predicate)

方法第一个参数为Predicate类型，可以使用lambda的写法，过滤要查询的字段 (主键除外) 。

SQL语句如下：

SELECT   
 id,user\_name,PASSWORD,NAME,age   
FROM   
 USER

就是不想查询address这列，其他列都查询了

MP写法如下：

@Test  
 public void testSelect03(){  
 QueryWrapper<User> queryWrapper = new QueryWrapper<>(new User());  
 queryWrapper.select(new Predicate<TableFieldInfo>() {  
 @Override  
 public boolean test(TableFieldInfo tableFieldInfo) {  
 return !"address".equals(tableFieldInfo.getColumn());  
 }  
 });  
 List<User> users = userMapper.selectList(queryWrapper);  
 System.out.println(users);  
 }

### 5.4 常用UpdateWrapper方法

我们前面在使用update方法时需要创建一个实体类对象传入，用来指定要更新的列及对应的值。但是如果需要更新的列比较少时，创建这么一个对象显的有点麻烦和复杂。

我们可以使用UpdateWrapper的set方法来设置要更新的列及其值。同时这种方式也可以使用Wrapper去指定更复杂的更新条件。

#### 示例

SQL语句如下：

UPDATE   
 USER  
SET   
 age = 99  
where   
 id > 1

我们想把id大于1的用户的年龄修改为99，则可以使用如下写法：

@Test  
 public void testUpdateWrapper(){  
 UpdateWrapper<User> updateWrapper = new UpdateWrapper<>();  
 updateWrapper.gt("id",1);  
 updateWrapper.set("age",99);  
 userMapper.update(null,updateWrapper);  
 }

### 5.5 Lambda条件构造器

我们前面在使用条件构造器时列名都是用字符串的形式去指定。这种方式无法在编译期确定列名的合法性。

所以MP提供了一个Lambda条件构造器可以让我们直接以实体类的方法引用的形式来指定列名。这样就可以弥补上述缺陷。

#### 示例

要执行的查询对应的SQL如下

SELECT   
 id,user\_name,PASSWORD,NAME,age,address   
FROM   
 USER   
WHERE   
 age > 18 AND address = '狐山'

如果使用之前的条件构造器写法如下

@Test  
 public void testLambdaWrapper(){  
 QueryWrapper<User> queryWrapper = new QueryWrapper();  
 queryWrapper.gt("age",18);  
 queryWrapper.eq("address","狐山");  
 List<User> users = userMapper.selectList(queryWrapper);  
 }

如果使用Lambda条件构造器写法如下

@Test  
 public void testLambdaWrapper2(){  
 LambdaQueryWrapper<User> queryWrapper = new LambdaQueryWrapper<>();  
 queryWrapper.gt(User::getAge,18);  
 queryWrapper.eq(User::getAddress,"狐山");  
 List<User> users = userMapper.selectList(queryWrapper);  
 }

## 6.自定义SQL

虽然MP为我们提供了很多常用的方法，并且也提供了条件构造器。但是如果真的遇到了复制的SQL时，我们还是需要自己去定义方法，自己去写对应的SQL，这样SQL也更有利于后期维护。

因为MP是对mybatis做了增强，所以还是支持之前Mybatis的方式去自定义方法。

同时也支持在使用Mybatis的自定义方法时使用MP的条件构造器帮助我们进行条件构造。

接下去我们分别来讲讲。

### 6.0 准备工作

①准备数据

CREATE TABLE `orders` (  
 `id` bigint(20) NOT NULL AUTO\_INCREMENT,  
 `price` int(11) DEFAULT NULL COMMENT '价格',  
 `remark` varchar(100) DEFAULT NULL COMMENT '备注',  
 `user\_id` int(11) DEFAULT NULL COMMENT '用户id',  
 `update\_time` timestamp NULL DEFAULT NULL COMMENT '更新时间',  
 `create\_time` timestamp NULL DEFAULT NULL COMMENT '创建时间',  
 `version` int(11) DEFAULT '1' COMMENT '版本',  
 `del\_flag` int(1) DEFAULT '0' COMMENT '逻辑删除标识,0-未删除,1-已删除',  
 `create\_by` varchar(100) DEFAULT NULL COMMENT '创建人',  
 `update\_by` varchar(100) DEFAULT NULL COMMENT '更新人',  
 PRIMARY KEY (`id`)  
) ENGINE=InnoDB AUTO\_INCREMENT=6 DEFAULT CHARSET=utf8;  
  
/\*Data for the table `orders` \*/  
  
insert into `orders`(`id`,`price`,`remark`,`user\_id`,`update\_time`,`create\_time`,`version`,`del\_flag`,`create\_by`,`update\_by`) values (1,2000,'无',2,'2021-08-24 21:02:43','2021-08-24 21:02:46',1,0,NULL,NULL),(2,3000,'无',3,'2021-08-24 21:03:32','2021-08-24 21:03:35',1,0,NULL,NULL),(3,4000,'无',2,'2021-08-24 21:03:39','2021-08-24 21:03:41',1,0,NULL,NULL);

②创建实体类

@Data  
@NoArgsConstructor  
@AllArgsConstructor  
public class Orders {  
  
 private Long id;  
  
 /\*\*  
 \* 价格  
 \*/  
 private Integer price;  
  
 /\*\*  
 \* 备注  
 \*/  
 private String remark;  
  
 /\*\*  
 \* 用户id  
 \*/  
 private Integer userId;  
  
 /\*\*  
 \* 更新时间  
 \*/  
 private LocalDateTime updateTime;  
  
 /\*\*  
 \* 创建时间  
 \*/  
 private LocalDateTime createTime;  
  
 /\*\*  
 \* 版本  
 \*/  
 private Integer version;  
  
 /\*\*  
 \* 逻辑删除标识,0-未删除,1-已删除  
 \*/  
 private Integer delFlag;  
  
  
}

### 6.1 Mybatis方式

#### ①定义方法

在Mapper接口中定义方法

public interface UserMapper extends BaseMapper<User> {  
  
 User findMyUser(Long id);  
}

#### ②创建xml

先配置xml文件的存放目录

mybatis-plus:  
 mapper-locations: classpath\*:/mapper/\*\*/\*.xml

创建对应的xml映射文件

#### ③在xml映射文件中编写SQL

创建对应的标签，编写对应的SQL语句

<?xml version="1.0" encoding="UTF-8" ?>  
<!DOCTYPE mapper PUBLIC "-//mybatis.org//DTD Mapper 3.0//EN" "http://mybatis.org/dtd/mybatis-3-mapper.dtd" >  
<mapper namespace="com.sangeng.mapper.UserMapper">  
  
 <select id="findMyUser" resultType="com.sangeng.domian.User">  
 select \* from user where id = #{id}   
 </select>  
</mapper>

### 6.2 Mybatis方式结合条件构造器

我们在使用上述方式自定义方法时。如果也希望我们的自定义方法能像MP自带方法一样使用条件构造器来进行条件构造的话只需要使用如下方式即可。

①方法定义中添加Warpper类型的参数

添加Warpper类型的参数，并且要注意给其指定参数名。

public interface UserMapper extends BaseMapper<User> {  
  
 User findMyUserByWrapper(@Param(Constants.WRAPPER) Wrapper<User> wrapper);  
}

②在SQL语句中获取Warpper拼接的SQL片段进行拼接。

<select id="findMyUserByWrapper" resultType="com.sangeng.domian.User">  
 select \* from user ${ew.customSqlSegment}  
 </select>

注意：不能使用#{}应该用${}

## 7.分页查询

### 7.1 基本分页查询

①配置分页查询拦截器

@Configuration  
public class PageConfig {  
  
 /\*\*  
 \* 3.4.0之前的版本  
 \* @return  
 \*/  
 /\* @Bean  
 public PaginationInterceptor paginationInterceptor(){  
 return new PaginationInterceptor();  
 }\*/  
  
 /\*\*  
 \* 3.4.0之后版本  
 \* @return  
 \*/  
 @Bean  
 public MybatisPlusInterceptor mybatisPlusInterceptor(){  
 MybatisPlusInterceptor mybatisPlusInterceptor = new MybatisPlusInterceptor();  
 mybatisPlusInterceptor.addInnerInterceptor(new PaginationInnerInterceptor());  
 return mybatisPlusInterceptor;  
 }  
}

②进行分页查询

@Test  
 public void testPage(){  
 IPage<User> page = new Page<>();  
 //设置每页条数  
 page.setSize(2);  
 //设置查询第几页  
 page.setCurrent(1);  
 userMapper.selectPage(page, null);  
 System.out.println(page.getRecords());//获取当前页的数据  
 System.out.println(page.getTotal());//获取总记录数  
 System.out.println(page.getCurrent());//当前页码  
 }

### 7.2 多表分页查询

如果需要在多表查询时进行分页查询的话，就可以在mapper接口中自定义方法，然后让方法接收Page对象。

#### 示例

##### 需求

我们需要去查询Orders表，并且要求查询的时候除了要获取到Orders表中的字段，还要获取到每个订单的下单用户的用户名。

##### 准备工作

###### SQL准备

SELECT   
 o.\*,u.`user\_name`  
FROM   
 USER u,orders o  
WHERE   
 o.`user\_id` = u.`id`

###### 实体类修改

增加一个userName属性

@Data  
@NoArgsConstructor  
@AllArgsConstructor  
public class Orders {  
 //省略无关代码  
 private String userName;  
}

##### 实现

①定义接口，定义方法

方法第一个测试定义成Page类型

public interface OrdersMapper extends BaseMapper<Orders> {  
  
 IPage<Orders> findAllOrders(Page<Orders> page);  
}

在xml中不需要关心分页操作，MP会帮我们完成。

<?xml version="1.0" encoding="UTF-8" ?>  
<!DOCTYPE mapper PUBLIC "-//mybatis.org//DTD Mapper 3.0//EN" "http://mybatis.org/dtd/mybatis-3-mapper.dtd" >  
<mapper namespace="com.sangeng.mapper.OrdersMapper">  
 <select id="findAllOrders" resultType="com.sangeng.domian.Orders">  
 SELECT  
 o.\*,u.`user\_name`  
 FROM  
 USER u,orders o  
 WHERE  
 o.`user\_id` = u.`id`  
 </select>  
</mapper>

然后调用方法测试即可

@Autowired  
 private OrdersMapper ordersMapper;  
 @Test  
 public void testOrdersPage(){  
 Page<Orders> page = new Page<>();  
 //设置每页大小  
 page.setSize(2);  
 //设置当前页码  
 page.setCurrent(2);  
 ordersMapper.findAllOrders(page);  
 System.out.println(page.getRecords());  
 System.out.println(page.getTotal());  
 }

## 8.Service 层接口

MP也为我们提供了Service层的实现。我们只需要编写一个接口，继承IService，并创建一个接口实现类继承ServiceImpl，即可使用。

相比于Mapper接口，Service层主要是支持了更多批量操作的方法。

### 8.1 基本使用

#### 8.1.1 改造前

定义接口

public interface UserService {  
 List<User> list();  
}

定义实现类

@Service  
public class UserServiceImpl implements UserService {  
 @Autowired  
 private UserMapper userMapper;  
  
 @Override  
 public List<User> list() {  
 return userMapper.selectList(null);  
 }  
}

#### 8.1.2 改造后

接口

public interface UserService extends IService<User> {  
  
}

实现类

@Service  
public class UserServiceImpl extends ServiceImpl<UserMapper,User> implements UserService {  
   
}

测试

@Autowired  
 private UserService userService;  
  
  
 @Test  
 public void testSeervice(){  
 List<User> list = userService.list();  
 System.out.println(list);  
 }

### 8.2自定义方法

public interface UserService extends IService<User> {  
  
  
 User test();  
}

@Service  
public class UserServiceImpl extends ServiceImpl<UserMapper,User> implements UserService {  
  
 @Autowired  
 private OrdersMapper ordersMapper;  
  
 @Override  
 public User test() {  
 UserMapper userMapper = getBaseMapper();  
 List<Orders> orders = ordersMapper.selectList(null);  
 User user = userMapper.selectById(3);  
 //查询用户对于的订单  
 QueryWrapper<Orders> wrapper = new QueryWrapper<>();  
 wrapper.eq("user\_id",3);  
 List<Orders> ordersList = ordersMapper.selectList(wrapper);  
 return user;  
 }  
}

## 9.代码生成器

MP提供了一个代码生成器，可以让我们一键生成实体类，Mapper接口，Service，Controller等全套代码 。使用方式如下

### ①添加依赖

<!--mybatisplus代码生成器-->  
 <dependency>  
 <groupId>com.baomidou</groupId>  
 <artifactId>mybatis-plus-generator</artifactId>  
 <version>3.4.1</version>  
 </dependency>  
 <!--模板引擎-->  
 <dependency>  
 <groupId>org.freemarker</groupId>  
 <artifactId>freemarker</artifactId>  
 </dependency>

### ②生成

修改相应配置后执行以下代码即可

public class GeneratorTest {  
 @Test  
 public void generate() {  
 AutoGenerator generator = new AutoGenerator();  
  
 // 全局配置  
 GlobalConfig config = new GlobalConfig();  
 String projectPath = System.getProperty("user.dir");  
 // 设置输出到的目录  
 config.setOutputDir(projectPath + "/src/main/java");  
 config.setAuthor("sangeng");  
 // 生成结束后是否打开文件夹  
 config.setOpen(false);  
  
 // 全局配置添加到 generator 上  
 generator.setGlobalConfig(config);  
  
 // 数据源配置  
 DataSourceConfig dataSourceConfig = new DataSourceConfig();  
 dataSourceConfig.setUrl("jdbc:mysql://localhost:3306/mp\_db?characterEncoding=utf-8&serverTimezone=UTC");  
 dataSourceConfig.setDriverName("com.mysql.cj.jdbc.Driver");  
 dataSourceConfig.setUsername("root");  
 dataSourceConfig.setPassword("root");  
  
 // 数据源配置添加到 generator  
 generator.setDataSource(dataSourceConfig);  
  
 // 包配置, 生成的代码放在哪个包下  
 PackageConfig packageConfig = new PackageConfig();  
 packageConfig.setParent("com.sangeng.mp.generator");  
  
 // 包配置添加到 generator  
 generator.setPackageInfo(packageConfig);  
  
 // 策略配置  
 StrategyConfig strategyConfig = new StrategyConfig();  
 // 下划线驼峰命名转换  
 strategyConfig.setNaming(NamingStrategy.underline\_to\_camel);  
 strategyConfig.setColumnNaming(NamingStrategy.underline\_to\_camel);  
 // 开启lombok  
 strategyConfig.setEntityLombokModel(true);  
 // 开启RestController  
 strategyConfig.setRestControllerStyle(true);  
 generator.setStrategy(strategyConfig);  
 generator.setTemplateEngine(new FreemarkerTemplateEngine());  
  
 // 开始生成  
 generator.execute();  
 }  
}