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摘 要

本次试验的主要目的是利用本学期课堂上所学的关于Web网络编程相关知识，在实践中运用。实现一个完整的网络云盘程序，包含完整的服务器端编程以及相应的客户端编程。

程序将包含一个常见网络云盘所应具备的所有基本功能，包含上传文件、下载文件等。同时对用户设置优先级，实现更细粒度的权限管理。并且，为了给予用户更好的体验，我实现了更加细节的功能，包括删除文件、重命名文件、暂停上传/下载任务、继续上传/下载任务等、取消上传/下载任务等。允许用户将暂停任务并在之后继续任务极大的扩展了该软件的适用范围，使之可以应用于较大的文件，允许通过断点续传的方式将一个较大的文件分块上传。

实现方面，我利用由Google开发的开源工具Protobuf。Protobuf是一款跨平台、跨语言、可扩展的，数据结构序列化工具。我定义了本软件的服务器端与客户端信息交互的协议，本质上这是一个我自己定义的应用层网络协议。随后，我通过Protobuf将之简洁快速的序列化，并用TCP协议在服务器端与客户端间传递信息。在服务器端，有一个线程作为守护线程不断地运行我自己设计的调度器算法，等待客户端发来请求信息并作出相应反馈。

**关键词：**C++；网络云盘；服务器端编程；客户端编程；Socket编程；Protobuf；网络应用层协议
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**1 实验目的和意义**

**1.1** **实验目的**

本次试验的主要目的是利用本学期课堂上所学的关于Web网络编程相关知识，在实践中运用Socket编程。实现一个完整的网络云盘程序，包含完整的服务器端程序以及相应的客户端程序。

**1.2** **实验意义**

学生通过亲自设计专属的应用层网络协议，深入理解了网络分层结构的服务模型。同时通过切实的Socket编程联系，深入的掌握了TCP/UDP的常见特性以及常见使用方式。与此同时，通过服务器端的调度器算法以及数据库的相关代码，学生较好的讲所学网络方向知识与操作系统、数据框方向相关知识有机的结合在了一起，并通过编写代码极大地加深了理解。Protobuf的使用则使学生与世界领先的开源社区产生了联系，了解到了State-of-the-art、cutting-edges的现状。

**2 需求分析**

**2.1** 上传文件

用户可以通过客户端程序将本地文件上传、存储到云端服务器。

**2.2** 下载文件

用户可以通过客户端程序预览到已经保存在服务器端的所有文件，并选择相应文件，将其从云端服务器下载到本地。

**2.3** 暂停上传/下载任务

当一个上传/下载任务被创建之后，用户可以选择暂停该任务并安全的退出程序。

**2.4** 暂停上传/下载任务

当一个上传/下载任务被暂停之后，用户可以选择重启该任务，继续上传/下载的过程。

**2.5** 取消上传/下载任务

当一个上传/下载任务被创建之后，在该任务完成之前，用户可以选择取消该任务，永久性的终止该上传/下载的过程，并清除一切产生的中间文件。

**2.6** 删除文件

用户可以通过客户端程序预览到已经保存在服务器端的所有文件，并选择删除其中的部分文件。

**2.7** 重命名文件

用户可以通过客户端程序预览到已经保存在服务器端的所有文件，并选择修改其中部分文件的名字。修改文件存储路径也被看做是重命名文件的一种特例情况。

**2.8** 创建文件夹

用户可以通过客户端程序预览到已经保存在服务器端的所有文件，并可以选择在适当位置创建新的文件夹。

**2.8** 权限控制

我将上传与下载的权限分离，允许用户只拥有上传文件的权限，允许用户只拥有下载文件的权限，允许用户拥有上传/下载的完整权限。

**2.8** 客户端IP限制

更加细致的安全控制是可行的，服务器端可以检查客户端的IP地址，可以通过适当配置，只允许部分合法IP地址访问（白名单机制），或者禁止部分非法IP地址访问（黑名单机制）。

**3 客户端设计**

**3.1** 概述

在这一章节，我利用由上述算法得到的匹配点进行图像的映射，最终将两张图片映射到统一参考系中，实现图像的拼接。

**4 服务器端设计**

**4.1** 概述

为了给用户更加流畅的使用体验，我提供了在界面中修剪所选取的图片的功能。用户可以在程序界面中自由的对所选图片进行剪裁、缩放和保存三种操作

**5 应用层协议设计**

**5.1** 概述

在这一章节，展示了一组由我的程序所完成的无缝拼接效果。
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