使用socket.io 实现群聊天室

本篇向大家分享一个socket.io的使用实例，实现群聊天的功能。如果想使用socket.io那么必须借助于nodejs来实现服务端，因此我们需要在nodejs中安装socket.io

第一步、安装socket.io

那如何在nodejs下安装socket.io呢，对于刚开始学习nodejs的人来说可能会碰到一些问题。完成一个nodejs的项目需要两部分，一是nodejs工具的安装目录也就是相当于PHP的解析器，还有一个就是nodejs代码部分。而socket.io可以说是nodejs的一个工具包，如果我们学过PHP的话，那如果我们需要使用PHP中的扩展工具的话，都需要再重新编译PHP解析器。但是对于nodejs来说，它的第三方工具都要在nodejs代码部分安装。我们可以用下图来对比
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那么接下来介绍一下我们的目录结构

首先是我们的nodejs环境在根目录下面

/nodejs

然后是我们的项目所在目录

/www/nodejs

接下来我们进入项目所在目录

# cd /www/nodejs

然后使用 /nodejs/bin 下面的npm 命令来安装socket.io 到项目目录下面

nodejs]# /nodejs/bin/npm install socket.io

安装完成以后，我们可以在项目目录下面新建js文件，名称为socketserver.js

socketserver.js

**var *http*** = require('http').createServer(*handle*);  
**var *io*** = require('socket.io')(***http***);  
**var *url*** = require('url');  
**var *files*** = require('fs');  
***http***.listen(9999,"192.168.144.128");//监听9999端口  
**function** *handle*(req,res){  
 ***files***.readFile(\_\_dirname + '/index.html',  
 **function** (err, data) {  
 **if** (err) {  
 res.writeHead(500);  
 **return** res.end('Error loading index.html');  
 }  
 res.writeHead(200);  
 res.end(data);  
 });  
  
}  
**var *onlineUsers*** = {};  
//当前在线人数  
**var** ***onlineCount*** = 0;  
*/\*\*  
 \* 用户连接  
 \*/****io***.on('connection',**function**(socket){  
 */\*\*  
 \* 监听新用户加入  
 \*/* socket.on('login',**function**(obj){  
 ***io***.emit('login',{**username**:obj.**username**});

***onlineCount++***  
 });  
 */\*\*  
 \* 发布消息  
 \*/* socket.on('message',**function**(obj){  
 ***io***.emit('message',{**username**:obj.**username**,**userid**:obj.**userid**,**message**:obj.**message**});  
 });  
 */\*\*  
 \* 上传文件  
 \*/* socket.on('upfile',**function**(obj){  
  
 **var** dir = \_\_dirname.substr(0,\_\_dirname.lastIndexOf('module'));  
 **var** file = dir+"data/Upload/"+obj.**filename**;  
 ***files***.open(file,'w',**function**(err,fd){  
 **if**(!err){  
 **var** option ={  
 **flags**: 'w',  
 **encoding**: **null**,  
 **fd**: fd,  
 **mode**: 0666  
 };  
 **var** ws = ***files***.createWriteStream(file,option);  
 ws.write(obj.**message**);  
 ***io***.emit('upfile',{**username**:obj.**username**,**userid**:obj.**userid**,**message**:"/data/Upload/"+obj.**filename**});  
 }  
 });**console**.log(dir);  
 });  
});

上面是服务端代码

接下来完成客户端的代码

chatclient.js

**var CHAT =** {  
 **username**:**null**,  
 **userid**: **null**,  
 **message**:**null**,

}

**var socket** = ***io***.connect('ws://192.168.144.128:9999');  
**socket**.on('login',**function**(obj){  
 **var** con = ***$***('#chat\_show .show\_message').html()+"<br />"+obj.**username**+'---joined';  
 ***$***('#chat\_show .show\_message').html(con);  
 });  
**socket**.on('message',**function**(obj){  
 **var** info = '';  
 **if**(CHAT.**userid** == obj.**userid**){  
 info = "<span style='display:block;width:100%;text-align:right;'>"+obj.**username**+': '+obj.**message**+"</span>";  
 }**else**{  
 info = "<span style='display:block;width:100%;text-align:left;'>"+obj.**username**+': '+obj.**message**+"</span>";  
 }  
 **var** con = ***$***('#chat\_show .show\_message').html()+info;  
 ***$***('#chat\_show .show\_message').html(con);  
 });  
**socket**.on('upfile',**function**(obj){  
 **var** info = '';  
 **if**(CHAT.**userid** == obj.**userid**){  
 info = "<span style='display:block;width:100%;text-align:right;'>"+obj.**username**+":<img src='"+obj.**message**+"' width='100' height='100' /></span>";  
 }**else**{  
 info = "<span style='display:block;width:100%;text-align:left;'>"+obj.**username**+": <img src='"+obj.**message**+"' width='100' height='100' /></span>";  
 }  
 **var** con = ***$***('#chat\_show .show\_message').html()+info;  
 ***$***('#chat\_show .show\_message').html(con);  
});  
**socket**.emit('login',{**username**:**CHAT**.**username**});

以上是客户端的核心代码

综合以上的代码，有两个知识点需要注意。

一是 socket.on(“事件名称”,function(){处理代码})。不管是在服务端还是在客户端，这是在socket上开启一个方法，进行监听，一旦有数据向这个方法发送数据，就会调用后面的function()进行处理。

那如何向这个事件发送数据，那就需要用到 socket.emit(“事件名称”,数据)；来向对方发送数据，双方的事件名称是相互对应的。客户端的emit-事件名称对应服务端的 on-事件名称；服务端的emit-事件名称对应于客户端的on-事件名称。

如此我们就完成了群聊天的功能，当然上述代码是不完整的，不过核心的代码都在上面，缺少的就是页面了。大家可以根据上面的代码自行进行扩展，制作出更强大的网页聊天室。如果有什么问题请在下面留言讨论，大家共同提高