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程序引用说明

|  |  |  |  |
| --- | --- | --- | --- |
| 序号 | 引用项 | 来源 | 代码引用行数 |
| 1 | 构造函数 | 课本 | 14 |
|  |  |  |  |
|  |  |  |  |
|  |  |  |  |
|  |  |  |  |
|  |  |  |  |
|  |  |  |  |
| 小计 1 | | | 14 |

总代码行数 105 ； 引用占比 13.33%

1、实验简介

根据图的抽象数据类型的定义，使用邻接矩阵或邻接表实现一个图。

图的基本功能：

1、图的建立

2、图的销毁

3、深度优先遍历图

4、广度优先遍历图

5、其他：比如连通性判断等自定义操作

编写测试main()函数测试图的正确性

2、程序框架

【实验程序共包含哪些函数，一一列举函数名和函数功能】

MGraph(int ver, T v[], int arc, int a[][2]); //构造函数

void DFS(int v); //深度优先搜索

void BFS(int v); //广度优先搜索

bool IsConnected(int v1,int v2); //判断连通性

3、关键代码实现

【哪些函数是你认为最能体现自己工作成果的函数，说明函数实现基本思想（可用文字或图表示），以及具体的实验步骤（用伪代码或带注释代码）】

3.1 DFS(int v)

基本思想：

先遍历第一个节点并入栈

每次从栈顶获取一个节点并尝试前进

每前进一步都遍历所在节点

直到不能再前进，于是回退，再尝试前进

直到不能再回退，遍历完成

void MGraph<T>::DFS(int v)

{

    bool visted[MAXSIZE] = {0};

    stack<int> vistedNodes;

    int now;

    cout<<vertex[v]<<endl; //输出第一个节点

    vistedNodes.push(v); //第一个节点入栈

    visted[v] = true; //标记已访问第一个节点

    while (!vistedNodes.empty())

    {

        now = vistedNodes.top(); //从栈顶开始搜索

        for (int i = 0; i < vNum; i++)

            if (!visted[i] && arc[now][i]) //有可前进的节点，记录并输出

            {

                cout<<vertex[i]<<endl;

                vistedNodes.push(i);

                visted[i] = true;

                break;

            }

        if (now == vistedNodes.top()) //如果没有前进则回退

        {

            vistedNodes.pop();

        }

    }

}

3.2 BFS(int v)

基本思想：

起点元素先入队

每次出队一个元素并将相连接的元素全部入队

直到没有剩余元素在队列中

template<class T>

void MGraph<T>::BFS(int v)

{

    bool visted[MAXSIZE] = {0};

    queue<int> vistedNodes;

    int now;

    vistedNodes.push(v);

    visted[v] = true; //起点节点入队并标记

    while(!vistedNodes.empty()) //队列为空代表遍历完成

    {

        now = vistedNodes.front(); //队列首元素出队

        vistedNodes.pop();

        cout<<vertex[now]<<endl; //遍历队首元素

        for(int i=0;i<vNum;i++)

            if(!visted[i] && arc[now][i]) //将所有该节点未标记的联通节点都入队

            {

                vistedNodes.push(i);

                visted[i] = true;

            }

    }

}

4、不足

【实验程序哪些函数功能还有缺陷或不足，或者程序架构有不足，或者性能还有待提高、或者代码不和规范等等，所有你自己对程序不满意的地方】

无法遍历完全非连通图，只能遍历无向连通图，而且不能定义边的权重

5、心得体会

【所有你在实验中的感受和想和老师说的话都可以放在这里，篇幅不限】

图的实现用到多种数据结构，很有锻炼价值