![Griffith University - Mining Software - Resource Governance & Technical  Assurance - Enterprise SaaS](data:image/png;base64,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)

**3813ICT**

Phase 2 Documentation

Lora Varagic

S5134143

**GitHub Structure**

**Branches**

The repository features one branch named, main. It has been my main development branch during the development of the assignment.

**Folders/files**

cypress: Includes files related to end-to-end testing (e2e)

data/db: This folder is dedicated to database-related files, which help backend data handling.

src: This folder contains the main source code of the application, with components and services related to Angular development. This is where most of the front-end logic is located.

cert.pem & key.pem: SSL certificate and private key files for securing HTTPS connections.

server.js, server.ts: These files handle the server logic and Socket.IO integration

Commits and troubleshooting

Throughout the course of development there have been 59 commits made to the repository. Frequent commits helped me troubleshoot and revert changes when code breaking bugs arose. Had I not had this version control in place I wouldn’t have been able to successful complete the assignment. Commits were not made as frequently as I would have liked, however I often got caught up coding in long sessions that I had forgotten to update the GitHub.

**Data Structures Used**  
On the client-side, users, groups, and messages are represented as objects. Users are represented by an “id”, “email”, “password” and “role”, which are stored in both local storage during sessions and in MongoDB on the server.

Groups represent different chat channels, with each group containing an `id` and a `name`. Messages include a “groupId”, “sender”, “messageContent”,” timestamp”, and an “imageUrl”. These messages are transmitted via Socket.IO in real-time and are then stored using MongoDB. On the server-side, MongoDB is used for storage, storing users, groups, and messages.

**Client and Server Responsibilities**  
The client-side (Angular) is responsible for handling user interaction, sending and receiving chat messages, managing video calls, and updating the UI in real-time. It uses services to communicate with the back-end server through both HTTP requests and WebSockets. The server-side (Node.js and MongoDB) handles API routes, real-time communication, and persistent data storage. It processes incoming HTTP requests for fetching and deleting messages and manages real-time message broadcasting through Socket.IO. MongoDB is used to store messages, groups, and users. The server also ensures that any changes in data, such as message deletion or updates, are synchronized across all clients.

**Routes and API**  
The server uses API routes to allow communication between the client and the database. The “/messages/:groupId” route (GET) fetches all messages for a specific group, returning them as a JSON array. The “/messages/:messageId” route (DELETE) is used to delete a specific message, by its unique message ID. WebSocket-based events handle real-time communication. The “message” event handles the sending and receiving of messages in real-time, while “userJoined” and “userLeft” events broadcast changes in user presence within a group. These routes ensure that the client can interact with the database effectively and keep the chat application synchronized in real-time.

**Angular Architecture**  
The Angular application is structured into components and services. The main chat interface is managed by the “Group2PageComponent”, which is responsible for rendering messages, sending chat data, and managing video calls. This component interacts with the “SocketService” to communicate with the server for real-time message updates. The “PeerService” manages video calls, and the “ImgUploadService” is responsible for handling image uploads. The application's routes ensure proper navigation between different group chat pages and facilitate role-based access for users.

**Client-Server Interaction**  
The interaction between the client and server occurs through both WebSocket communication and REST API calls. When a message is sent, the “SocketService” sends out the message to the server using Socket.IO. The server listens for the “message” event, stores the message in MongoDB, and broadcasts it back to all connected users. This makes sure that messages are displayed in real-time. Also, when a message is deleted, a HTTP DELETE request is sent to the server, which removes the message from MongoDB, which then updates the client-side UI by removing the message from chat.

**Testing**

Testing can be carried out by running npx cypress run in the root of the app, e.g chat-system