1. **Python编程实现：单例模式**

单例模式  
 1.定义：单例模式（Singleton Pattern）是一种常用的软件设计模式，该模式的主要目的是确保某一个类只有一个实例存在。当你希望在整个系统中，某个类只能出现一个实例时，单例对象就能派上用场。  
 举例：比如，某个服务器程序的配置信息存放在一个文件中，客户端通过一个 AppConfig 的类来读取配置文件的信息。如果在程序运行期间，有很多地方都需要使用配置文件的内容，也就是说，很多地方都需要创建 AppConfig 对象的实例，这就导致系统中存在多个 AppConfig 的实例对象，而这样会严重浪费内存资源，尤其是在配置文件内容很多的情况下。事实上，类似 AppConfig 这样的类，我们希望在程序运行期间只存在一个实例对象。  
 我们先看看单例模式问题从何而来：  
class A(object):  
 def \_\_init\_\_(self):  
 pass  
 def foo(self):  
 pass  
  
a = A()  
print(id(a))  
b = A()  
print(id(b))  
 运行结果如下：  
 anwc@anwc:~/文档/课程资料$ python3 23+1种设计模式——Python实现.py  
 140534096496512  
 140534096497128  
 很明显，通过打印实例的id可以发现，A类默认被创建了两个实例a和b  
 那么，如何让类只去实例化一个对象，而后再创建的实例是返回上一次的对象的引用呢？  
 2.单例模式实现方式——使用模块  
 其实，Python 的模块就是天然的单例模式，因为模块在第一次导入时，会生成 .pyc 文件，当第二次导入时，就会直接加载 .pyc 文件，而不会再次执行模块代码。因此，我们只需把相关的函数和数据定义在一个模块中，就可以获得一个单例对象了。如果我们真的想要一个单例类，可以考虑这样做：   
创建一个单例模块mysingleton.py  
  
mysingleton.py  
class Singleton(object):  
 def \_\_init\_\_(self):  
 self.name = **'小安安'** def foo(self):  
 print(**'我是：%s'**%self.name)  
singleton = Singleton()  
  
  
from mysingleton import singleton  
singleton.foo()  
  
 3.单例模式实现方式——使用装饰器  
  
def singleton(cls,\*args,\*\*kwargs):  
 '''  
 使用装饰器的原理：  
 1.先创建外层函数，需要传入一个参数，此参数为类(对象)  
 2.创建一个空字典，用来保存单例  
 3.创建一个内层函数，用来获得单例  
 4.内层函数中进行判断：如果当前字典不存在单例，就创建单例，如果存在，直接返回该单例的引用  
 5.外层函数返回内层函数  
  
 '''  
 instances = {}  
 print(**'装饰器函数被调用！'**)  
 def get\_singleton(\*args,\*\*kwargs):  
 if cls not in instances:  
 instances[cls] = cls(\*args,\*\*kwargs)  
 print(**'装饰器内层函数也被调用！'**)  
 print(instances)  
 return instances[cls]  
 return get\_singleton  
  
@singleton  
#此处，相当于：Student = singleton(Student)  
class Student(object):  
 '''  
 创建单例的原理：  
 1.先由类实例化对象：xiaoanan = Student(30,'小安安')并传参，此时，因为前面已添加装饰器@singleton，Student此时相当于绑定到了get\_singleton函数，这句实例化对象的语句其实就是如下格式：xiaoanan = get\_singleton(30,'小安安'),而实例化对象时，这句话相当于调用了装饰器的内部函数get\_singleton，因为是第一次创建对象xiaoanan ,当前字典中并没有单例xiaoanan,所以内层函数get\_singleton中会执行if语句真值表达式为True时的语句，即：instances[cls] = cls(\*args,\*\*kwargs)，而这里的cls接收到的参数是Student，所以此句代码相当于：instances[Student] = Student(30,'小安安'),即给字典键名为Student的键添加一个值，这个值是Student类实例化的对象  
 2.当又一次实例化对象xiaochaochao时，因为仍然还是通过Student类实例化该对象，而之前的单例已经存在于字典中了，所以不会再创建第二个单例，只会直接返回已有的单例并绑定当前的引用，进而真正实现了单例模式！  
   
 '''  
 def \_\_init\_\_(self,age,name):  
 self.age = age  
 self.name = name  
 print(**'\_\_init\_\_()方法被调用了'**)  
xiaoan = Student(30,**'小安安'**)  
xiaochaochao = Student(18,**'小超超'**)  
print(id(xiaoan))  
print(id(xiaochaochao))  
  
 最终执行结果：  
 anwc@anwc:~/文档/课程资料$ python3 23+1种设计模式——Python实现.py  
 装饰器函数被调用！  
 \_\_init\_\_()方法被调用了  
 装饰器内层函数也被调用！  
 {<class **'\_\_main\_\_.Student'**>: <\_\_main\_\_.Student object at 0x7fe08913f748>}  
 装饰器内层函数也被调用！  
 {<class **'\_\_main\_\_.Student'**>: <\_\_main\_\_.Student object at 0x7fe08913f748>}  
 140602349188936  
 140602349188936  
  
 此方式即实现了单例模式。  
  
  
  
 4.单例模式实现方式——使用类  
import threading  
import time  
  
class Singleton(object):  
 def \_\_init\_\_(self):  
 # time.sleep(1)  
 pass  
  
 @classmethod  
 def instance(cls,\*args,\*\*kwargs):  
 if not hasattr(Singleton,**'\_instance'**):  
 Singleton.\_instance = Singleton(\*args,\*\*kwargs)  
 return Singleton.\_instance  
def test(args):  
 a = Singleton.instance()  
 print(id(a))  
# b = Singleton.instance()  
  
  
for i in range(10):  
 t = threading.Thread(target=test,args=[i,])  
 t.start()  
  
 程序暂时先写成这样，我们先运行一下，看看结果：  
 anwc@anwc:~/文档/课程资料$ python3 23+1种设计模式——Python实现.py  
 140291643101480  
 140291643101480  
 140291643101480  
 140291643101480  
 140291643101480  
 140291643101480  
 140291643101480  
 140291643101480  
 140291643101480  
 140291643101480  
 看上去，没毛病，恩，实现了单例，但其实！有毛病！此时看上去没问题是因为执行速度过快，如果我们让\_\_init\_\_方法存在一些IO操作，就会发现问题。  
 下面，我们用睡眠代替可能的IO操作看看会出现什么效果  
  
import threading  
import time  
  
class Singleton(object):  
 def \_\_init\_\_(self):  
 time.sleep(1)  
  
 @classmethod  
 def instance(cls,\*args,\*\*kwargs):  
 if not hasattr(Singleton,**'\_instance'**):  
 Singleton.\_instance = Singleton(\*args,\*\*kwargs)  
 return Singleton.\_instance  
def test(args):  
 a = Singleton.instance()  
 print(id(a))  
# b = Singleton.instance()  
  
  
for i in range(10):  
 t = threading.Thread(target=test,args=[i,])  
 t.start()  
  
 此时，我们再看看程序运行的结果：  
 anwc@anwc:~/文档/课程资料$ python3 23+1种设计模式——Python实现.py  
 140107826004320  
 140107826107280  
 140107825398672  
 140107825883008  
 140107825392944  
 140107825882896  
 140107825398952  
 140107826107504  
 140107825835816  
 140107825881496  
  
 问题出现了！按照以上方式创建的单例，不支持多线程！  
 ok，如果非得采用这种方式来创建单例，解决办法是：加锁！  
 未加锁部分并发执行,加锁部分串行执行,速度降低,但是保证了数据安全  
 再看如下代码：  
  
import threading  
import time  
  
class Singleton(object):  
 \_instance\_lock = threading.Lock()  
 def \_\_init\_\_(self):  
 time.sleep(1)  
  
 @classmethod  
 def instance(cls,\*args,\*\*kwargs):  
 with Singleton.\_instance\_lock:  
 if not hasattr(Singleton,**'\_instance'**):  
 Singleton.\_instance = Singleton(\*args,\*\*kwargs)  
 return Singleton.\_instance  
def test(args):  
 a = Singleton.instance()  
 print(id(a))  
# b = Singleton.instance()  
  
  
for i in range(10):  
 t = threading.Thread(target=test,args=[i,])  
 t.start()  
  
time.sleep(5)  
a = Singleton.instance()  
print(id(a))  
  
  
 此时，我们再看看程序运行的结果：  
 anwc@anwc:~/文档/课程资料$ python3 23+1种设计模式——Python实现.py  
 140142050939176  
 140142050939176  
 140142050939176  
 140142050939176  
 140142050939176  
 140142050939176  
 140142050939176  
 140142050939176  
 140142050939176  
 140142050939176  
  
 到此，其实大致解决了我们的需求了，但是还是有一些小问题，就是当程序执行时，执行了time.sleep(20)后，下面实例化对象时，此时已经是单例模式了，但我们还是加了锁，这样不太好，再进行一些优化，把intance方法，改成下面的这样就行：  
  
  
import threading  
import time  
  
class Singleton(object):  
 \_instance\_lock = threading.Lock()  
 def \_\_init\_\_(self):  
 time.sleep(1)  
  
 @classmethod  
 def instance(cls,\*args,\*\*kwargs):  
 if not hasattr(Singleton,**'\_instance'**):  
 with Singleton.\_instance\_lock:  
 if not hasattr(Singleton,**'\_instance'**):  
 Singleton.\_instance = Singleton(\*args,\*\*kwargs)  
 return Singleton.\_instance  
def test(args):  
 a = Singleton.instance()  
 print(id(a))  
# b = Singleton.instance()  
  
  
for i in range(10):  
 t = threading.Thread(target=test,args=[i,])  
 t.start()  
  
time.sleep(5)  
a = Singleton.instance()  
print(id(a))  
  
 至此，支持多线程的单例实现结束，但这种方式还有弊端，不过不痛不痒了，很好发现：这种方式实现的单例，使用时会有限制，以后实例化对象必须通过调用类方法实现，即：  
 a = Singleton.instance()  
 而原本单单通过累的实例化，得到的就不是单例了。  
  
 5.单例模式实现方式——基于\_\_new\_\_方法实现  
 接上面的例子，已知，对于多线程情况下的单例，为了保证线程安全我们在内部加入了锁。  
 同时，再引入一个知识点。当我们实例化对象的时候，是先执行了\_\_new\_\_方法(如果不写，会默认调用Object.\_\_new\_\_,因为现版本中都是新式类，新式类默认继承自object)实例化对象，再调用\_\_init\_\_方法初始化实例化对象。基于以上，我们可以使用\_\_new\_\_方法实现单例模式  
import threading  
import time  
  
class Singleton(object):  
 \_instance\_lock = threading.Lock()  
 def \_\_init\_\_(self):  
 time.sleep(1)  
 def \_\_new\_\_(cls,\*args,\*\*kwargs):  
 if not hasattr(Singleton,**'\_instance'**):  
 with Singleton.\_instance\_lock:  
 if not hasattr(Singleton,**'\_instance'**):  
 Singleton.\_instance = object.\_\_new\_\_(cls)  
 return Singleton.\_instance  
  
# o1 = Singleton()  
# o2 = Singleton()  
# print(o1)  
# print(o2)  
  
def test(args):  
 o = Singleton()  
 print(id(o))  
  
for i in range(10):  
 t = threading.Thread(target=test,args=[i,])  
 t.start()  
  
 6.单例模式实现方式——基于metaclass实现  
 1.知识点补充  
 1.Python中的类也是一个对象  
 2.类是由元类来创建的  
 3.type是众多类的元类  
 4.类由type创建。创建类时，type的\_\_init\_\_()方法自动执行；类()，即由类实例化对象时，执行type的\_\_call\_\_()方法(其中包含\_\_new\_\_()和\_\_init\_\_()方法)  
 5.对象由类创建。创建对象时，类的\_\_init\_\_()方法自动调用，对象()时执行类的\_\_call\_\_()方法  
import threading  
  
class SingletonType(type):  
 \_instance\_lock = threading.Lock()  
 def \_\_call\_\_(cls, \*args, \*\*kwargs):  
 if not hasattr(cls, **"\_instance"**):  
 with SingletonType.\_instance\_lock:  
 if not hasattr(cls, **"\_instance"**):  
 cls.\_instance = super(SingletonType,cls).\_\_call\_\_(\*args, \*\*kwargs)  
 return cls.\_instance  
  
class Foo(metaclass=SingletonType):  
 def \_\_init\_\_(self,name):  
 self.name = name  
  
  
obj1 = Foo(**'name'**)  
obj2 = Foo(**'name'**)  
print(obj1,obj2)

1. **Python编程实现：简单工厂模式**

简单工厂模式实现：  
import abc  
class Leifeng:  
 '''定义雷锋抽象类，后续会有学生类和志愿者类继承该抽象类'''  
 # \_\_metaclass\_\_ = abc.ABCMeta  
 @abc.abstractmethod  
 def \_\_init\_\_(self):  
 pass  
 @abc.abstractmethod  
 def but\_rice(self):  
 pass  
 @abc.abstractmethod  
 def sweep(self):  
 pass  
  
class Student(Leifeng):  
 '''学生类，继承雷锋抽象类，重写两个抽象方法'''  
 def buy\_rice(self):  
 print(**'大学生帮你买大米'**)  
 def sweep(self):  
 print(**'大学生帮你扫地'**)  
  
class Volunteer(Leifeng):  
 '''志愿者类，继承雷锋类，重写两个抽象方法'''  
 def buy\_rice(self):  
 print(**'志愿者帮你买大米'**)  
 def sweep(self):  
 print(**'志愿者帮你扫地'**)  
  
class LeifengFactory:  
 '''创建雷锋工厂类，根据传入的参数类型返回相应对象'''  
 def create\_leifeng(self,type):  
 map\_ = {  
 **'大学生'**:Student(),  
 **'志愿者'**:Volunteer()  
 }  
 return map\_[type]  
  
if \_\_name\_\_ == **'\_\_main\_\_'**:  
 student1 = LeifengFactory().create\_leifeng(**'大学生'**)  
 # student2 = LeifengFactory().create\_leifeng('大学生')  
 vol1 = LeifengFactory().create\_leifeng(**'志愿者'**)  
 # vol2 = LeifengFactory().create\_leifeng('志愿者')  
 student1.buy\_rice()  
 student1.sweep()  
 vol1.buy\_rice()  
 vol1.sweep()

1. **Python编程实现：工厂方法模式**

工厂方法模式实现：  
import abc  
class Leifeng(object):  
 '''定义一个雷锋基类，后续大学生类和志愿者类都要继承该类'''  
 \_\_metaclass\_\_ = abc.ABCMeta  
 @abc.abstractmethod  
 def but\_rice(self):  
 pass  
 @abc.abstractmethod  
 def sweep(self):  
 pass  
  
class Student(Leifeng):  
 '''学生类，继承雷锋类，重写两个成员方法'''  
 def buy\_rice(self):  
 print(**'大学生帮你买大米'**)  
 def sweep(self):  
 print(**'大学生帮你扫地'**)  
  
class Volunteer(Leifeng):  
 '''志愿者类，继承雷锋类，重写两个成员方法'''  
 def buy\_rice(self):  
 print(**'志愿者帮你买大米'**)  
 def sweep(self):  
 print(**'志愿者帮你扫地'**)  
#以上为工厂类  
#以下为客户端(工厂方法类)  
class LeifengFactory:  
 '''定义雷锋工厂类，定义一个雷锋工厂方法'''  
 @abc.abstractmethod  
 def create\_leifeng(self):  
 pass  
  
class StudentFactory(LeifengFactory):  
 '''定义学生工厂类，继承雷锋工厂并重写雷锋工厂方法'''  
 def create\_leifeng(self):  
 return Student()  
  
class VolunteerFactory(LeifengFactory):  
 '''定义志愿者工厂类，继承雷锋工厂并重写雷锋工厂方法'''  
 def create\_leifeng(self):  
 return Volunteer()  
  
if \_\_name\_\_ == **'\_\_main\_\_'**:  
 studentFactory = StudentFactory()#创建学生工厂对象  
 student = studentFactory.create\_leifeng()#通过学生工厂创建学生对象  
 student.buy\_rice()  
 student.sweep()  
  
 volunteerFactory = VolunteerFactory()#创建志愿者工厂对象  
 vol = volunteerFactory.create\_leifeng()#通过志愿者工厂创建志愿者对象  
 vol.buy\_rice()  
 vol.sweep()

1. **Python编程实现：抽象工厂模式**

import sys  
  
class User(object):  
 '''定义抽象user类，并定义抽象获取user数据方法，抽象插入user数据方法'''  
 def get\_user(self):  
 pass  
  
 def insert\_user(self):  
 pass  
  
class Department(object):  
 '''定义抽象department类，并定义抽象获取department数据方法，抽象插入department数据方法'''  
 def get\_department(self):  
 pass  
  
 def insert\_department(self):  
 pass  
#以上为抽象类  
#以下为具体操作数据库类  
class MysqlUser(User):  
 '''定义操作具体user数据库的类，继承抽象user类，采用mysql数据库实现'''  
 def get\_user(self):  
 print(**'Mysqluser get user'**)  
 def insert\_user(self):  
 print(**'Mysqluser insert user'**)  
  
class MysqlDepartment(Department):  
 '''定义操作具体department数据库的类，继承抽象department类，采用mysql数据库实现'''  
 def get\_department(self):  
 print(**'Mysqldepartment get department'**)  
 def insert\_department(self):  
 print(**'Mysqldepartment insert department'**)  
  
class OracleUser(User):  
 '''定义操作具体user数据库的类，继承抽象user类，采用Oracle数据库实现'''  
 def get\_user(self):  
 print(**'Oracleuser get user'**)  
 def insert\_user(self):  
 print(**'Oracleuser insert user'**)  
  
class OracleDepartment(Department):  
 '''定义操作具体department数据库的类，继承抽象department类，采用Oracle数据库实现'''  
 def get\_department(self):  
 print(**'Oracledepartment get department'**)  
 def insert\_department(self):  
 print(**'Oracledepartment insert department'**)  
  
#以下为抽象工厂类  
class AbstractFactory:  
 '''定义抽象工厂类及抽象方法，后续mysql工厂类级oracle工厂类会继承该类'''  
 def create\_user(self):  
 pass  
  
 def create\_department(self):  
 pass  
  
class MysqlFactory(AbstractFactory):  
 '''定义mysql工厂类，继承抽象工厂类'''  
 def create\_user(self):  
 return MysqlUser()  
  
 def create\_department(self):  
 return MysqlDepartment()  
  
  
class OracleFactory(AbstractFactory):  
 '''定义Oracle工厂类，继承抽象工厂类'''  
 def create\_user(self):  
 return OracleUser()  
  
 def create\_department(self):  
 return OracleDepartment()  
  
if \_\_name\_\_ == **'\_\_main\_\_'**:  
 db = input(**'请输入数据库类型：'**)  
 myfactory = **''** if db == **'mysql'**:  
 myfactory = MysqlFactory()  
 elif db == **'oracle'**:  
 myfactory = OracleFactory()  
 else:  
 print(**'不支持的数据库类型'**)  
 sys.exit()  
  
 user = myfactory.create\_user()  
 department = myfactory.create\_department()  
 user.insert\_user()  
 user.get\_user()  
 department.insert\_department()  
 department.get\_department()

1. **Python编程实现：建造者模式**

class Builder(object):  
 '''定义建造者抽象类，定义抽象方法用于子类继承'''  
 def create\_footer(self):  
 pass  
  
 def create\_body(self):  
 pass  
  
 def create\_header(self):  
 pass  
  
class Thin(Builder):  
 '''定义瘦子类，继承抽象方法并重写'''  
 def create\_footer(self):  
 print(**'瘦子的脚创建了'**)  
  
 def create\_body(self):  
 print(**'瘦子的身体创建了'**)  
  
 def create\_header(self):  
 print(**'瘦子的头创建了'**)  
  
class Fat(Builder):  
 '''定义胖子类，继承抽象方法并重写'''  
 def create\_footer(self):  
 print(**'胖子的脚创建了'**)  
  
 def create\_body(self):  
 print(**'胖子的身体创建了'**)  
  
 def create\_header(self):  
 print(**'胖子的头创建了'**)  
  
class Director(object):  
 '''定义指挥者类，根据传入参数决定调用哪个子类的方法'''  
 def \_\_init\_\_(self,person):  
 self.person = person  
 def create\_person(self):  
 self.person.create\_footer()  
 self.person.create\_body()  
 self.person.create\_header()  
  
if \_\_name\_\_ == **'\_\_main\_\_'**:  
 thin = Thin()  
 fat = Fat()  
 direct\_thin = Director(thin)  
 direct\_fat = Director(fat)  
 direct\_thin.create\_person()  
 direct\_fat.create\_person()

1. **Python编程实现：原型模式**

from copy import copy,deepcopy  
class Prototype(object):  
 '''创建原型抽象类，用于子类继承'''  
 def clone(self):  
 pass  
  
 def deep\_clone(self):  
 pass  
  
class WorkExp(object):  
 '''创建工作经验类，定义添加工作经验方法'''  
 def \_\_init\_\_(self):  
 self.timearea = **''** self.company = **''** def set\_workexp(self,timearea,company):  
 self.timearea = timearea  
 self.company = company  
  
class Resume(Prototype):  
 '''创建简历类，继承原型抽象类，重写抽象方法的同时添加部分属性'''  
 def \_\_init\_\_(self,name):  
 self.name = name  
 self.workexp = WorkExp()  
  
 def set\_personinfo(self,sex,age):  
 self.sex = sex  
 self.age = age  
  
 def set\_workexp(self,timearea,company):  
 self.workexp.set\_workexp(timearea,company)  
  
 def display(self):  
 print(self.name)  
 print(self.sex,self.age)  
 print(**'工作经历：%s,%s'**%(self.workexp.timearea,self.workexp.company))  
  
 def clone(self):  
 return copy(self)  
  
 def deep\_clone(self):  
 return deepcopy(self)  
  
if \_\_name\_\_ == **'\_\_main\_\_'**:  
 obj1 = Resume(**'安伟超'**)  
 obj2 = obj1.clone()  
 obj3 = obj1.deep\_clone()  
  
 obj1.set\_personinfo(**'男'**,30)  
 obj1.set\_workexp(**'2016-2018'**,**'达内时代科技集团天津天大中心'**)  
  
 obj2.set\_personinfo(**'男'**,32)  
 obj2.set\_workexp(**'2018-2020'**,**'达内时代科技集团天津学府中心'**)  
  
 obj3.set\_personinfo(**'男'**,34)  
 obj3.set\_workexp(**'2020-2022'**,**'达内时代科技集团天津长虹中心'**)  
  
 obj1.display()  
 obj2.display()  
 obj3.display()

1. **Python编程实现：责任链模式**

class Manager():  
 """经理类"""  
 successor = None  
 name = **''** def \_\_init\_\_(self, name):  
 self.name = name  
 def setSuccessor(self, successor):  
 # 设置上级  
 self.successor = successor  
 def handleRequest(self, request):  
 # 处理请求  
 pass  
  
class LineManager(Manager):  
 '''直属经理'''  
 def handleRequest(self, request):  
 if request.requestType == **'DaysOff'** and request.number <= 3:  
 return **'%s:%s Num:%d Accepted OVER'** % (self.name, request.requestContent, request.number)  
 else:  
 return **'%s:%s Num:%d Accepted CONTINUE'** % (self.name, request.requestContent, request.number)  
 if self.successor != None:  
 self.successor.handleRequest(request)  
  
class DepartmentManager(Manager):  
 '''部门经理'''  
 def handleRequest(self, request):  
 if request.requestType == **'DaysOff'** and request.number <= 7:  
 return **'%s:%s Num:%d Accepted OVER'** % (self.name, request.requestContent, request.number)  
 else:  
 return **'%s:%s Num:%d Accepted CONTINUE'** % (self.name, request.requestContent, request.number)  
 if self.successor != None:  
 self.successor.handleRequest(request)  
  
class GeneralManager(Manager):  
 '''总经理'''  
 def handleRequest(self, request):  
 if request.requestType == **'DaysOff'**:  
 return **'%s:%s Num:%d Accepted OVER'** % (self.name, request.requestContent, request.number)  
  
class Request():  
 def \_\_init\_\_(self, requestType ,requestContent, number = 0):  
 self.requestType = requestType  
 self.requestContent = requestContent  
 self.number = number  
  
 def commit(self,generalManager):  
 ret = generalManager.handleRequest(self)  
 print(ret)  
 return ret  
  
  
if \_\_name\_\_ == **"\_\_main\_\_"**:  
 line\_manager = LineManager(**'LINE MANAGER'**)  
 department\_manager = DepartmentManager(**'DEPARTMENT MANAGER'**)  
 general\_manager = GeneralManager(**'GENERAL MANAGER'**)  
  
 line\_manager.setSuccessor(department\_manager)  
 department\_manager.setSuccessor(general\_manager)  
  
 request = Request(requestContent=**"'Ask 1 day off'"**, requestType=**'DaysOff'**, number=1)  
 request.commit(line\_manager)  
  
 request = Request(requestContent=**"'Ask 5 day off'"**, requestType=**'DaysOff'**, number=5)  
 request.commit(line\_manager)  
  
 request = Request(requestContent=**"'Ask 10 day off'"**, requestType=**'DaysOff'**, number=10)  
 request.commit(line\_manager)

1. **列举23+1种设计模式**

设计模式分类：  
 设计模式分为基本的三种类型：  
 1.创建模式，提供实例化的方法，为适合的状况提供相应的对象创建方法。  
 2.结构化模式，通常用来处理实体之间的关系，使得这些实体能够更好地协同工作。  
 3.行为模式，用于在不同的实体建进行通信，为实体之间的通信提供更容易，更灵活的通信方法。  
 具体包含以下分类：  
 创建型  
 1. Factory Method（工厂方法）  
 2. Abstract Factory（抽象工厂）  
 3. Builder（建造者）  
 4. Prototype（原型）  
 5. Singleton（单例）  
 结构型  
 6. Adapter Class/Object（适配器）  
 7. Bridge（桥接）  
 8. Composite（组合）  
 9. Decorator（装饰）  
 10. Facade（外观）  
 11. Flyweight（享元）  
 12. Proxy（代理）  
 行为型  
 13. Interpreter（解释器）  
 14. Template Method（模板方法）  
 15. Chain of Responsibility（责任链）  
 16. Command（命令）  
 17. Iterator（迭代器）  
 18. Mediator（中介者）  
 19. Memento（备忘录）  
 20. Observer（观察者）  
 21. State（状态）  
 22. Strategy（策略）  
 23. Visitor（访问者）

1. **为什么编程时需要使用到设计模式？**

设计模式是经过总结、优化的，对我们经常会碰到的一些编程问题的可重用解决方案。  
一个设计模式并不像一个类或一个库那样能够直接作用于我们的代码。反之，设计模式更为高级，它是一种必须在特定情形下实现的一种方法模板。  
 设计模式不会绑定具体的编程语言。一个好的设计模式应该能够用大部分编程语言实现(如果做不到全部的话，具体取决于语言特性)。最为重要的是，  
设计模式也是一把双刃剑，如果设计模式被用在不恰当的情形下将会造成灾难，进而带来无穷的麻烦。  
 然而如果设计模式在正确的时间被用在正确地地方，它将是你的救星。起初，你会认为“模式”就是为了解决一类特定问题而特别想出来的明智之举。  
 说的没错，看起来的确是通过很多人一起工作，从不同的角度看待问题进而形成的一个最通用、最灵活的解决方案。  
 也许这些问题你曾经见过或是曾经解决过，但是你的解决方案很可能没有模式这么完备。虽然被称为“设计模式”，但是它们同“设计“领域并非紧密联系。设计模式同传统意义上的分析、设计与实现不同，事实上设计模式将一个完整的理念根植于程序中，所以它可能出现在分析阶段或是更高层的设计阶段。很有趣的是因为设计模式的具体体现是程序代码，因此可能会让你认为它不会在具体实现阶段之前出现(事实上在进入具体实现阶段之前你都没有意识到正在使用具体的设计模式)。  
 可以通过程序设计的基本概念来理解模式：增加一个抽象层。抽象一个事物就是隔离任何具体细节，这么做的目的是为了将那些不变的核心部分从其他细节中分离出来。当你发现你程序中的某些部分经常因为某些原因改动，而你不想让这些改动的部分引发其他部分的改动，这时候你就需要思考那些不会变动的设计方法了。这么做不仅会使代码可维护性更高，  
而且会让代码更易于理解，从而降低开发成本。

1. **举一个实例，此实例采用单例模式，画出其类图。**

![微信截图_20190128143321](data:image/png;base64,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)

class Singleton(object):  
 ''''' A python style singleton '''  
  
 def \_\_new\_\_(cls, \*args, \*\*kw):  
 if not hasattr(cls, **'\_instance'**):  
 org = super(Singleton, cls)  
 cls.\_instance = org.\_\_new\_\_(cls, \*args, \*\*kw)  
 return cls.\_instance  
  
  
if \_\_name\_\_ == **'\_\_main\_\_'**:  
 class SingleSpam(Singleton):  
 def \_\_init\_\_(self, s):  
 self.s = s  
  
 def \_\_str\_\_(self):  
 return self.s  
  
  
 s1 = SingleSpam(**'spam'**)  
 print  
 id(s1), s1  
 s2 = SingleSpam(**'spa'**)  
 print  
 id(s2), s2  
 print  
 id(s1), s1

1. **举一个实例，此实例采用抽象工厂模式，画出其类图。**
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import sys  
  
class User(object):  
 '''定义抽象user类，并定义抽象获取user数据方法，抽象插入user数据方法'''  
 def get\_user(self):  
 pass  
  
 def insert\_user(self):  
 pass  
  
class Department(object):  
 '''定义抽象department类，并定义抽象获取department数据方法，抽象插入department数据方法'''  
 def get\_department(self):  
 pass  
  
 def insert\_department(self):  
 pass  
#以上为抽象类  
#以下为具体操作数据库类  
class MysqlUser(User):  
 '''定义操作具体user数据库的类，继承抽象user类，采用mysql数据库实现'''  
 def get\_user(self):  
 print(**'Mysqluser get user'**)  
 def insert\_user(self):  
 print(**'Mysqluser insert user'**)  
  
class MysqlDepartment(Department):  
 '''定义操作具体department数据库的类，继承抽象department类，采用mysql数据库实现'''  
 def get\_department(self):  
 print(**'Mysqldepartment get department'**)  
 def insert\_department(self):  
 print(**'Mysqldepartment insert department'**)  
  
class OracleUser(User):  
 '''定义操作具体user数据库的类，继承抽象user类，采用Oracle数据库实现'''  
 def get\_user(self):  
 print(**'Oracleuser get user'**)  
 def insert\_user(self):  
 print(**'Oracleuser insert user'**)  
  
class OracleDepartment(Department):  
 '''定义操作具体department数据库的类，继承抽象department类，采用Oracle数据库实现'''  
 def get\_department(self):  
 print(**'Oracledepartment get department'**)  
 def insert\_department(self):  
 print(**'Oracledepartment insert department'**)  
  
#以下为抽象工厂类  
class AbstractFactory:  
 '''定义抽象工厂类及抽象方法，后续mysql工厂类级oracle工厂类会继承该类'''  
 def create\_user(self):  
 pass  
  
 def create\_department(self):  
 pass  
  
class MysqlFactory(AbstractFactory):  
 '''定义mysql工厂类，继承抽象工厂类'''  
 def create\_user(self):  
 return MysqlUser()  
  
 def create\_department(self):  
 return MysqlDepartment()  
  
  
class OracleFactory(AbstractFactory):  
 '''定义Oracle工厂类，继承抽象工厂类'''  
 def create\_user(self):  
 return OracleUser()  
  
 def create\_department(self):  
 return OracleDepartment()  
  
if \_\_name\_\_ == **'\_\_main\_\_'**:  
 db = input(**'请输入数据库类型：'**)  
 myfactory = **''** if db == **'mysql'**:  
 myfactory = MysqlFactory()  
 elif db == **'oracle'**:  
 myfactory = OracleFactory()  
 else:  
 print(**'不支持的数据库类型'**)  
 sys.exit()  
  
 user = myfactory.create\_user()  
 department = myfactory.create\_department()  
 user.insert\_user()  
 user.get\_user()  
 department.insert\_department()  
 department.get\_department()