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# The Rationale on the selected data structure

The selected data structure comprises a map where each key represents the year of a date, and the corresponding value is an array of AVL trees holding the months of that year. Each AVL tree node holds the data for a specific date, including time and sensor measurements.

The chosen data structure of a map is used for organizing data by year, facilitating rapid retrieval based on the year with a constant time complexity of O(1). This approach ensures efficient access to data. Additionally, implementing AVL trees for each month in the array within a year guarantees balanced search, insertion, and deletion operations. AVL trees maintain logarithmic time complexity, ensuring efficient management of data within each month. Furthermore, the inherent sorted order of AVL trees enables organized storage of dates and time within each month. This ordered storage system simplifies data processing tasks, enhancing overall efficiency. Moreover, storing data within AVL tree nodes reduces memory overhead compared to alternative structures for each data point. This compact representation optimizes memory usage, particularly beneficial for managing large datasets efficiently.

The preference of using the AVL trees over binary search trees (BSTs) arises from their inherent property of self-balancing, ensuring consistent performance in search, insertion, and deletion operations. AVL trees maintain a balanced height, guaranteeing that the tree remains relatively balanced, which is the critical reason behind this choice. This self-balancing feature optimizes data management within each month of the dataset, preventing performance degradation and ensuring efficient memory utilization. Moreover, AVL trees maintain sorted order, facilitating ordered storage of dates and time within each month.

## 

## Pro and Cons

The chosen data structure combines the efficiency of a map and AVL trees to enable swift retrieval of data based on year, month. Utilizing a map allows for direct access to data based on the year, and direct access to the month using an array. While AVL trees ensure balanced searching, and insertion operations within ear year and each month, maintaining consistent performance. Additionally, the inherent ordering of AVL trees simplifies data processing, as dates are stored in sorted order within each year and each month. This organized storage enhances the efficiency of operations such as range queries. Moreover, storing data within AVL tree nodes reduces memory overhead, optimizing memory usage, and making the structure space-efficient, particularly advantageous for managing large datasets effectively. Overall, the combination of map and AVL trees offers a robust solution for efficient, balanced, and ordered storage of data.

The implementation of AVL trees within the data structure introduce additional complexity to the codebase, especially concerning insertion operations, which require careful handling to maintain the tree's balanced structure. Despite being self-balancing, AVL trees may become imbalanced due to improper implementation, potentially impacting performance. Moreover, the overhead of AVL tree nodes may outweigh the benefits of balanced searching, leading to reduced efficiency. Additionally, while the structure is efficient for moderate-sized datasets, its scalability may be limited for extremely large datasets due to memory constraints and potential performance bottlenecks.

# UML

## High Level UML
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Description automatically generated](data:image/png;base64,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)

## Low Level UML

|  |
| --- |
| A screenshot of a computer  Description automatically generatedA screenshot of a computer program  Description automatically generated  A screenshot of a computer program  Description automatically generated |

# Classes

## Date Class

This class enables easy manipulation of dates, allowing access and modification of individual components (day, month, year). It supports comparison operations and overloads comparison operators for chronological checks and equality. The GetMonthInStr method provides month names for readability.

|  |  |  |  |
| --- | --- | --- | --- |
| Name | Type | Protection | Description |
| Date | Class |  | Represents a Date Class. |
| m\_day | unsigned | - | An unsigned day of a date. |
| m\_month | unsigned | - | An unsigned month of a date. |
| m\_year | unsigned | - | An unsigned year of a date. |
| Date() | procedure | + | Sets the day, month, and year to 0. |
| Date(day, month, year) | procedure | + | Sets a specific day, month, and year. |
| GetDay() | query | + | Gets the day of a date. |
| GetMonth() | query | + | Gets the month of a date. |
| GetYear() | query | + | Gets the year of a date. |
| SetDay(unsigned day) | procedure | + | Sets the day of a date. |
| SetMonth(unsigned month) | procedure | + | Sets the month of a date. |
| SetYear(unsigned year) | procedure | + | Sets the year of a date. |
| operator == ( const Date &otherDate ) | query | + | operator checks whether two Date objects have the same day, month, and year. |
| operator != ( const Date &otherDate ) | query | + | operator checks whether two Date objects does not have the same day, month, and year. |
| operator < ( const Date &otherDate ) | query | + | operator checks whether this Date object is less than other Date object. |
| operator > ( const Date &otherDate ) | query | + | operator checks whether this Date object is greater than other Date object. |
| &operator << (ostream, date) | query | + | Format Date object, inserts into output stream. |
| &operator >> (istream, date) | query | + | Reads a Date Object from input stream. |

## Time Class

The Time class simplifies time management by encapsulating hours and minutes. It allows setting, retrieving, and comparing time components. Constructors initialize objects with default or specific values. Methods GetHour and GetMinute access time components, while SetHour and SetMinute modify them. Comparison operators enable chronological comparisons.

|  |  |  |  |
| --- | --- | --- | --- |
| Name | Type | Protection | Description |
| Time | Class |  | Represents a Time Class. |
| m\_hour | unsigned | - | An unsigned hour of a time. |
| m\_minute | unsigned | - | An unsigned minute of a time. |
| Time() | procedure | + | Sets the hour, and minute to 0. |
| Time(hour, minute) | procedure | + | Sets a specific hour, and minute. |
| GetHour() | query | + | Gets the hour of a time. |
| GetMinute() | query | + | Gets the minute of a time. |
| SetHour(unsigned hour) | procedure | + | Sets the hour of a time. |
| SetMinute(unsigned minute) | procedure | + | Sets the minute of a time. |
| operator == ( const Time &otherTime ) | query | + | operator checks whether two Time objects have the same hour and minute. |
| operator != ( const Time &otherTime ) | query | + | operator checks whether two Time objects does not have the same hour, and minute. |
| operator < ( const Time &otherTime ) | query | + | operator checks whether this Time object is less than other Time object. |
| operator > ( const Time &otherTime ) | query | + | operator checks whether this Time object is greater than other Time object. |
| &operator << (ostream, time) | query | + | Format Time object, inserts into output stream. |
| &operator >> (istream, time) | query | + | Reads a Time Object from input stream. |

## Measurement class

The ‘Measurement’ class serves as the base for windspeed, temperature, and solar radiation measurements. It manages measurement values from sensor readings, offering methods for setting, retrieving, and converting units. Constructors and getter/setter functions provide flexibility for different measurements. Overloaded stream operators facilitate I/O operations, while the `ConvertUnit` function allows custom conversions tailored to specific measurement types. This versatile framework is essential for processing sensor data and scientific measurements, ensuring precise handling and conversion capabilities across various applications.

|  |  |  |  |
| --- | --- | --- | --- |
| Name | Type | Protection | Description |
| Measurement | Class |  | Represents an Observations Class. |
| m\_measurement | float | - | A float measurement of an observation. |
| Measurement() | procedure | + | Sets the measurement to 0.0 |
| Measurement(measurement) | procedure | + | Sets a specific measurement. |
| GetMeasurement() | query | + | Gets the measurement of an observation. |
| SetMeasurement(measurement) | procedure | + | Sets the measurement of an observation. |
| virtual float ConvertUnit( float &measurement ) const = 0 | virtual | + | pure virtual function is intended to be overridden by derived classes |

## WindSpeed class

The ‘WindSpeed’ class defines objects representing wind speed measurements. As a subclass of the ‘Measurement’ class, it inherits functionality for managing measurement values, including setting, retrieving, and converting units. The class provides constructors for creating ‘WindSpeed’ objects with default or specified wind speed measurements. Additionally, it includes a method ‘ConvertUnit’ for converting wind speed readings to kilowatt-hours per square meter (kWh/m2), offering flexibility in unit representation. Overloading the stream insertion operator allows seamless output of ‘WindSpeed’ objects. ‘WindSpeed’ class serves as a specialized framework for handling wind speed data, facilitating precise measurement management and conversion capabilities.

|  |  |  |  |
| --- | --- | --- | --- |
| Name | Type | Protection | Description |
| WindSpeed | Class |  | Represents a WindSpeed Class. |
| WindSpeed() | procedure | + | Sets the wind speed measurement to 0.0 |
| WindSpeed(measurement) | procedure | + | Sets a specific wind speed measurement. |
| float ConvertUnit( float &measurement ) const override | override method | + | Converts windspeed reading to kWh/m2. |
| &operator << (ostream, W) | query | + | Format WindSpeed object, inserts into output stream. |
| &operator >> (istream, W) | query | + | Reads a WindSpeed Object from input stream. |

## SolarRadiation class

The ‘SolarRadiation’ class encapsulates solar radiation measurements, inheriting functionality from the ‘Measurement’ class. It facilitates creation of objects with default or specified solar radiation values through its constructors. The ‘ConvertUnit’ method efficiently converts solar radiation readings aiding in unit conversion. Additionally, the class overloads the stream insertion operator for effortless output of ‘SolarRadiation’ objects. With these features, the ‘SolarRadiation’ class offers a robust framework for managing solar radiation data with accuracy and flexibility in handling and conversion.

|  |  |  |  |
| --- | --- | --- | --- |
| Name | Type | Protection | Description |
| SolarRadiation | Class |  | Represents a SolarRadiation Class. |
| SolarRadiation () | procedure | + | Sets the solar radiation measurement to 0.0 |
| SolarRadiation(measurement) | procedure | + | Sets a specific solar radiation measurement. |
| float ConvertUnit( float &measurement ) const override | query | + | Used for converting unit of solar radiation reading. |
| &operator << (ostream, SR) | query | + | Format SolarRadiation object, inserts into output stream. |
| &operator >> (istream, SR) | query | + | Reads a SolarRadiation Object from input stream. |

## Temperature class

The ‘Temperature’ class serves to handle temperature measurements and extends functionalities inherited from the ‘Measurement’ class. It facilitates object creation with default or custom temperature values through its constructors. Utilizing the ‘ConvertUnit’ method, it adeptly converts temperature readings, enhancing versatility in unit representation. Moreover, by overloading the stream insertion operator, it enables effortless output of ‘Temperature’ objects. With these capabilities, the ‘Temperature’ class provides a robust framework for managing temperature data, ensuring accurate handling and conversion.

|  |  |  |  |
| --- | --- | --- | --- |
| Name | Type | Protection | Description |
| Temperature | Class |  | Represents a Temperature Class. |
| Temperature () | procedure | + | Sets the temperature measurement to 0.0 |
| Temperature(measurement) | procedure | + | Sets a specific temperature measurement. |
| float ConvertUnit( float &measurement ) const override | query | + | Used for converting unit of temperature reading. |
| &operator << (ostream, TEMP) | query | + | Format Temperature object, inserts into output stream. |
| &operator >> (istream, TEMP) | query | + | Reads a Temperature Object from input stream. |

## SensorMeasurementType class

The ‘SensorMeasurementType’ class defines an enum for different sensor measurements for wind speed, ambient temperature, and solar radiation. Employing a factory pattern, it allows easy integration of new measurement types, this promotes flexibility for the sensor readings.

|  |  |  |  |
| --- | --- | --- | --- |
| Name | Type | Protection | Description |
| SensorMeasurementType | Class |  | Represents a SensorMeasurementType enum Class. |
| WIND\_SPEED | enum constant | + | Identifier for wind speed measurement. |
| AMBIENT\_TEMPERATURE | enum constant | + | Identifier for ambient temperature measurement. |
| SOLAR\_RADIATION | enum constant | + | Identifier for solar radiation measurement. |

## SensorRecType class

The ‘SensorRecType’ class serves as a comprehensive representation of sensor records, encompassing vital components such as date, time, wind speed, solar radiation, and temperature. By providing methods for both retrieval and setting of these attributes, it facilitates seamless management of sensor data. Offering a versatile framework for handling sensor records, the class ensures precise manipulation and efficient data management tasks. With its ability to encapsulate and manage crucial information, the ‘SensorRecType’ class plays a pivotal role in effectively handling sensor data in various applications.

|  |  |  |  |
| --- | --- | --- | --- |
| Name | Type | Protection | Description |
| SensorRecType | Class |  | Represents a SensorRecType Class. |
| m\_date | Date | - | A Date of a date Type. |
| m\_time | Time | - | A Time of a time Type. |
| m\_windSpeed | WindSpeed | - | A WindSpeed of a SensorRecType. |
| m\_solarRadiation | SolarRadiation | - | A SolarRadiation of a SensorRecType. |
| m\_temperature | Temperature | - | A Temperature of a SensorRecType. |
| SensorRecType() | procedure | + | Sets the date, time, windspeed, solar radiation and temperature to default value. |
| SensorRecType(date, time, windspeed, solarRadiation, temperature) | procedure | + | Sets a specific date, time, windspeed, solarRadiation, temperature. |
| GetSensorDate() | query | + | Gets the date of a SensorRecType. |
| GetSensorTime() | query | + | Gets the time of a SensorRecType. |
| GetSensorWindSpeed() | query | + | Gets the wind speed of a SensorRecType. |
| GetSensorSolarRadiation() | query | + | Gets the solar radiation of a SensorRecType. |
| GetSensorTemperature() | query | + | Gets the temperature of a SensorRecType. |
| SetSensorDate (Date date) | procedure | + | Sets the date of a SensorRecType. |
| SetSensorTime (Time time) | procedure | + | Sets the time of a SensorRecType. |
| SetSensorWindSpeed(  WindSpeed windspeed) | procedure | + | Sets the wind speed of a SensorRecType. |
| SetSensorSolarRadiation(  SolarRadiation solarRadiation) | procedure | + | Sets the solar radiation of a SensorRecType. |
| SetSensorTemperature(  Temperature temperature) | procedure | + | Sets the temperature of a SensorRecType. |
| &operator << (ostream, SRT) | query | + | Format SolarRecType object, inserts into output stream. |
| &operator >> (istream, SRT) | query | + | Reads a SolarRecType Object from input stream. |

## Vector class

The ‘Vector’ template class offers a dynamic array implementation, providing fundamental functionalities such as appending objects, accessing elements by index, and resizing the array. With an initial capacity set to two, it initializes a dynamic array on the heap memory and manages the number of used elements. The class includes methods for copying vectors, retrieving capacity and usage statistics, and inserting or removing elements at specified positions. By doubling the capacity when necessary and deallocating memory appropriately, the ‘Vector’ class ensures efficient memory management and seamless manipulation of dynamic arrays.

|  |  |  |  |
| --- | --- | --- | --- |
| Name | Type | Protection | Description |
| Vector | Class<T> |  | Represents a Vector Class. |
| INITIAL\_CAPACITY | unsigned | - | Represents the initial capacity of the vector. |
| INITIAL\_VALUE | unsigned | - | Represents the default initial value. |
| m\_capacity | unsigned | - | Represents the current capacity of the vector. |
| m\_used | unsigned | - | Represents the number of elements used in the vector. |
| m\_array | T\* | - | Represents the pointer to the dynamic array storing vector elements. |
| Vector() | Constructor | + | Default constructor. Initializes the vector with an initial capacity of two and creates a new dynamic array on the heap memory. |
| ~Vector() | Destructor | + | Destructor. Frees the dynamically allocated memory for the vector, sets the capacity and used elements to zero. |
| Vector(const Vector &otherVector) | Copy constructor | + | Copy constructor. Creates a new vector as a copy of another vector. |
| operator=(const Vector &otherVector) | Assignment operator | + | Assignment operator. Assigns the contents of another vector to this vector. |
| GetCapacity() | unsigned | + | Get the current capacity of the vector. |
| GetUsed() | unsigned | + | Get the number of elements used in the vector. |
| IsEmpty() | bool | + | Check if the vector is empty. |
| Start() | T\* | + | Pointer that points to the start of the vector index [0]. |
| Finish() | T\* | + | Pointer that points to the end of the vector index. |
| operator[](const unsigned &index) | T& | + | Access an element by vector's index. |
| operator[](const unsigned &index) const | const T& | + | Const version of access an element by vector's index. |
| InsertLast(const T &object) | bool | + | Insert an object to the end of the vector. |
| InsertAt(const T &object, const unsigned &index) | bool | + | Insert an object to a desired index of the vector. |
| RemoveLast() | bool | + | Remove an object from the end index of the vector. |
| RemoveAt(const unsigned &index) | bool | + | Remove an object from a desired index of the vector. |
| Deallocate(T \*&ptr) | void | - | Deallocate memory for a given pointer. |
| CopyVector(const Vector &otherVector) | void | - | Copy the contents of another vector. |
| CopyArray(T \*copiedArray, T \*otherArray) | void | - | Copy the contents of one array to another. |
| Resize() | void | - | Resize the vector by doubling its capacity. |

## Tree class

The ‘Tree’ class serves as a base class for implementing tree data structures. It provides fundamental functionality for managing data, including methods for insertion, deletion, traversal, and assessment of tree properties such as height, number of nodes, and number of leaf nodes. Leveraging a template-based design, the ‘Tree’ class allows for the storage of diverse data types within its nodes. Additionally, the class offers virtual methods, enabling derived classes to implement specific tree variants of binary search trees or AVL trees.

|  |  |  |  |
| --- | --- | --- | --- |
| Name | Type | Protection | Description |
| Tree | Class<T> |  | Represents a Tree Class. |
| m\_root | Node<T>\* | # | Pointer to the root node of the tree. |
| Tree() | Constructor | + | Default constructor used for creating an empty tree instance. |
| ~Tree() | Destructor | + | Destructor used for releasing allocated memory. |
| Tree(const Tree&) | Copy Constructor | + | Copy constructor used for creating a new tree from another tree. |
| operator= | Overload Equals Assignment Operator | + | Equals assignment operator used for assigning the contents from another tree. |
| IsEmpty() | bool | + | Method to check if the tree is empty. |
| GetRoot() | Node<T>\* | + | Method to get the root node of the tree. |
| GetTreeHeight() | int | + | Method to get the height of the tree. |
| GetTreeNodes() | int | + | Method to get the number of nodes in the tree. |
| GetTreeLeaves() | int | + | Method to get the number of leaf nodes in the tree. |
| InsertNode() | virtual bool | + | Method to insert a new node into the tree. |
| SearchNode() | bool | + | Method to search for a node with a specified object in the tree. |
| DeleteNode() | virtual bool | + | Method to delete a node with a specified object from the tree. |
| PreOrderTraversal() | procedure | + | Method to perform a pre-order traversal of the tree and print the node values. |
| InOrderTraversal() | procedure | + | Method to perform an in-order traversal of the tree and print the node values. |
| PostOrderTraversal() | procedure | + | Method to perform a post-order traversal of the tree and print the node values. |
| Destroy() | procedure | # | Recursively destroy the tree starting from the given node. |
| CopyTree() | procedure | # | Method to copy the contents of one subtree to another. |
| GetMaxTreeSubHeight() | int | # | Method to get the maximum of two integers. |
| GetHeight() | int | # | Method to get the height of a subtree at the given node. |
| GetNodes() | int | # | Method to get the total number of nodes in a subtree at the given node. |
| GetLeaves() | int | # | Method to get the number of leaf nodes in a subtree at the given node. |
| Insert() | virtual bool | # | Method to insert a new node with the specified object into a subtree. |
| Search() | bool | # | Method to search for a node with the specified object in a subtree. |
| Delete() | virtual bool | # | Method to delete a node with the specified object in a subtree. |
| PreOrder() | procedure | # | Method to perform a pre-order traversal of a subtree and print the node values. |
| InOrder() | procedure | # | Method to perform an in-order traversal of a subtree and print the node values. |
| PostOrder() | procedure | # | Method to perform a post-order traversal of a subtree and print the node values. |

## BST class

The ‘BST’ class represents a Binary Search Tree (BST) and is derived from the base class ‘Tree’. It provides functionality to insert and delete nodes in the tree while maintaining the binary search tree property. This class implements the methods for insertion and deletion. It offers operations for managing data in a sorted order.

|  |  |  |  |
| --- | --- | --- | --- |
| Name | Type | Protection | Description |
| BST | Class<T> |  | A template class representing a Binary Search Tree (BST), which is derived from the Tree base class. It provides methods for inserting and deleting nodes in the tree. |
| InsertNode | Method | + | Inserts a node with the given object into the binary search tree (BST). Returns true if the insertion is successful, false if the object already exists in the tree. |
| DeleteNode | Method | + | Deletes a node with the given object from the binary search tree (BST). Returns true if the deletion is successful, false if the object is not found in the tree. |
| ~BST | Destructor | + | Destroys the binary search tree by recursively deleting all nodes. |
| Insert | Method | - | Inserts a new node containing the specified object into the binary search tree (BST). This private method is called recursively from InsertNode. Returns true if the insertion is successful, false otherwise. |
| Delete | Method | - | Deletes a node containing the specified object from the binary search tree (BST). This private method is called recursively from DeleteNode. Returns true if the deletion is successful, false otherwise. |

## AVL class

The ‘AVL’ class represents an AVL tree, which is a self-balancing binary search tree. This class inherits from the `Tree` base class and provides functionality for inserting and deleting nodes while maintaining the AVL tree property, which ensures that the tree remains balanced. It implements the AVL-specific methods for insertion and deletion, including rotations to balance the tree after modifications. The AVL tree offers efficient operations for managing data in a sorted order while keeping the tree height logarithmic, making it suitable for fast retrieval and insertion of sorted data.

|  |  |  |  |
| --- | --- | --- | --- |
| Name | Type | Protection | Description |
| AVL | Class<T> |  | Represents the AVL tree class. |
| ~AVL | Destructor | + | Destructor for the AVL tree. Destroys the AVL tree by recursively deleting all nodes. |
| InsertNode | Method | + | Insert a node with the given object into the AVL tree while maintaining AVL tree property. |
| DeleteNode | Method | + | Delete a node with the given object from the AVL tree while maintaining AVL tree property. |
| GetBalanceFactor | Method | - | Get the balance factor of a given AVL tree node. |
| RightRotate | Method | - | Perform a right rotation on the given AVL tree node. |
| LeftRotate | Method | - | Perform a left rotation on the given AVL tree node. |
| Insert | Method | - | Insert a new node with the given object into the AVL tree while maintaining AVL tree property. |
| Delete | Method | - | Delete a node with the given object from the AVL tree while maintaining AVL tree property. |

## Processor class

The ‘Processor’ class encapsulates functionality for handling CSV data processing with a singleton pattern. It provides methods for loading CSV file paths from a text file into a vector, loading CSV data from the paths into a data structure, and recording sensor data to an output file while computing statistical measurements such as mean, standard deviation, and sum of sensor readings. This class serves as a centralized entity for managing data processing tasks, ensuring a approach to file I/O operations and computation in the context of the sensor data.

|  |  |  |  |
| --- | --- | --- | --- |
| Name | Type | Protection | Description |
| Processor | Class |  | Represents a Processor Class. |
| s\_instance | Processor\* | - | Pointer to the singleton instance of the Processor class. |
| m\_dataRead | unsigned | - | Counter for the number of data read. |
| m\_dataInserted | unsigned | - | Counter for the number of data inserted. |
| Processor() | Constructor | - | Private constructor to prevent instantiation of Processor class objects. |
| LoadDisplayCount() | procedure | - | Displays the count for the Processor instance. |
| Vector<string> Split( const string &aString, char delimiter ) | method | - | splitting the input string into substrings based on the specified delimiter character. |
| GetInstance() | Processor& | + | Returns the singleton instance of Processor. |
| LoadCSVFilePathToVector(Vector<string> &csvFilePath, ifstream &input, const string &filename) | void | + | Loads the CSV file paths from a text file into a vector. |
| LoadCSVData( Vector<string> &csvFilePath, AoAvlMap<SensorRecType> &mapAoBst ) | void | + | Loads CSV data from a vector of file paths into a AoAvlMap object. |
| OutputStreamMeasurement(  SensorRecType &sensorRecType,  ofstream &outputFile,  unsigned &month,  float &speedMean,  float &speedSsd,  float &tempMean,  float &tempSsd,  float &srSum ); | bool | + | Records sensor data to an output file and computes statistical measurements. |

## AoAvlMap class

The ‘AoAvlMap’ class implements a map structure that organizes sensor data by year and month using an array of AVL trees. It provides methods for inserting sensor data into the map, performing in-order traversals to calculate the sum and sample standard deviation of different types of measurements, and finding the highest solar radiation readings for a given date. The `InsertSensorData` method inserts sensor data into the appropriate AVL tree based on the year and month. The `InOrderTraversalSum` and `CalculateSampleStandardDeviation` methods perform in-order traversals of AVL trees to calculate the sum and sample standard deviation of specified measurement types. Finally, the `FindHighestSolarRadiation` method retrieves the highest solar radiation readings for a given date from the AVL tree corresponding to the specified year and month, returning a vector of pairs containing the highest radiation values and their corresponding times.

|  |  |  |  |
| --- | --- | --- | --- |
| Name | Type | Protection | Description |
| AoAvlMap | Class |  | Represents a AoAvlMap Class. |
| NUM\_MTH | const unsigned | + | Number of months in a year. |
| m\_data | map<unsigned, array<AVL<SensorRecType>, NUM\_MTH>> | - | Map storing arrays of sensor data vectors organized by month and year. |
| InOrderTraversalSumAndSquareSum(Node<T>\* root, sensorMeasurementType, float& sum, float& sumSquare) const | procedure | - | perform an in-order traversal of an AVL tree containing sensor data, calculating the sum and sum of squares of a specified measurement type |
| &GetSensorData() | const map<unsigned, array<AVL<T>, NUM\_MTH>> | + | Get a constant reference to the sensor data map. |
| &GetSensorData() | map<unsigned, array<AVL<T>, NUM\_MTH>> | + | Get a reference to the sensor data map. |
| InsertSensorData(const T &sensorData) | bool | + | Insert sensor data into the map consisting of arrays of AVL. |
| InOrderTraversalSum(Node<T>\* root, SensorMeasurementType sensorMeasurementType, float& sum) const | procedure | + | perform an in-order traversal of an AVL tree containing sensor data while concurrently computing the sum and sum of squares of a specified measurement type. |
| CalculateSampleStandardDeviation(Node<T>\* root, SensorMeasurementType sensorMeasurementType, unsigned &count) const; | float | + | method computes the sample standard deviation (SSD) for a given sensor measurement type within the AVL tree represented by the root node. |
| vector<pair<float, string>> FindHighestSolarRadiation(unsigned day, unsigned month, unsigned year) const | float | + | identify the highest solar radiation reading recorded on a specific day, month, and year within the AVL tree (m\_data). |

## InputValidator class

The ‘InputValidator’ class provides functionality for validating user input related to year, month, and day. It ensures that the provided input is within valid ranges and formats. With methods like YearValidation, MonthValidation, and DayValidation, users can input values for these components (Year, Month, and Day) and the class ensures that the inputs are valid. The class also includes private methods to check the validity of individual inputs. This class is essential for ensuring data integrity and preventing errors when working with date-related user inputs.

|  |  |  |  |
| --- | --- | --- | --- |
| Name | Type | Protection | Description |
| InputValidator | Class |  | Represents a InputValidator Class |
| YearValidation | Method | + | Validates user input for year. |
| MonthValidation | Method | + | Validates user input for month. |
| DayValidation | Method | + | Validates user input for day. |
| m\_userYear | Member | - | Holds the user input for year. |
| m\_userMonth | Member | - | Holds the user input for month. |
| m\_userDay | Member | - | Holds the user input for day. |
| IsYearInputValid | Private | - | Checks if the user input for year is valid. |
| IsMonthInputValid | Private | - | Checks if the user input for month is valid. |
| IsDayInputValid | Private | - | Checks if the user input for day is valid. |

# 

# Unit Testing

## Date class

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| No | Description / Condition Tested | Test Data / Values | Expected Output | Passed (Y / N) | Comments | A screenshot of a computer program  Description automatically generated |
| 1 | Constructed - Default | None | day: 0, month:0, year: 0 | Y | Default constructor should initialize day, month, and year to the initial value. |
| 2 | Constructed - Valid input parameters | day: 11, month: 12, year: 2002 | day: 11, month: 12, year: 2002 | Y | The constructor should correctly initialize day, month, and year with the provided value. |
| 3 | Getter - GetDay | Set day to 15 | GetDay() returns 15 | Y | The GetDay() function should return the day set previously. |
| 4 | Getter - GetMonth | Set month to 7 | GetMonth() returns 7 | Y | The GetMonth() function should return the month set previously. |
| 5 | Getter - GetYear | Set year to 2022 | GetYear() return 2022 | Y | The GetYear() function should return the year set previously. |
| 6 | Setter - SetDay | Set day to 10 | GetDay() returns 10 | Y | The SetDay() function should correctly set the day. |
| 7 | Setter - SetMonth | Set month to 3 | GetMonth() returns 3 | Y | The SetMonth() function should correctly set the month. |
| 8 | Setter - SetYear | Set month to 2024 | GetYear() returns 2024 | Y | The SetYear() function should correctly set the year. |
| 9 | GetMonthInStr - Valid month | Input: 4 | Returns "April" | Y | The GetMonthInStr() function should return the name if the month corresponding to the input month number. |
| 10 | GetMonthInStr - Invalid month | Input: 15 | Return "Error" | Y | The GetMonthInStr() function should return "Error" for invalid month numbers. |
| 11 | Operator << Overloading | Date: 12/5/2023 | Output: "12 May 2023" | Y | The overloading << operator should correctly output the date in the format "day month year". |

## Time class

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| No | Description / Condition Tested | Test Data / Values | Expected Output | Passed (Y / N) | Comments |  |
| 1 | Default Constructor | None | Hour, Minute initialized to 0 | Y | Constructor should initialize hour and minute to default values. |
| 2 | Parameterized Constructor | Hour = 12, Minute = 20 | Hour = 12, Minute = 20 | Y | Constructor should set hour and minute to specified values. |
| 3 | Setters | Hour = 10, Minute = 20 | Hour = 10, Minute = 20 | Y | Setters should update hour and minute to specified values. |
| 4 | Getters | Hour = 10, Minute = 20 | Hour = 10, Minute = 20 | Y | Getters should return the correct hour and minute values. |
| 5 | operator == Overloading - Equals Time | thisTime, otherTime | "Equals" | Y | Overloaded == operator should correctly compare two Time objects for equality. |
| 6 | operator != Overloading - Not Equals | thisTime, otherTime | "Not Equals" | Y | Overloaded != operator should correctly compare two Time objects for inequality. |
| 7 | operator < Overloading - Lesser < Time | thisTime, otherTime | "thisTime < otherTime" | Y | Overloaded < operator should correctly compare two Time objects to check if one is lesser. |
| 8 | operator > Overloading - Greater > Time | thisTime, otherTime | "thisTime > otherTime" | Y | Overloaded > operator should correctly compare two Time objects to check if one is greater. |
| 9 | Operator << Overloading | Time object with hour = 12, minute = 20 | "12:20" | Y | Overloaded << operator should correctly output Time object in hh:mm format. |
| 10 | Operator >> Overloading - Valid input | Input = '10:20' | Time object with Hour = 10, Minute = 20 | Y | Overloaded >> operator should correctly parse input string into Time object. |

## Measurement class

The ‘Measurement’ class cannot be directly tested as it is an abstract class. Abstract classes provide blueprints for other classes and cannot be instantiated on their own.

## WindSpeed class

The ‘WindSpeed’ class represents wind speed measurements and is a child class of the ‘Measurement’ class. It encapsulates a single float value representing wind speed in meters per second (m/s). The class allows instantiation with either a default value of 0 or a specified wind speed measurement. Additionally, it includes a method to convert wind speed from meters per second to kilometres per hour (km/h).

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| No | Description / Condition Tested | Test Data / Values | Expected Output | Passed (Y / N) | Comments |  |
| 1 | Default Constructor | None | WindSpeed initialized to 0.0 | Y | Constructor initializes windspeed to initial value. |
| 2 | Parameterized Constructor | windspeed = 12.12 | windspeed = 12.12 | Y | Constructor sets windspeed to provided value. |
| 3 | Setters | windspeed = 11.11 | windspeed = 11.11 | Y | Setter method sets windspeed to new value. |
| 4 | Getters | windspeed = 11.11 | windspeed = 11.11 | Y | Getter method returns correct windspeed value. |
| 5 | Converting WindSpeed to kWh/m2 | windspeed = 30.0 | windspeed = 108.0 | Y | Method converts windspeed correctly to kWh/m2. |

## SolarRadiation class

The SolarRadiation class represents a measurement of solar radiation. It is a child class of the Measurement class and provides functionality for storing and manipulating solar radiation data. This class encapsulates methods for setting and retrieving solar radiation measurements, as well as converting between different units of measurement.

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| No | Description / Condition Tested | Test Data / Values | Expected Output | Passed (Y / N) | Comments |  |
| 1 | Default Constructor | None | Solar radiation initialized to INITIAL\_VALUE | Y | Constructor initializes solar radiation measurement to initial value. |
| 2 | Constructor with Valid Input Parameters | Solar radiation = 12.12 | solar radiation = 12.12 | Y | Constructor sets solar radiation measurement to provided value. |
| 3 | Setters | Solar radiation = 11.11 | solar radiation = 11.11 | Y | Setter method sets solar radiation measurement to new value. |
| 4 | Getters | Solar radiation = 11.11 | solar radiation = 11.11 | Y | Getter method returns correct solar radiation value. |
| 5 | Converting SolarRadiation | solarRadiation = 30.0 | solarRadiation = 0.005 | Y | The actual output may vary slightly due to precision. |

## Temperature class

The Temperature class represents a measurement of temperature. It is a child class of the Measurement class and provides functionality for storing and manipulating the temperature data. This class encapsulates methods for setting and retrieving temperature measurements, as well as converting between different units of measurement.

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| No | Description / Condition Tested | Test Data / Values | Expected Output | Passed (Y / N) | Comments |  |
| 1 | Default Constructor | None | temperature initialized to INITIAL\_VALUE | Y | Constructor initializes temperature measurement to initial value. |
| 2 | Constructor with Valid Input Parameters | temperature = 12.12 | temperature = 12.12 | Y | Constructor sets temperature measurement to provided value. |
| 3 | Setters | temperature = 11.11 | temperature = 11.11 | Y | Setter method sets temperature measurement to new value. |
| 4 | Getters | temperature = 11.11 | temperature = 11.11 | Y | Getter method returns correct temperature value. |
| 5 | Converting Fahrenheit To DegreeC | Fahrenheit = 118.4 | DegreeC = 48.0 | Y | Ensure proper conversion calculation |

## SensorMeasurementType class

The ‘SensorMeasurementType’ class cannot be directly tested as it is an enum class. Enum class are used to define a set of named constants, and they cannot be instantiated or tested like regular classes.

## Vector class

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| No | Description / Condition Tested | Test Data / Values | Expected Output | Passed (Y / N) | Comments | A screenshot of a computer  Description automatically generated |
| 1 | Test the initialization of the Vector class. | None | The initial capacity should be set to the default value (2), and the number of used slots should be set to 0. | Y | Default constructor should initialize all sensor data to the default values. |
| 2 | Test on data type initialization of Vector | None | Vector data type set as unsigned data type. | Y | None |
| 3 | Test on insertion of object to Vector's last index. | 1st Object: 10, 2nd Object: 20, 3nd Object: 30, 4th Object: 40 | Objects successfully inserted into Vector's last index. | Y | None |
| 4 | Test on insertion of object of object to Vector's index [1]. | index[0]: 10, index[1]: 20, index[2]: 30, index[3]: 40. Object to insert: 50 at index[1] | Object successfully inserted at specific index. | Y | None |
| 5 | Test on removing object of the last element in Vector. | 10, 20, 30, 40 | Last element removed successfully from the Vector | Y | None |
| 6 | Test on removing object from a specific index | 10, 20, 30, 40; Removing object at index 1 | Object successfully removed from specified index | Y | None |
| 7 | Test for loop output of Vector's element using \*Start And \*Finish | 10, 20, 30, 40 | Pointers correctly traverse Vector | Y | None |
| 8 | Test for index accessor | 10, 20, 30, 40 | Index operator correctly accesses Vector elements | Y | None |
| 9 | Test on Copy Constructor | 10, 20, 30, 40 | Copied Vector matches original Vector | Y | Elements address are to be different on both Vectors. |
| 10 | Test on Equals Assignment Operator | 10, 20, 30, 40 | Assigned Vector matches original Vector | Y | Elements address are to be different on both Vectors. |

## Tree class

The ‘Tree’ class cannot be directly tested as it is an abstract class. Abstract classes provide blueprints for other classes and cannot be instantiated on their own.

## BST class

The ‘BST’ class represents a Binary Search Tree (BST), derived from the `Tree` class. This class provides functionality to create, insert, delete, and search nodes within a binary search tree structure. It implements the basic operations of a BST, including insertion and deletion of nodes while maintaining the binary search tree properties. Additionally, it supports traversal operations such as pre-order, in-order, and post-order traversal. The class ensures that the elements in the BST are stored in a sorted order, making searching and retrieval operations efficient.

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| No | Description / Condition Tested | Test Data / Values | Expected Output | Passed (Y / N) | Comments |  |
| 1 | Initialization. | None | Initial tree height, nodes, and leaves are set to zero | Y | Test confirms basic initialization functionality. |
| 2 | Node Insertion and Search Operation | Insertion: 5, 6, 10; Search: 5, 12 | Nodes inserted correctly; search operation returns expected results | Y | Confirms correct insertion and search functionality. |
| 3 | Traversal Orders | Tree with nodes 5, 6, 10 | Pre-order, in-order, and post-order traversals match expected results | Y | Verifies traversal methods produce expected output. |
| 4 | Deep Copying Operations | Tree with nodes 5, 6, 10 | Copy constructor and equal assignment operator work as expected | Y | Copy constructor and assignment operator fail to create a deep copy. |
| 5 | Node Deletion | Tree with nodes 5, 6, 10, 15, 16, 17, 19  Deletion: 5, 15, 17 | Nodes deleted correctly; tree height, nodes, and leaves updated as expected | Y | Confirms proper deletion of nodes and updates tree metrics. |
|  | | | | | |  |

## AVL class

The AVL Tree class provides an implementation of a self-balancing binary search tree known as an AVL tree. This class ensures that the tree remains balanced after insertion and deletion operations, which helps maintain efficient search, insertion, and deletion time complexities.

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| No | Description / Condition Tested | Test Data / Values | Expected Output | Passed (Y / N) | Comments |  |
| 1 | Initialization | AVL tree initialized | Tree height: 0, Nodes: 0, Leaves: 0 | Y |  |
| 2 | Insertion of Nodes | Insert 5, 6, 10 | Tree height: 2, Nodes: 3, Leaves: 2 | Y |  |
| 3 | Search Operation | Search for existing and non-existing nodes | Search for 5: true, Search for 12: false | Y |  |
| 4 | Traversal Orders | N/A | Pre-order: 6 5 10, In-order: 5 6 10, Post-order: 5 10 6 | Y |  |
| 5 | Deep Copying Operations | Copy constructor, Assignment operator | Same tree structure and values as original | Y |  |
|  | | | | | |  |

## Processor class

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| No | Description / Condition Tested | Test Data / Values | Expected Output | Passed (Y / N) | Comments |  |
| 1 | Load CSV File Paths to Vector | Vector containing 3 CSV file paths | Vector contains 3 CSV file paths | Y | - |
| 2 | Load CSV Data into Map | CSV file paths, AVL map object | Correct loading of data into the AVL map | Y | Ensure data is correctly loaded |

## AoAvlMap class

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| No | Description / Condition Tested | Test Data / Values | Expected Output | Passed (Y / N) | Comments |  |
| 1 | Insert Data into Map, Array of AVL | Sensor record objects | Successful insertion of data | Y | Ensure data is correctly inserted into the map |
| 2 | Display Data After Insertion | Sensor data map | Display of inserted data | Y | Verify that inserted data is correctly displayed |
| 3 | Display Data With User Year and Month | Sensor data map, year, month | Display of data for specified year/month | Y | Check if data for specified year/month is displayed correctly |
| 4 | In-Order Traversal Sum | Sensor data map, year, month | Sum of specific sensor measurements | Y | Validate the sum of sensor measurements for specified year/month |
| 5 | In-Order Traversal SSD (Sample Standard Deviation) | Sensor data map, year, month | Sample standard deviation of sensor data | Y | Verify the calculation of sample standard deviation of sensor data |
| 6 | Find Highest Solar Radiation | Sensor data map, day, month, year | Highest solar radiation readings | Y | Ensure correct identification of highest solar radiation readings |

## InputValidator class

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| No | Description / Condition Tested | Test Data / Values | Expected Output | Passed (Y / N) | Comments |  |
| 1 | DayValidation: Valid input | "31" | Success message for valid input | Y | Valid day input within the range. |
| 2 | Day Validation | "c", "0", "32" | Error message for invalid input, | Y | Invalid day input within the range. |
| 3 | MonthValidation: Valid input | "12" | Success message for valid input | Y | Valid month input within the range. |
| 2 | Month Validation | "c", "0", "13" | Error message for invalid input. | Y | Invalid month input within the range. |
| 5 | YearValidation: Valid input | "2011" | Success message for valid input | Y | Valid year input within the range. |
| 3 | Year Validation | "c", "2009", "2031" | Error message for invalid input. | Y | Invalid year input within the range. |

# 

# Algorithm

## Date class

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
|  | Operator == ( otherDate ) | |  |  | Operator < (otherDate) | | |
|  |  | **IF** year of current Date object is equal to year of OtherDate object |  |  |  | **IF** current year is less than otherDate year | |
|  |  | **IF** month of current Date object is equal to month of OtherDate object |  |  |  |  | **RETURN** true |
|  |  | **IF** day of current Date object is equal to day of OtherDate object |  |  |  | **ELSE IF** current year is greater than otherDate year | |
|  |  | **RETURN** true if all condition met |  |  |  |  | **RETURN** false |
|  | END operator == ( otherDate ) | |  |  |  | **IF** current month is less than otherDate month | |
|  |  | |  |  |  |  | **RETURN** true |
|  |  | |  |  |  | **ELSE IF** current month is greater than otherDate month | |
|  |  | |  |  |  |  | **RETURN** false |
|  |  | |  |  |  | **RETURN** current day is less than otherDate day | |
|  |  | |  |  | **END** operator < ( otherDate ) | | |

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
|  | Operator != ( otherDate ) | |  |  | Operator > (otherDate) | |
|  |  | **NEGATES** the result of operator == (otherDate) |  |  |  | **NEGATES** the result of operator < (otherDate) |
|  |  | **RETURN** NOT (\*this == otherDate) |  |  |  | **RETURN** (otherDate < \*this) |
|  | END operator != ( otherDate ) | |  |  | END operator > ( otherDate ) | |

## Time class

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
|  | Operator == ( otherTime ) | |  |  | Operator < (otherTime) | | |
|  |  | **IF** hour of current Time object is equal to hour of OtherTime object |  |  |  | **IF** current hour is not equals to otherTime hour | |
|  |  | **IF** minute of current Time object is equal to minute of OtherTime object |  |  |  |  | **RETURN** true ( when this hour is less otherTime hour) |
|  |  | **RETURN** true if all condition met |  |  |  | **ELSE** | |
|  | **END** operator == ( otherDate ) | |  |  |  |  | **RETURN** true (when this min is less than otherTime min) |
|  |  | |  |  |  | **END IF ELSE** | |
|  |  | |  |  | **END** operator < ( otherTime ) | | |

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
|  | Operator != ( otherTime ) | |  |  | Operator > (otherTime) | |
|  |  | **NEGATES** the result of operator == (otherTime) |  |  |  | **NEGATES** the result of operator < (otherTime) |
|  |  | **RETURN** NOT (\*this == otherTime) |  |  |  | **RETURN** (otherTime < \*this) |
|  | END operator != ( otherTime ) | |  |  | END operator > ( otherTime ) | |

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| WindSpeed class | | |  | SolarRadiation class | | |
|  | ConvertUnit( measurement ) | |  |  | ConvertUnit( measurement ) | |
|  |  | Multiply measurement by 3.6 |  |  |  | **CONVERT** from mW/m2 to W/m2, then to kW/m2 |
|  |  | **RETURN** converted Measurement |  |  |  | **RETURN** converted Measurement |
|  | **END** ConvertUnit | |  |  | **END** ConvertUnit | |

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| Temperature class | | |  |  | | |
|  | ConvertUnit( measurement ) | |  |  |  | |
|  |  | **CONVERT** from Fahrenheit to Celsius |  |  |  |  |
|  |  | **RETURN** converted Measurement |  |  |  |  |
|  | **END** ConvertUnit | |  |  |  | |

## SensorRecType class

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
|  | Operator == ( other ) | |  |  | Operator < (other) | | |
|  |  | **IF** date of current object is equal to date of other object |  |  |  | **IF** current date is less than other time | |
|  |  | **IF** time of current object is equal to time of other object |  |  |  |  | **RETURN** true |
|  |  | **RETURN** true if all condition met |  |  |  | **ELSE IF** current date is greater than other date | |
|  | **END** operator == ( other ) | |  |  |  |  | **RETURN** false |
|  |  | |  |  |  | **ELSE** | |
|  |  | |  |  |  |  | **RETURN** current time is less than other time |
|  |  | |  |  | **END** operator < ( otherTime ) | | |

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
|  | Operator > ( other ) | |  |  |  | |
|  |  | **NEGATES** the result of operator < (other) |  |  |  |  |
|  |  | **RETURN** (other < \*this) |  |  |  |  |
|  | **END** operator > ( otherTime ) | |  |  |  | |

## Tree class

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | Destroy(ptr) | | |  |  | GetMaxTreeSubHeight(left, right) | | | |
|  |  | **IF** ptr is not pointing at null pointer | |  |  |  | **IF l**eft is greater or equals to right | | |
|  |  |  | **CALL** Destroy on ptr to the left |  |  |  |  | **RETURN** left | |
|  |  |  | **CALL** Destroy on ptr to the right |  |  |  | **ELSE** | | |
|  |  |  | **DELETE** the ptr |  |  |  |  | **RETURN** right |  |
|  |  |  | **SET** null to ptr |  |  |  | **END IF ELSE** | | |
|  |  | **END IF** | |  |  | **END** GetMaxTreeSubHeight | | | |
|  | **END** Destroy | | |  |  |  |  |  |  |

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | GetHeight(ptr) | | |  |  | GetNodes(ptr) | | | |
|  |  | **IF** ptr is pointing at null pointer | |  |  |  | **IF** ptr is pointing at null pointer | | |
|  |  |  | **RETURN** 0 |  |  |  |  | **RETURN** 0 | |
|  |  | **ELSE** | |  |  |  | **ELSE** | | |
|  |  |  | **RETURN** 1 + GetMaxTreeSubHeight(leftSub, rightSub) |  |  |  |  | **RETURN** 1+ GetNodes of left + GetNodes of right | |
|  |  | **END IF ELSE** | |  |  |  | **END IF ELSE** | | |
|  | **END** Destroy | | |  |  | **END** GetNodes | | | |
|  |  | | |  |  |  |  |  |  |

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | GetLeaves(ptr) | | |  |  | CopyTree(copiedTreeRoot, otherTreeRoot) | | | |
|  |  | **IF** ptr is pointing at null pointer | |  |  |  | **IF** otherTreeRoot is pointing at null pointer | | |
|  |  |  | **RETURN** 0 |  |  |  |  | **SET** null pointer to copiedTreeRoot | |
|  |  | **ELSE** **IF** pointer of left and right pointing at null pointer | |  |  |  | **ELSE** | | |
|  |  |  | **RETURN** 1 |  |  |  |  | **CREATE** a new Node<T> for copiedTreeRoot | |
|  |  | **ELSE** | |  |  |  |  | **SET** otherTreeRoot object to copiedTreeRoot | |
|  |  |  | **RETURN** GetLeaves of left + GetLeaves of right |  |  |  |  | **CALL** CopyTree to copy otherTreeRoot left object | |
|  |  | **END IF ELSE** | |  |  |  |  | **CALL** CopyTree to copy otherTreeRoot right object | |
|  | **END** GetLeave | | |  |  |  | **END IF ELSE** | | |
|  |  | | |  |  | **END** CopyTree | | | |
|  |  | | |  |  |  |  |  |  |

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | Tree(otherTree) | | |  |  | Operator = (otherTree) | | | |
|  |  | **IF** root of the otherTree is pointing at null | |  |  |  | **IF** address of this Tree and the otherTree is different | | |
|  |  |  | **SET** null pointer to this root |  |  |  |  | **IF** this root is not empty | |
|  |  | **ELSE** | |  |  |  |  |  | **CALL** Destroy to delete this node |
|  |  |  | **CALL** CopyTree in copying otherTree content to this root. |  |  |  |  | **END IF** | |
|  |  | **END IF ELSE** | |  |  |  |  | **IF** otherTreeRoot is empty | |
|  | **END** Tree | | |  |  |  |  |  | **SET** nullptr to this root |
|  |  |  | |  |  |  |  | **ELSE** | |
|  |  | | |  |  |  |  |  | **CALL** CopyTree to copy the otherTree to this Tree |
|  |  | | |  |  |  |  | **END IF ELSE** | |
|  |  | | |  |  |  | **END IF** | | |
|  |  | | |  |  | **END** operator = (otherTree) | | | |

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | PreOrder( traversal, ptr ) | | |  |  |  | InOrder( traversal, ptr ) | | |  |  |
|  |  | **IF** tree is not empty | |  |  |  |  | **IF** tree is not empty | |  |  |
|  |  |  | **CALL** traversal on pointing object |  |  |  |  |  | **CALL** InOrder traversal on the left pointer | |  |
|  |  |  | **CALL** PreOrder traversal on the left pointer |  |  |  |  |  | **CALL** traversal on pointing object | |  |
|  |  |  | **CALL** PreOrder traversal on the right pointer |  |  |  |  |  | **CALL** InOrder traversal on the right pointer | |  |
|  |  | **END IF** | |  |  |  |  | **END IF** | | |  |
|  | **END** PreOrder | | |  |  |  | **END** InOrder | | | |  |

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | PostOrder( traversal, ptr ) | | |  |  |  | Search(current, object) | | |  |  |
|  |  | **IF** tree is not empty | |  |  |  |  | **IF** current is empty | |  |  |
|  |  |  | **CALL** PostOrder traversal on the left pointer | |  |  |  |  | **RETURN** false | |  |
|  |  |  | **CALL** PostOrder traversal on the right pointer | |  |  |  | **ELSE IF** object is equals to the current pointed object | | | |
|  |  |  | **CALL** traversal on pointing object | |  |  |  |  | **RETURN** true | |  |
|  |  | **END IF** | | |  |  |  | **ELSE IF** object is less than the current pointed object | | | |
|  | **END** PostOrder | | | |  |  |  |  | **RETURN CALL** Search to left on comparing the object | | |
|  |  |  |  | |  |  |  | **ELSE** | | | |
|  |  |  |  | |  |  |  |  | **RETURN CALL** Search to right on comparing the object | | |
|  |  |  | |  |  |  |  | **END IF** | | |  |
|  |  | | |  |  |  | **END** Search | | | |  |

## AVL class

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | GetBalanceFactor(ptr) | | | | |  |  |  |  |  |
|  |  | **IF** ptr is pointing at null | | | |  |  |  |  |  |
|  |  |  | **RETURN** -1 | | |  |  |  |  |  |
|  |  | **ELSE** | | | |  |  |  |  |  |
|  |  |  | **RETURN** (**CALL** GetHeight of leftSubTree - GetHeight of rightSubTree) | | | |  |  |  |  |
|  |  | **END IF** | |  |  |  |  |  |  |  |
|  | **END** GetBalanceFactor | | |  |  |  |  |  |  |  |

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
|  | RightRotate(rst) | |  |  |  | LeftRotate(lst) | |
|  |  | **SET** right Subtree(lst) of left node to leftSubTree(lst) |  |  |  |  | **SET** leftSubTree(lst) of right node to rightSubTree(rst) |
|  |  | **SET** left Subtree(lst) of right node to otherTree |  |  |  |  | **SET** rightSubTree(rst) of left node to otherTree |
|  |  | **SET** right Subtree(rst) to leftSubTree(lst) right node |  |  |  |  | **SET** leftSubTree(lst) to rightSubTree(lst) left node |
|  |  | **SET** other Tree back to rightSubTree(rst) left node |  |  |  |  | **SET** otherTree back to leftSubTree(rst) right node |
|  |  | **RETURN** left Subtree(lst) |  |  |  |  | **RETURN** rightSubTree(rst) |
|  | **END** RightRotate | |  |  |  | **END** LeftRotate | |

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
|  | INSERT(current, object) | | | | | |
|  |  | **IF** current is empty | |  |  |  |
|  |  |  | **CREATE** new node<T> to current |  |  |  |
|  |  |  | **SET** object to current node |  |  |  |
|  |  |  | **SET** null to left and right pointer |  |  |  |
|  |  |  | **RETURN** true |  |  |  |
|  |  | **ELSE IF** object is less than the current object | |  |  |  |
|  |  |  | **CALL INSERT** object to current left node |  |  |  |
|  |  |  | **IF** not inserted, RETURN false |  |  |  |
|  |  |  | **END IF** |  |  |  |
|  |  | **ELSE IF** object is greater than the current object | |  |  |  |
|  |  |  | **CALL INSERT** object to current right node |  |  |  |
|  |  |  | **IF** not inserted, RETURN false |  |  |  |
|  |  |  | **END IF** |  |  |  |
|  |  | **ELSE** | |  |  |  |
|  |  |  | **RETURN** false |  |  |  |
|  |  | **END IF ELSE** | |  |  |  |
|  |  | **CALL** GetBalanceFactor for the current node | |  |  |  |
|  |  | **IF** balanceFactor is greater than 1 AND object is lesser than the current left node’s object | | | | |
|  |  |  | **SET AND CALL** RightRotate of current node ( This is a Left-left rotate ) | | | |
|  |  | **ELSE IF** balanceFactor is less than -1 AND object is greater than the current right node’s object | | | | |
|  |  |  | **SET AND CALL** LeftRotate of current node ( This is a Right-right rotate ) | | | |
|  |  | **ELSE IF** balanceFactor is greater than 1 AND object is greater than the current left node’s object | | | | |
|  |  |  | **SET AND CALL** LeftRotate of current left node to the current left node | | | |
|  |  |  | **SET AND CALL** RightRotate of the current ( This is Left-right rotate ) | | | |
|  |  | **ELSE IF** balanceFactor is less than -1 AND object is lesser than the current right node’s object | | | | |
|  |  |  | **SET AND CALL** RightRotate of current right node to the current right node | | | |
|  |  |  | **SET AND CALL** LeftRotate of the current ( This is Right-left rotate ) | | | |
|  |  | **END IF** | | | | |
|  |  | **RETURN** true | | | | |
|  | **END** INSERT | | | | | |

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | Delete(current, object) | | | | | | | | | | | |
|  | **IF** current is empty | | | |  |  | | |  | |  | |
|  |  | **RETURN** false | | |  |  | | |  | |  | |
|  | **ELSE IF** object is less than the current object | | | |  |  | | |  | |  | |
|  |  | **RETURN CALL** Delete the current left node when object is equals | | |  |  | | |  | |  | |
|  | **ELSE IF** object is greater than the current object | | | |  |  | | |  | |  | |
|  |  | **RETURN** **CALL** Delete the current right node when object is equals | | |  |  | | |  | |  | |
|  | **ELSE** | | | |  |  | | |  | |  | |
|  |  | **RETURN** false | | |  |  | | |  | |  | |
|  |  | **IF** the current left node is empty | | |  |  | | |  | |  | |
|  |  |  | **SET** current right node to a temp variable | |  |  | | |  | |  | |
|  |  |  | **RELEASE** the current node | |  |  | | |  | |  | |
|  |  |  | **SET** the temp variable back to current | |  |  | | |  | |  | |
|  |  |  | **RETURN** true | |  |  | | |  | |  | |
|  |  | **ELSE** **IF** the current right node is empty | | |  |  | | |  | |  | |
|  |  |  | **SET** current left node to a temp variable | |  |  | | |  | |  | |
|  |  |  | **RELEASE** the current node | |  |  | | |  | |  | |
|  |  |  | **SET** the temp variable back to current | |  |  | | |  | |  | |
|  |  |  | **RETURN** true | |  |  | | |  | |  | |
|  |  | **ELSE** | | |  |  | | |  | |  | |
|  |  |  | **SET** current right node to a temp variable | |  |  | | |  | |  | |
|  |  |  | **WHILE** the temp left node is not empty | |  |  | | |  | |  | |
|  |  |  |  | **SET** the temp left node to temp |  | |  |  | |  | |
|  |  |  | **END WHILE** | |  |  | | |  | |  | |
|  |  |  | **SET** the temp object to the current object | |  |  | | |  | |  | |
|  |  |  | **CALL** Delete recursion with current right node and temp object | |  |  | | |  | |  | |
|  |  | **END IF ELSE** | | |  |  | | |  | |  | |
|  |  | **IF** true | | |  |  | | |  | |  | |
|  |  |  | **CALL** GetBalanceFactor of current | |  |  | | |  | |  | |
|  |  |  | **IF** balanceFactor is equals to 2 AND GetBalanceFactor of the current left node is less than and equals to 0 | | | | | | | | | |
|  |  |  |  | **SET** RightRotate of the current to current | | | | | | | | |
|  |  |  | **ELSE IF** balanceFactor is equals to 2 AND GetBalanceFactor of the current left node is equals to -1 | | | | | | | | | |
|  |  |  |  | **CALL AND SET** LeftRotate on the current left node to the current left node | | | | | | | | |
|  |  |  |  | **CALL AND SET** RightRotate on the current back to current | | | | | | | | |
|  |  |  | **ELSE IF** balanceFactor is equals to -2 AND GetBalanceFactor of the current right node is lesser or equals to 0 | | | | | | | | | |
|  |  |  |  | **SET** LeftRotate of the current to current | | | | | | | | |
|  |  |  | **ELSE IF** balanceFactor is equals to -2 AND GetBalanceFactor of the current right node is equals to 1 | | | | | | | | | |
|  |  |  |  | **CALL AND SET** RightRotate on the current right node to the current right node | | | | | | | | |
|  |  |  |  | **CALL AND SET** LeftRotate on the current back to current | | | | | | | | |
|  |  |  | **END IF ELSE IF** | | | | | | | | | |
|  |  | **END IF** | | | | | | | | | | |
|  |  | **RETURN** deleted | | | | | | | | | | |
|  | **END** Delete | | | | | | | | | | | |

## AoAvlMap class

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
|  | InsertSensorData( sensorData) | | | |  |  |  |
|  |  | Check IF enter for the year exists in the map | | | |  |  |
|  |  |  | IF entry does not exist | | |  |  |
|  |  |  |  | CREATE it and initialize the array | |  |  |
|  |  |  | END IF | | |  |  |
|  |  | END IF | | | |  |  |
|  |  | ACCESS the array for the month and add the sensor data | | | |  |  |
|  |  | RETURN true | | | |  |  |
|  | END InsertSensorData | | | | |  |  |

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
|  | InOrderTraversalSum(root, sensorMeasurement, sum) | | | |  |  |
|  |  | Base case: if the root node is nullptr, return | | |  |  |
|  |  | Recursive case: perform an in-order traversal of the left subtree | | |  |  |
|  |  |  | SWITCH and calculate the sum based on sensorMeasurement type | |  |  |
|  |  |  |  | IF CASE of sensor measurement type is WIND\_SPEED, calculate the sum | |  |
|  |  |  |  | IF CASE of sensor measurement type is SOLAR\_RADIATION, calculate the sum | |  |
|  |  |  |  | IF CASE of sensor measurement type is WIND\_SPEED, calculate the sum | |  |
|  |  |  | END SWITCH | | |  |
|  |  | Recursive case: perform an in-order traversal of the right subtree | | | |  |
|  | END InOrderTraversalSum | | | | |  |

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
|  | InOrderTraversalSumAndSquareSum(root, sensorMeasurementType, sum, sumSquare) | | | | | |
|  |  | Base case: if the root node is nullptr, return | |  |  |  |
|  |  | Recursive case: perform an in-order traversal of the left subtree | |  |  |  |
|  |  | **SWITCH** and calculate the sum and sum of squares based on sensorMeasurement type | | |  |  |
|  |  |  | **IF** CASE of sensor measurement type is WIND\_SPEED, calculate the sum and sum of squares | | |  |
|  |  |  | **IF** CASE of sensor measurement type is SOLAR\_RADIATION, calculate the sum and sum of squares | | |  |
|  |  |  | **IF** CASE of sensor measurement type is AMBIENT\_TEMPERATURE, calculate the sum and sum of squares | | |  |
|  |  | **END** **SWITCH** | | | |  |
|  | **END** InOrderTraversalSumAndSquareSum | | | | |  |

|  |  |  |
| --- | --- | --- |
|  | CalculateSampleStandardDeviation(root, SensorMeasurementType, count) | |
|  |  | **CALL** InOrderTraversalSumAndSquaredSum |
|  |  | **CALCULATE** variance as (sumSquare - (pow(sum, 2) / count)) / (count - 1) |
|  |  | **RETURN** the square root of variance as the sample standard deviation |
|  | **END** CalculateSampleStandardDeviation | |

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | FindHighestSolarRadiation(day, month, year) | | | | | | |  | |  | |  | |  | | | |
|  |  | **FIND** the AVL tree corresponding to the given day, month, and year | | | | | |  | |  | |  | |  | | | |
|  |  |  | **IF** yearIter is not equal to m\_data.end(): | | | | |  | |  | |  | |  | | | |
|  |  |  |  | **TRAVERSET** the AVL tree to find the highest solar radiation reading | | |  | |  | |  | |  | |
|  |  |  |  | **WHILE** root is not nullptr | | |  | |  | |  | |  | |
|  |  |  |  |  | **IF** root's date matches given day, month, and year AND root's solar radiation is greater than current highest: | | | | | | | | | | | |
|  |  |  |  |  |  | **Update** highest radiation and corresponding time | | | | | | | | | |
|  |  |  |  |  | **ELSE** **IF** root's date matches given day, month, and year AND root's solar radiation equals current highest: | | | | | | | | | | |
|  |  |  |  |  |  | **ADD** time to list of highest times | | | | | | | | | |
|  |  |  |  |  | **Move** to the right child of the current node | | | | | | | | | | |
|  |  |  |  |  | **END IF ELSE IF** | | | | | | | | | | |
|  |  |  |  | **END WHILE** | | | | | | | | | | | |
|  |  |  | **END IF** | | | | | | | | | | | | |
|  | **END** FindHighestSolarRadiation | | | | | | | | | | | | | | |

## Processor class

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | LoadCSVFilePathToVector(Vector<string> &csvFilePath, ifstream &input, const string &filename) | | | |
|  |  | IF input is not open | | |
|  |  |  | Print error message indicating failure to open file | |
|  |  | ELSE | | |
|  |  |  | Print message indicating successful file opening | |
|  |  |  | WHILE input stream is not at end-of-file | |
|  |  |  |  | READ file path from the input stream |
|  |  |  |  | INSERT file path into the csvFilePath vector |
|  |  |  | END WHILE | |
|  |  | END IF ELSE | | |
|  |  | CLOSE the input stream | | |
|  | END LoadCSVFilePathToVector | | | |

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
|  | LoadCSVData(Vector<string> &csvFilePath, AoAvlMap<SensorRecType> &mapAoBst) | | | | | | |
|  |  | **FOR** each file path in csvFilePath | | | | | |
|  |  |  | string modifiedFilePath = sysFilePath + file path; | | | | |
|  |  |  | ifstream inFile(modifiedFilePath); | | | | |
|  |  |  | **IF** file is open | | | | |
|  |  |  |  | **Print** message indicating successful file opening | | | |
|  |  |  |  | **Read** header line from inFile and store in headers vector | | | |
|  |  |  |  | **WHILE** getline returns true (reading lines from inFile): | | | |
|  |  |  |  |  | **IF** line is empty or contains "N/A" or contains only commas: | | |
|  |  |  |  |  |  | **CONTINUE** to next iteration | |
|  |  |  |  |  | **END IF** | | |
|  |  |  |  |  | SPLIT line into records using comma delimiter | | |
|  |  |  |  |  | **INITIALIZE** indices for WAST, T, S, and SR columns to -1 | | |
|  |  |  |  |  | **FOR** each header in headers: | | |
|  |  |  |  |  |  | **IF** header is "WAST", "T", "S", or "SR": | |
|  |  |  |  |  |  |  | **UPDATE** corresponding index with current header index | |
|  |  |  |  |  |  | **END IF** | | |
|  |  |  |  |  | **END FOR** | | | |
|  |  |  |  |  | **IF** all required indices are valid | | | |
|  |  |  |  |  |  | **EXTRACT** WAST, T, S, and SR values from records using indices | | |
|  |  |  |  |  |  | **SPLIT** WAST into date and time parts | | |
|  |  |  |  |  |  | **PARSE** date and time parts into Date and Time objects | | |
|  |  |  |  |  |  | **PARSE** S, T, and SR values into WindSpeed, Temperature, an | | |
|  |  |  |  |  |  | **CREATE** SensorRecType object with parsed data | | |
|  |  |  |  |  |  | **INSERT** SensorRecType object into mapAoBst | | |
|  |  |  |  |  |  | **INCREMENT** data inserted count | | |
|  |  |  |  |  | **END** **IF** | | | |
|  |  |  |  | **END** **WHILE** | | | | |
|  |  |  |  | **CLOSE** inFile | | | | |
|  |  |  | **ELSE** | | | | | |
|  |  |  |  | **PRINT** error message indicating failure to open file | | | | |
|  |  | **END** **FOR** | | | | | | |
|  | **END** LoadCSVData | | | | | | | |