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**Приложение. Код программы**

1. **Постановка задачи**

5.1. На основе результатов анализа лабораторных работ 1-4 выполнить интерпретацию программы.

5.2. Реализация интерпретатора (исходный язык для интерпретации и система получения байт-кода согласовываются).

В данной лабораторной работе необходимо выполнить заключительную стадию – используя написанные ранее лексический, синтаксический и семантический анализаторы создать работающий интерпретатор подможества языка Python 3.7.

1. **Теория**

Интерпретатор — это программа (разновидность транслятора), которая выполняет интерпретацию.

Интерпретация — это построчный анализ, обработка и выполнение исходного кода программы или запроса (в отличие от компиляции, где весь текст программы, перед запуском, анализируется и транслируется в машинный или байт-код, без её выполнения)

Транслятор — это программа, которая переводит входную программу на исход­ном (входном) языке в эквивалентную ей выходную программу на результирую­щем (выходном) языке.

В этом определении слово «программа» встречается три раза, и это не ошибка и не тавтология. В работе транслятора, действительно, уча­ствуют всегда три программы.

Итак, чтобы создать транслятор, необходимо прежде всего выбрать входной и выходной языки. С точки зрения преобразования предложений входного язы­ка в эквивалентные им предложения выходного языка транслятор выступает как переводчик. Например, трансляция программы с языка С в язык ассемблера, по сути, ничем не отличается от перевода, скажем, с русского языка на английский, с той только разницей, что сложность языков несколько иная (почему не суще­ствует трансляторов с естественных языков — см раздел «Классификация язы­ков и грамматик»). Поэтому и само слово «транслятор» (английское: translator) означает «переводчик».

Результатом работы транслятора будет результирующая программа, но только в том случае, если текст исходной программы является правильным — не со­держит ошибок с точки зрения синтаксиса и семантики входного языка. Если исходная программа неправильная (содержит хотя бы одну ошибку), то резуль­татом работы транслятора будет сообщение об ошибке (как правило, с допол­нительными пояснениями и указанием места ошибки в исходной программе). В этом смысле транслятор сродни переводчику, например, с английского, кото­рому подсунули неверный текст.

Таким образом, компилятор отличается от транслятора лишь тем, что его ре­зультирующая программа всегда должна быть написана на языке машинных ко­дов или на языке ассемблера. Результирующая программа транслятора, в общем случае, может быть написана на любом языке — возможен, например, транслятор программ с языка Pascal на язык С. Соответственно, всякий компилятор являет­ся транслятором, но не наоборот — не всякий транслятор будет компилятором.

Компиляторы, безусловно, самый распространенный вид трансляторов (многие считают их вообще единственным видом трансляторов, хотя это не так). Они име­ют самое широкое практическое применение, которым обязаны широкому рас­пространению всевозможных языков программирования. Далее всегда будем говорить о компиляторах, подразумевая, что выходная программа написана на языке машинных кодов или языке ассемблера (если это не так, то это будет спе­циально указываться отдельно). Следует особо упомянуть, что сейчас в современных системах программирования стали появляться компиляторы, в которых результирующая программа создается не на языке машинных команд и не на языке ассемблера, а на промежуточном языке.

Сам по себе этот промежуточный язык не может непосредственно исполняться на компьюте­ре, а требует специального промежуточного интерпретатора для выполнения написан­ных на нем программ. Хотя в данном случае термин «транслятор» был бы, наверное, более правильным, в литературе употребляется понятие «компилятор», поскольку про­межуточный язык является языком очень низкого уровня, будучи родственным машин­ным командам и языкам ассемблера.

Интерпретаторы не очень сильно отличаются от компиляторов. Они также конвертируют высокоуровневые языки в читаемые машиной бинарные эквиваленты. Каждый раз когда интерпретатор получает на выполнение код языка высокого уровня, то прежде чем сконвертировать его в машинный код, он конвертирует этот код в промежуточный язык. Каждая часть кода интерпретируется и выполняется отдельно и последовательно, и если в какой-то части будет найдена ошибка, она остановит интерпретацию кода без трансляции следующей части кода.

Главные отличия между компилятором и интерпретатором следующие:

* Интерпретатор берет одну инструкцию, транслирует и выполняет ее, а затем берет следующую инструкцию. Компилятор же транслирует всю программу сразу, а потом выполняет ее.
* Компилятор генерирует отчет об ошибках после трансляции всего, в то время как интерпретатор прекратит трансляцию после первой найденной ошибки.
* Компилятор по сравнению с интерпретатором требует больше времени для анализа и обработки языка высокого уровня.
* Помимо времени на обработку и анализ, общее время выполнения кода компилятора быстрее в сравнении с интерпретатором.

Естественно, трансляторы и компиляторы, как и все прочие программы, разраба­тывает человек (люди) — обычно это группа разработчиков.   
В принципе они могли бы создавать его непосредственно на языке машинных команд, однако объем кода и данных современных компиляторов таков, что их создание на язы­ке машинных команд практически невозможно в разумные сроки при разумных трудозатратах. Поэтому практически все современные компиляторы также соз­даются с помощью компиляторов (обычно в этой роли выступают предыдущие версии компиляторов той же фирмы-производителя). И в этом качестве ком­пилятор является уже выходной программой для другого компилятора, которая ничем не лучше и не хуже всех прочих порождаемых выходных программ.

Простой интерпретатор анализирует и тут же выполняет (собственно интерпретация) программу покомандно (или построчно), по мере поступления её исходного кода на вход интерпретатора. Достоинством такого подхода является мгновенная реакция. Недостаток — такой интерпретатор обнаруживает ошибки в тексте программы только при попытке выполнения команды (или строки) с ошибкой.

Следует также отметить, что режимы интерпретации можно найти не только в программном, но и [аппаратном обеспечении](https://ru.wikipedia.org/wiki/%D0%90%D0%BF%D0%BF%D0%B0%D1%80%D0%B0%D1%82%D0%BD%D0%BE%D0%B5_%D0%BE%D0%B1%D0%B5%D1%81%D0%BF%D0%B5%D1%87%D0%B5%D0%BD%D0%B8%D0%B5). Так, многие [микропроцессоры](https://ru.wikipedia.org/wiki/%D0%9C%D0%B8%D0%BA%D1%80%D0%BE%D0%BF%D1%80%D0%BE%D1%86%D0%B5%D1%81%D1%81%D0%BE%D1%80) интерпретируют машинный код с помощью встроенных [микропрограмм](https://ru.wikipedia.org/wiki/%D0%9C%D0%B8%D0%BA%D1%80%D0%BE%D0%BF%D1%80%D0%BE%D0%B3%D1%80%D0%B0%D0%BC%D0%BC%D0%B0), а процессоры семейства x86, начиная с [Pentium](https://ru.wikipedia.org/wiki/Pentium) (например, на архитектуре [Intel P6](https://ru.wikipedia.org/wiki/Intel_P6)), во время исполнения машинного кода предварительно транслируют его во внутренний формат (в последовательность микроопераций).

Поскольку в этой работе нас не интересуют лексер, парсер и семантический анализатор, не имеет значения, как создаются наборы команд. Поэтому на данном этапе принято, что все, что имеет значение, — это то, что нашему переводчику дано правильное расположение инструкций, и мы это обеспечили в предыдущих лабораторных работах.

По сути, наш интерпретатор будет являться виртуальной машиной с своим стеком для хранения команд и их обработки. Непосредственно на стеке и будут выполняться все команды, например есть выражение 2 + 3, и мы для каждого операнда поместим значение на стек, таким образом, у нас будет два значения в стеке, а третей командой оператор выполнит команду, требующую два операнда – и соответственно будет вынято из стека два зна-чения и проведена команда сложения, которая и даст нам результат 5.   
Если же забегать вперед, то можно отметить что в случае использования переменных мы будем загружать на стек переменную с помощью команды (например LOAD\_VALUE), затем в отдельное хранилище (назовем его словарем) будем загружать по имени переменной значение из стека (назовем команду STORE\_NAME) и также при непосредственно суммировании мы будем до-ставать значения из словаря в стек с помощью команды, допустим, LOAD\_NAME.

Вообще, в проекте каждая функция собирается в отдельный скомпилированный объект со своим байт кодом. Он будет представлен последовательностью различных чисел. Например, представим следующий пример: есть выражение x = 3. И есть следующий байт код для этого выражения – 100, 1, 0, 125, 0, 0. Каждое из чисел – 1 байт, т е максимальный размер 255. Данная последовательность представляет собой инструкции LOAD\_VALUE (данной инструкции соответствует число 100), 1, 0 – это операнды описанной инструкции (1 значит первый (второй по индексу) элемент константа или пере-менная в нашей программе, в нашем случае 3), а 0 – ничего не значит. Точно также 125 - STORE\_NAME, 0 – идентифицирует переменную x, 0 – ничего не значит. Почему же спрашивается нужны ничего не значащие нули? Дело в том, что если у нас будет в программе много переменных, то 255 значений не хватит чтобы описать их всех, поэтому второй 0 – это потенциально дополнительный байт идентификации. Итого у нас может быть теперь не 256, а 65536 вариантов значений, чего на практике достаточно.

Циклы и условные операторы реализованы как инструкции POP\_JUMP\_IF\_FALSE, которая смотрит что результат сравнения операции COMPARE\_OP на стек и перемещается на указанную инструкцию в нашей ленте байт кода если условие не удовлетворяется. Точно также устроены и циклы, так как, по сути, мы в конце цикла проверяем, вышли ли мы из него, и если нет – то прыгаем по на указанный оператор т. е. начало цикла.

1. **Примеры работы программы**

Пример 1. Пирамидальная сортировка

Исходный код на языке Python

def heapify(nums, heap, root) :  
 largest = root  
 left = (2 \* root) + 1  
 right = (2 \* root) + 2  
 if left < heap and nums[left] > nums[largest] :  
 largest = left  
 if right < heap and nums[right] > nums[largest] :  
 largest = right  
 if largest != root:  
 nums[root] , nums[largest] = nums[largest] , nums[root]  
 heapify(nums, heap, largest)  
  
def heap\_sort(nums) :  
 n = len(nums)  
 for i in range(n, -1, -1) :  
 heapify(nums, n, i)  
 for i in range(n - 1, 0, -1) :  
 nums[i] , nums[0] = nums[0] , nums[i]  
 heapify(nums, i, 0)  
  
random\_nums = [46, 18, 1, 35, 26]  
heap\_sort(random\_nums)  
print('Heapsort')  
print(random\_nums)

![](data:image/png;base64,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)

Рис 1. Результат интерпретации Примера 1

random\_nums = [0.38, 18.46, 1.66, 4.764, 26.863]
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Рис 2. Результат интерпретации Примера 1

random\_nums = [2000, 300, 800, 536]
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Рис 3. Результат интерпретации Примера 1

random\_nums = [0002., 0007., 0001., 0003.]
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Рис 4. Результат интерпретации Примера 1

Пример 2. Сортировка слиянием

Исходный код на языке Python

def merge(left\_list, right\_list) :  
 sorted = [ ]  
 left\_index = right\_index = 0  
 left\_length , right\_length = len(left\_list) , len(right\_list)  
 for \_ in range(left\_length + right\_length) :  
 if left\_index < left\_length and right\_index < right\_length :  
 if left\_list[left\_index] <= right\_list[right\_index] :  
 sorted.append(left\_list [ left\_index ] )  
 left\_index = left\_index + 1  
 else :  
 sorted.append(right\_list [ right\_index ] )  
 right\_index = right\_index + 1  
 elif left\_index == left\_length :  
 sorted.append(right\_list [ right\_index ] )  
 right\_index = right\_index + 1  
 elif right\_index == right\_length :  
 sorted.append(left\_list [ left\_index ] )  
 left\_index = left\_index + 1  
 return sorted  
  
def merge\_sort(nums) :  
 if len(nums) <= 1 :  
 return nums  
 mid = int(len(nums) / 2)  
 left\_list = merge\_sort(nums [ :mid ] )  
 right\_list = merge\_sort(nums [ mid: ] )  
 return merge(left\_list, right\_list)  
  
random\_nums = [64, 83, 50, 168, 5]  
random\_nums = merge\_sort(random\_nums)  
print('Mergesort')  
print(random\_nums)
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Рис 5. Результат интерпретации Примера 2

random\_nums = [0.38, 18.46, 1.66, 4.764, 26.863]
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Рис 6. Результат интерпретации Примера 2

random\_nums = [2000, 300, 800, 536]
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Рис 7. Результат интерпретации Примера 2

random\_nums = [0002., 0007., 0001., 0003.]
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Рис 8. Результат интерпретации Примера 2

Обработка ошибок

def heapify(nums, heap, root) :  
 k = 5  
 z = 0  
 largest = root  
 left = (2 \* root) + 1  
 right = (2 \* root) + 2  
 k = k / z 'Ошибка деления на 0'
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Рис 9. Вывод информации о найденной ошибке

def heapify(nums, heap, root) :  
 largest = root  
 left = (2 \* root) + 1 + mistake 'Ошибка, неизвестная переменная'
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Рис 10. Вывод информации о найденной ошибке

1. **Вывод**

В ходе лабораторной работы были изучены теоретические сведения по построению интерпретаторов. Изучены базовые понятия по теме интерпретации программ, повторены основные теоретические сведения об компиляторах и трансляторах, была построена схема запуска сходного кода при помощи интерпретатора.

Выявлены основные различия работы компилятора и интерпретатора:

* Компилятор транслирует всю программу сразу, а потом выполняет ее. Интерпретатор же берет инструкцию, транслирует и выполняет ее.
* Помимо времени на обработку и анализ, общее время выполнения кода компилятора быстрее в сравнении с интерпретатором.
* Компилятор генерирует отчет об ошибках после трансляции всего, в то время как интерпретатор прекратит трансляцию после первой найденной ошибки.
* Компилятор по сравнению с интерпретатором требует больше времени для анализа и обработки языка высокого уровня.

Изучены особенности интерпретации как программного, так и аппаратного обеспечения компьютера. Например, язык [Forth](https://ru.wikipedia.org/wiki/Forth), который способен работать как в режиме интерпретации. Или, например, [микропроцессоры](https://ru.wikipedia.org/wiki/%D0%9C%D0%B8%D0%BA%D1%80%D0%BE%D0%BF%D1%80%D0%BE%D1%86%D0%B5%D1%81%D1%81%D0%BE%D1%80), которые интерпретируют машинный код с помощью встроенных [микропрограмм](https://ru.wikipedia.org/wiki/%D0%9C%D0%B8%D0%BA%D1%80%D0%BE%D0%BF%D1%80%D0%BE%D0%B3%D1%80%D0%B0%D0%BC%D0%BC%D0%B0) (процессоры семейства x86, начиная с [Pentium](https://ru.wikipedia.org/wiki/Pentium)).

Был разработан интерпретатор языка, аналогичного языку Python, и была продемонстрирована работа данного интерпретатора.

**Приложение. Код программы**

namespace ConsoleApp1

{

class SyntaxAnalizer

{

protected int OpenedBracketsLevel = 0;

protected int CurrentBlockLevel = 0;

public ExpressionNode Analyse(IEnumerable<Token> tokens, out bool startNewBlock, out bool isElifElseNode)

{

OpenedBracketsLevel = 0;

startNewBlock = false;

isElifElseNode = false;

var firstToken = tokens.FirstOrDefault();

if (firstToken?.IsBlockOpeningOperation == true)

{

startNewBlock = true;

isElifElseNode = firstToken.TokenType == TokenTypes.ELSE || firstToken.TokenType == TokenTypes.ELIF;

if (tokens.LastOrDefault()?.TokenType != Token.TokenTypes.COLON)

{

var t = tokens.LastOrDefault();

throw new SyntaxErrorException("colon expected", t.Value, t.CodeLineIndex, t.CodeLineNumber);

}

}

ExpressionNode root = BuildTree(tokens);

if (OpenedBracketsLevel != 0)

{

throw new SyntaxErrorException("brackets do not match", tokens.Last().Value, tokens.Last().CodeLineIndex, tokens.Last().CodeLineNumber);

}

return root;

}

protected ExpressionNode BuildTree(IEnumerable<Token> tokens, ExpressionNode parent = null)

{

ExpressionNode root = null;

ExpressionNode left = null;

Token token = tokens.FirstOrDefault();

if (token is null)

return null;

if (token.IsConstant || token.TokenType == Token.TokenTypes.ID || token.TokenType == Token.TokenTypes.BUILT\_IN\_FUNCTION)

{

left = new ExpressionNode()

{

Operator = token,

Type = ExpressionNode.TokensToExpressionTypes.GetOrDefault(token.TokenType, ExpressionNode.ExpressionTypes.UNKNOWN)

};

var tt = tokens.ElementAtOrDefault(1)?.TokenType;

if (tt == Token.TokenTypes.OPENING\_ROUND\_BRACKET)

{

root = left;

left = null;

root.Type = ExpressionNode.ExpressionTypes.FUNCTION\_CALL;

root.Right = BuildTree(tokens.Skip(1));

}

else if (tt == Token.TokenTypes.COLON)

{

root = left;

left = null;

root.Right = BuildTree(tokens.Skip(2));

// TODO: maybe throw error here if there is something after COLON

}

else

{

root = BuildTree(tokens.Skip(1));

left.Parent = root;

}

}

else if (token.IsOpeningBracket)

{

this.OpenedBracketsLevel++;

root = BuildTree(tokens.Skip(1));

root.OperatorPriority++;

}

else if (token.IsClosingBracket)

{

this.OpenedBracketsLevel--;

root = BuildTree(tokens.Skip(1));

if (root != null)

root.OperatorPriority--;

}

else if (token.IsOperation)

{

root = new ExpressionNode()

{

Operator = token,

Type = ExpressionNode.TokensToExpressionTypes.GetOrDefault(token.TokenType, ExpressionNode.ExpressionTypes.UNKNOWN)

};

if (token.TokenType == Token.TokenTypes.MULTIPLICATION || token.TokenType == Token.TokenTypes.DIVISION)

{

root.OperatorPriority++;

}

root.Right = BuildTree(tokens.Skip(1), root);

}

if (root is null)

{

if (left is null)

return null;

left.Parent = parent;

return left;

}

root.Parent = parent;

if (left != null)

root.InsertDeepLeft(left);

if (root.Right != null && root.Operator.IsOperation && root.Right.Operator.IsOperation && root.OperatorPriority > root.Right.OperatorPriority)

return root.LeftRotation();

return root;

}

public static ExpressionNode ValidateNode(ExpressionNode node)

{

switch (node.Type)

{

case ExpressionNode.ExpressionTypes.BINARY\_OPERATION:

if (node.Left == null || node.Right == null)

{

throw new SyntaxErrorException(

"binary operation lacks operand",

node.Operator.Value,

node.Operator.CodeLineIndex,

node.Operator.CodeLineNumber

);

}

break;

case ExpressionNode.ExpressionTypes.BLOCK\_OPENING\_CONDITIONAL\_OPERATION:

if (node.Left != null || node.Right == null)

throw new SyntaxErrorException(

"conditional operator wrong usage",

node.Operator.Value,

node.Operator.CodeLineIndex,

node.Operator.CodeLineNumber

);

break;

case ExpressionNode.ExpressionTypes.UNKNOWN:

throw new SyntaxErrorException(

"unknown expression",

node.Operator.Value,

node.Operator.CodeLineIndex,

node.Operator.CodeLineNumber

);

case ExpressionNode.ExpressionTypes.OPERAND:

if (node.Left != null)

throw new SyntaxErrorException(

"unknown operator",

node.Operator.Value,

node.Operator.CodeLineIndex,

node.Operator.CodeLineNumber

);

break;

default:

break;

}

return node;

}

public class SyntaxErrorException : FormatException

{

public string Value { get; set; }

public int PositionInLine { get; set; }

public int LineNumber { get; set; }

public SyntaxErrorException(string message, string value, int positionInLine, int lineNumber) : base(message)

{

Value = value;

PositionInLine = positionInLine;

LineNumber = lineNumber;

}

}

public class ExpressionNode

{

public ExpressionNode Left = null;

public Token Operator = null;

public ExpressionTypes Type;

public int OperatorPriority = 0;

public ExpressionNode Right = null;

public ExpressionNode Parent = null;

public TreeList<ExpressionNode> Block = new TreeList<ExpressionNode>(null);

public ExpressionNode LeftRotation()

{

ExpressionNode newRoot = new ExpressionNode()

{

Right = this.Right.Right,

Operator = this.Right.Operator,

Type = this.Right.Type,

Parent = this.Parent

};

newRoot.Left = new ExpressionNode()

{

Left = this.Left,

Right = this.Right.Left,

Operator = this.Operator,

Type = this.Type,

Parent = newRoot

};

return newRoot;

}

public void InsertDeepLeft(ExpressionNode node)

{

ExpressionNode temp = this;

while (!(temp.Left is null))

{

temp = temp.Left;

}

temp.Left = node;

}

public override string ToString()

{

return $"({Operator.ToString()})";

}

public enum ExpressionTypes

{

UNKNOWN,

UNARY\_OPERATION,

BINARY\_OPERATION,

BLOCK\_OPENING\_CONDITIONAL\_OPERATION,

BLOCK\_OPENING\_OPERATION,

FUNCTION\_CALL,

FUNCTION\_DEF,

OPERAND

};

public static Dictionary<TokenTypes, ExpressionTypes> TokensToExpressionTypes = new Dictionary<TokenTypes, ExpressionTypes>()

{

[TokenTypes.ASSIGN] = ExpressionTypes.BINARY\_OPERATION,

[TokenTypes.COMMA] = ExpressionTypes.BINARY\_OPERATION,

[TokenTypes.DOT] = ExpressionTypes.BINARY\_OPERATION,

[TokenTypes.IF] = ExpressionTypes.BLOCK\_OPENING\_CONDITIONAL\_OPERATION,

[TokenTypes.ELIF] = ExpressionTypes.BLOCK\_OPENING\_CONDITIONAL\_OPERATION,

[TokenTypes.ELSE] = ExpressionTypes.BLOCK\_OPENING\_OPERATION,

[TokenTypes.FOR] = ExpressionTypes.BLOCK\_OPENING\_CONDITIONAL\_OPERATION,

[TokenTypes.WHILE] = ExpressionTypes.BLOCK\_OPENING\_CONDITIONAL\_OPERATION,

[TokenTypes.PLUS] = ExpressionTypes.BINARY\_OPERATION,

[TokenTypes.MINUS] = ExpressionTypes.BINARY\_OPERATION,

[TokenTypes.MODULE] = ExpressionTypes.BINARY\_OPERATION,

[TokenTypes.DIVISION] = ExpressionTypes.BINARY\_OPERATION,

[TokenTypes.MULTIPLICATION] = ExpressionTypes.BINARY\_OPERATION,

[TokenTypes.NOT] = ExpressionTypes.UNARY\_OPERATION,

[TokenTypes.AND] = ExpressionTypes.BINARY\_OPERATION,

[TokenTypes.OR] = ExpressionTypes.BINARY\_OPERATION,

[TokenTypes.IN] = ExpressionTypes.BINARY\_OPERATION,

[TokenTypes.LOWER] = ExpressionTypes.BINARY\_OPERATION,

[TokenTypes.LOWER\_OR\_EQUAL] = ExpressionTypes.BINARY\_OPERATION,

[TokenTypes.GREATER] = ExpressionTypes.BINARY\_OPERATION,

[TokenTypes.GREATER\_OR\_EQUAL] = ExpressionTypes.BINARY\_OPERATION,

[TokenTypes.NOT\_EQUAL] = ExpressionTypes.BINARY\_OPERATION,

[TokenTypes.EQUAL] = ExpressionTypes.BINARY\_OPERATION,

[TokenTypes.FUNCTION\_DEFINITION] = ExpressionTypes.FUNCTION\_DEF,

[TokenTypes.STRING\_CONST] = ExpressionTypes.OPERAND,

[TokenTypes.INT\_NUM] = ExpressionTypes.OPERAND,

[TokenTypes.FLOAT\_NUM] = ExpressionTypes.OPERAND,

[TokenTypes.ID] = ExpressionTypes.OPERAND,

[TokenTypes.BUILT\_IN\_FUNCTION] = ExpressionTypes.OPERAND,

[TokenTypes.COLON] = ExpressionTypes.BLOCK\_OPENING\_OPERATION

};

}

}

}

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

namespace ConsoleApp1

{

class SemanticItem

{

public string Name { get; set; }

public VarTypes VarType { get; set; }

public FunctionSpecification FSpecification { get; set; }

public enum VarTypes

{

NUMBER\_VAR,

INTEGER\_VAR,

FLOAT\_VAR,

STRING\_VAR,

FUNCTION\_VAR,

LIST\_VAR,

BOOL\_VAR,

NONE\_VAR,

}

public static Dictionary<string, VarTypes> StringVarTypes = new Dictionary<string, VarTypes>

{

["int"] = VarTypes.INTEGER\_VAR,

["float"] = VarTypes.FLOAT\_VAR,

["str"] = VarTypes.STRING\_VAR,

["bool"] = VarTypes.BOOL\_VAR,

["list"] = VarTypes.LIST\_VAR,

["None"] = VarTypes.NONE\_VAR,

["function"] = VarTypes.FUNCTION\_VAR

};

public struct FunctionSpecification

{

public VarTypes ReturnType { get; set; }

public int MaxArgumentsAmount { get; set; }

public int MinArgumentsAmount { get; set; }

}

public static Dictionary<string, FunctionSpecification> BuiltInFunctionsReference = new Dictionary<string, FunctionSpecification>

{

["print"] = new FunctionSpecification() { ReturnType = VarTypes.NONE\_VAR, MinArgumentsAmount = 0, MaxArgumentsAmount = 100 },

["input"] = new FunctionSpecification() { ReturnType = VarTypes.STRING\_VAR, MinArgumentsAmount = 0, MaxArgumentsAmount = 1 },

["range"] = new FunctionSpecification() { ReturnType = VarTypes.INTEGER\_VAR, MinArgumentsAmount = 1, MaxArgumentsAmount = 3 },

["type"] = new FunctionSpecification() { ReturnType = VarTypes.STRING\_VAR, MinArgumentsAmount = 1, MaxArgumentsAmount = 3 },

["abs"] = new FunctionSpecification() { ReturnType = VarTypes.NUMBER\_VAR, MinArgumentsAmount = 1, MaxArgumentsAmount = 1 },

["max"] = new FunctionSpecification() { ReturnType = VarTypes.NUMBER\_VAR, MinArgumentsAmount = 1, MaxArgumentsAmount = 100 },

["min"] = new FunctionSpecification() { ReturnType = VarTypes.NUMBER\_VAR, MinArgumentsAmount = 1, MaxArgumentsAmount = 100 },

["int"] = new FunctionSpecification() { ReturnType = VarTypes.INTEGER\_VAR, MinArgumentsAmount = 0, MaxArgumentsAmount = 1 },

["float"] = new FunctionSpecification() { ReturnType = VarTypes.FLOAT\_VAR, MinArgumentsAmount = 0, MaxArgumentsAmount = 1 }

};

}

}

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Text.RegularExpressions;

using System.Threading.Tasks;

using static ConsoleApp1.Token;

using static ConsoleApp1.LexicalAnalizer;

using ConsoleTables;

namespace ConsoleApp1

{

class Program

{

static void PrintTokensDictionary(Dictionary<string, Token> dictionary)

{

ConsoleTable consoleTable = new ConsoleTable("TOKEN", "DESCRIPTION");

foreach (Token token in dictionary.Values)

{

consoleTable.AddRow(token.Value, token.DescriptionString);

}

consoleTable.Write();

}

static string PrintNodeWithChildren(SyntaxAnalizer.ExpressionNode node, string indentation)

{

if (node == null)

{

return "";

}

SyntaxAnalizer.ValidateNode(node);

StringBuilder stringBuilder = new StringBuilder();

stringBuilder.AppendLine($"{indentation} {node.Operator.Value}");

if (node.Left != null)

stringBuilder.Append(PrintNodeWithChildren(node.Left, indentation + "\\"));

if (node.Right != null)

stringBuilder.Append(PrintNodeWithChildren(node.Right, indentation + "\\"));

return stringBuilder.ToString();

}

static void PrintSyntaxTree(IEnumerable<SyntaxAnalizer.ExpressionNode> nodes, int nestingLevel = 1)

{

string indentation = new String('|', nestingLevel);

foreach (var node in nodes)

{

Console.Write(PrintNodeWithChildren(node, indentation));

Console.WriteLine(indentation);

PrintSyntaxTree(node.Block, nestingLevel+1);

}

}

static string errorDescription(int indexInCodeLine, string codeLine)

{

StringBuilder stringBuilder = new StringBuilder(codeLine);

stringBuilder.AppendLine();

stringBuilder.Append(new string(' ', indexInCodeLine));

stringBuilder.Append('^');

return stringBuilder.ToString();

}

static void DoTheJob(IEnumerable<string> codeLines)

{

Dictionary<string, Token> constants = new Dictionary<string, Token>();

Dictionary<string, Token> variables = new Dictionary<string, Token>();

Dictionary<string, Token> operators = new Dictionary<string, Token>();

Dictionary<string, Token> keywords = new Dictionary<string, Token>();

List<LexicalError> errors = new List<LexicalError>();

// running lexical analysis

TreeList<SyntaxAnalizer.ExpressionNode> tree = new TreeList<SyntaxAnalizer.ExpressionNode>(null);

TreeList<SyntaxAnalizer.ExpressionNode> currentBlock = tree;

int lineNumber = 0;

SyntaxAnalizer sa = new SyntaxAnalizer();

LexicalAnalizer la = new LexicalAnalizer();

int previousLineIndentation = 0;

foreach (string line in codeLines)

{

Construction construction = la.AnaliseLine(line, lineNumber);

if (construction.Tokens.Count == 0)

{

lineNumber++;

continue;

}

for (int i = 0; i < construction.Tokens.Count; i++)

{

Token token = construction.Tokens[i];

if (token.IsReservedIdToken)

keywords.TryAdd(token.Value, token);

else if (token.IsOperation)

operators.TryAdd(token.Value, token);

else if (token.IsConstant)

constants.TryAdd(token.Value, token);

else if (token.TokenType != TokenTypes.UNKNOWN)

{

variables.TryAdd(token.Value, token);

}

}

if (construction.HasErrors)

{

Console.ForegroundColor = ConsoleColor.Red;

Console.WriteLine("\t\t ERRORS");

Console.ResetColor();

foreach (LexicalError error in construction.Errors)

{

Console.WriteLine($"line {error.CodeLineNumber + 1} char {error.IndexInCodeLine + 1} :: {error.ErrorType}");

Console.WriteLine(error.Description);

}

Console.Read();

Environment.Exit(1);

}

SyntaxAnalizer.ExpressionNode node = null;

bool isElifElseNode = false;

bool newBlockToOpen = false;

node = sa.Analyse(construction.Tokens, out newBlockToOpen, out isElifElseNode);

int indentationDiff = previousLineIndentation - construction.Indentation;

if (indentationDiff > 0)

{

for (int i = previousLineIndentation-1; i >= construction.Indentation; i--)

{

currentBlock = currentBlock.Parent;

if (currentBlock.Indentation == i)

break;

}

// currentBlock = currentBlock.Parent; // TODO: create parent relationship between BLOCKS to support >1 level nesting

if (node.Operator.IsElif && !currentBlock.Last().Operator.IsIf)

{

throw new SyntaxAnalizer.SyntaxErrorException(

"elif block not allowed here",

node.Operator.Value,

node.Operator.CodeLineIndex,

node.Operator.CodeLineNumber

);

}

else if (node.Operator.IsElse && !(currentBlock.Last().Operator.IsIf || currentBlock.Last().Operator.IsElif))

{

throw new SyntaxAnalizer.SyntaxErrorException(

"else block not allowed here",

line,

node.Operator.CodeLineIndex,

node.Operator.CodeLineNumber

);

}

}

previousLineIndentation = construction.Indentation;

lineNumber++;

if (newBlockToOpen)

{

if ((node.Operator.IsElif || node.Operator.IsElse) && !currentBlock.Last().Operator.IsIf && !currentBlock.Last().Operator.IsElif)

{

throw new SyntaxAnalizer.SyntaxErrorException(

"lacks IF clause for elif|else block to appear",

node.Operator.Value,

node.Operator.CodeLineIndex,

node.Operator.CodeLineNumber

);

}

currentBlock.Add(node);

currentBlock.Last().Block = new TreeList<SyntaxAnalizer.ExpressionNode>(currentBlock);

currentBlock = currentBlock.Last().Block;

currentBlock.Indentation = construction.Indentation;

continue;

}

currentBlock.Add(node);

}

if (errors.Any())

{

Console.ForegroundColor = ConsoleColor.Red;

Console.WriteLine("\t\t ERRORS");

Console.ResetColor();

foreach (LexicalError error in errors)

{

Console.WriteLine($"line {error.CodeLineNumber + 1} char {error.IndexInCodeLine + 1} :: {error.ErrorType}");

Console.WriteLine(error.Description);

}

}

Console.WriteLine("SYNTAX TREE:\n");

PrintSyntaxTree(tree);

// console tables output block

Console.WriteLine("\n \t\t CONSTANTS");

PrintTokensDictionary(constants);

Console.WriteLine("\n \t\t VARIABLES");

PrintTokensDictionary(variables);

Console.WriteLine("\n \t\t KEYWORS");

PrintTokensDictionary(keywords);

Console.WriteLine("\n \t\t OPERATORS");

PrintTokensDictionary(operators);

}

static void Main(string[] args)

{

Console.OutputEncoding = System.Text.Encoding.UTF8;

string FILENAME = @"D:/Documents/Univer/6\_sem/MTRANS/lab2/ConsoleApp1/test.py";

IEnumerable<string> codeLines = System.IO.File.ReadLines(FILENAME);

try

{

DoTheJob(codeLines);

}

catch (SyntaxAnalizer.SyntaxErrorException e)

{

Console.ForegroundColor = ConsoleColor.Red;

Console.WriteLine($"SYNTAX ERROR {e.Message}");

Console.ResetColor();

Console.WriteLine($"line {e.LineNumber} char {e.PositionInLine}:");

Console.WriteLine(errorDescription(e.PositionInLine, codeLines.ElementAt(e.LineNumber).Trim()));

}

catch (InvalidOperationException e)

{

Console.WriteLine($"SYNTAX ERROR {e.Message}");

Console.WriteLine("block opening element has nothing in its block!");

}

Console.Read();

}

}

}