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1. **Задача №1**
   1. **Постановка задачи**

Составить программу, которая объединяет два упорядоченных по возрастанию линейных однонаправленных списка в один упорядоченный по возрастанию ЛОС

* 1. **Описание используемых структур данных**

Линейный однонаправленный список — это структура данных, состоящая из элементов одного типа, связанных между собой последовательно посредством указателей. Каждый элемент списка имеет указатель на следующий элемент. Последний элемент списка указывает на NULL. Элемент, на который нет указателя, является первым (головным) элементом списка. Здесь ссылка в каждом узле указывает на следующий узел в списке. В односвязном списке можно передвигаться только в сторону конца списка.

* 1. ![](data:image/png;base64,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)**Пользовательский интерфейс**
  2. **Описание алгоритма**
* Вводим элементы в первый список, список сортируется каждый раз при вводе элемента или нескольких элементов
* Вводим элементы в второй список, список сортируется каждый раз при вводе элемента или нескольких элементов
* Если нужно очистить списки, очищаем специальной кнопкой
* В задание мы объединяем два введенных списка в один и сортируем
  1. **Тестирование**

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| *№* | *Исходные данные* | | *Эталон результата* | *Результат программы* | *Отметка о правильном прохождении теста* |
| list 1 | list 2 | result | result |
| 1. | 1 2 3 4 5 6 | 6 5 4 3 2 1 | 1 1 2 2 3 3 4 4 5 5 6 6 | 1 1 2 2 3 3 4 4 5 5 6 6 | пройден |
| 2. | 32 44 0 4 | 64 88 0 8 | 0 0 4 8 32 44 64 99 | 0 0 4 8 32 44 64 99 | пройден |
| 3. | 11 342 543 645 99 1 | 4 89 1 7 | 1 1 4 7 11 89 99 342 543 645 | 1 1 4 7 11 89 99 342 543 645 | пройден |
| 4. | 1 3 5 7 9 0 | 3 3 3 | 0 1 3 3 3 3 5 7 9 | 0 1 3 3 3 3 5 7 9 | пройден |
| 5. | 323 654 743 678 | 74 12 8 5 | 5 8 12 74 323 654 678 743 | 5 8 12 74 323 654 678 743 | пройден |
| 6. | 1 1 1 1 | 0 0 0 0 | 0 0 0 0 1 1 1 1 | 0 0 0 0 1 1 1 1 | пройден |

* 1. **Листинг программы**

1. Класс List

**import** random  
**class** Node:  
 **def** \_\_init\_\_(self,value = **None**, next = **None**):  
 self.value= value  
 self.next = next  
  
**class** LinkList:  
 **def** \_\_init\_\_(self):  
 self.first = **None** self.last = **None** self.lenght = 0  
  
 **def** \_\_str\_\_(self):  
 **if** self.first != **None**:  
 current = self.first  
 out = **'List ['** + str(current.value) + **' '  
 while** current.next != **None**:  
 current = current.next  
 out += str(current.value) + **' '  
 return** out + **']'  
 return 'List []'  
  
 def** clear(self):  
 self.\_\_init\_\_()  
  
 **def** add(self,x):  
 self.lenght+=1  
 **if** self.first ==**None**:  
 self.first= self.last=Node(x,**None**)  
 **else**:  
 self.last.next =self.last =Node(x,**None**)  
  
 **def** sort(self):  
 a = Node(0, **None**)  
 b = Node(0, **None**)  
 c = Node(0, **None**)  
 e = Node(0, **None**)  
 tmp = Node(0, **None**)  
  
 **while** (e != self.first.next):  
 c = a = self.first  
 b = a.next  
  
 **while** a != e:  
 **if** a **and** b:  
 **if** a.value > b.value:  
 **if** a == self.first:  
 tmp = b.next  
 b.next = a  
 a.next = tmp  
 self.first = b  
 c = b  
 **else**:  
 tmp = b.next  
 b.next = a  
 a.next = tmp  
 c.next = b  
 c = b  
 **else**:  
 c = a  
 a = a.next  
 b = a.next  
 **if** b == e:  
 e = a  
 **else**:  
 e = a  
  
 **def** lenght(self):  
 **return** (lenght)  
  
 **def** createList(self):  
 temp = self.first  
 list1 = []  
 **while** (temp != **None**):  
 list1.append(temp.value)  
 temp = temp.next  
 **return** list1

1. Основная программа

**from** tkinter **import**\*  
**from** tkinter **import** messagebox  
**import** linklist  
*#1methods***def** click1():  
 tempint = txt1.get().split(**" "**)  
 tempint = [int(i) **for** i **in** tempint]  
 **for** i **in** tempint:  
 l1.add(i)  
 l1.sort()  
 messagebox.showinfo(**"First list"**, l1)  
**def** click2():  
 tempint = txt2.get().split(**" "**)  
 tempint = [int(i) **for** i **in** tempint]  
 **for** i **in** tempint:  
 l2.add(i)  
 l2.sort()  
 messagebox.showinfo(**"Second list"**, l2)  
**def** delite1():  
 l1.clear()  
 messagebox.showinfo(**"First list"**, **"list 1 clear"**)  
**def** delite2():  
 l2.clear()  
 messagebox.showinfo(**"Second list"**, **"list 2 clear"**)  
**def** click3():  
 l3.clear()  
 templist3 = []  
 templist1 = l1.createList()  
 templist2 = l2.createList()  
 templist3 = templist1 + templist2  
 **for** i **in** templist3:  
 l3.add(i)  
 l3.sort()  
 lbl3.configure(text = l3)  
  
  
*#1methods*l1 = linklist.LinkList()  
l2 = linklist.LinkList()  
l3 = linklist.LinkList()  
  
window= Tk()  
window.title(**"Лабораторная работа 1.1"**)  
*#label*lbl1 = Label(window,text = **"Введите элементы первого листа через пробел:"**)  
lbl2 = Label(window,text = **"Введите элементы второго листа через пробел:"**)  
lbl3 = Label(window)  
lbl2.grid(column = 2,row = 0)  
lbl1.grid(column = 0,row = 0)  
lbl3.grid(column = 1,row = 3)  
*#label  
  
#region Button*btn1 =Button(window,text = **"Принять список"**,command = click1)  
btn2 =Button(window,text = **"Принять список"**,command = click2)  
btn3 = Button(window,text = **"Общий список(Задание 1)"**, command = click3 )  
btn4 = Button(window, text = **"Очистить лист 1"**, command = delite1)  
btn5 = Button(window, text = **"Очистить лист 1"**, command = delite2)  
btn1.grid(column = 0,row = 2)  
btn2.grid(column = 2,row = 2)  
btn3.grid(column = 1,row = 4)  
btn4.grid(column = 0,row = 3)  
btn5.grid(column = 2,row = 3)  
*#endregion Button  
  
  
#TextBox*txt1 = Entry(window,width =10)  
txt2 = Entry(window,width =10)  
txt1.grid(column = 0, row = 1)  
txt2.grid(column = 2, row = 1)  
  
window.mainloop()

1. **Задача №2**
   1. **Постановка задачи**

Составить программу построения стека, элементами которого являются словами. Сформировать новый стек, содержащий в качестве элементов палиндромы слов из исходного текста

* 1. **Описание используемых структур данных**

Стек — абстрактный тип данных, представляющий собой список элементов, организованных по принципу LIFO (англ. last in — first out, «последним пришёл — первым вышел»).

* 1. **Пользовательский интерфейс**

![](data:image/png;base64,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)

* 1. **Описание алгоритма**
* Создаём стек
* Проходим по всем элементам исходного стека
* На каждой итерации, если первая половина текста элемента равна второй половине справа налево, то добавляем этот элемент в созданный массив
  1. **Тестирование**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| *№* | *Исходные данные* | *Эталон результата* | *Результат программы* | *Отметка о правильном прохождении теста* |
| stack | result | result |
| 1. | qwer rest oo | oo | oo | пройден |
| 2. | wow task slip | wow | wow | пройден |
| 3. | 321 123 wriirw | wriirw | wriirw | пройден |
| 4. | 110011 1 zxcv | 110011 1 | 110011 1 | пройден |
| 5. | huh what lool | huh lool | huh lool | пройден |

* 1. **Листинг программы**

1. Класс Stack

**class** Stack:  
 **def** \_\_init\_\_(self):  
 self.items = []  
 **def** push(self,item):  
 self.items.append(item)  
 **def** pop(self):  
 **return** self.items.pop()  
 **def** \_\_str\_\_(self):  
 out = **""  
 for** i **in** self.items:  
 out += i + **' '  
 return** out  
 **def** is\_empty(self):  
 **return** (self.items == [])  
 **def** clear(self):  
 self.items = []  
 **def** task1(self):  
 list = []  
 **for** i **in** self.items:  
 x = len(i)- 1  
 y = 0  
 k = 0  
 **while** x- y >= y:  
 **if** i[x- y] == i[y]:  
 y+=1  
 **else**:  
 k = 1  
 **break  
 if** k == 0:  
 list.append(i)  
 **return** list

1. Основная программа

**from** tkinter **import**\*  
**from** tkinter **import** scrolledtext  
**import** Stack  
  
**def** click1():  
 temp = txt1.get().split()  
 **for** i **in** temp:  
 st1.push(i)  
 lbl1.configure(text = st1)  
**def** click2():  
 st1.clear()  
 lbl1.configure(text=st1)  
**def** click3():  
 st2.clear()  
 temp = []  
 temp = st1.task1()  
 **if** len(temp) == 0:  
 lbl3.configure(text = **"Нет полиндромов"**)  
 **else**:  
 **for** i **in** temp:  
 st2.push(i)  
 lbl3.configure(text=st2)  
  
  
st1 =Stack.Stack()  
st2 = Stack.Stack()  
  
win = Tk()  
win.title(**"Лабараторная 1.2"**)  
  
txt1 = Entry(win, width = 12)  
txt1.grid(column= 0, row = 0)  
  
btn1 = Button(win,text = **"Добавить слово в стек"**,command = click1)  
btn2 = Button(win, text = **"Очистить стэк"**,command = click2)  
btn3 = Button(win,text = **"Поиск полиндромов"**, command = click3)  
btn1.grid(column = 0,row = 1)  
btn2.grid(column = 0,row = 3)  
btn3.grid(column = 0,row = 4)  
  
lbl1 = Label(win)  
lbl2 = Label(win,text = **"Введенный стэк:"**)  
lbl3 = Label(win)  
lbl1.grid(column = 1, row = 1)  
lbl2.grid(column = 1, row = 0)  
lbl3.grid(column = 1, row = 4)  
  
win.mainloop()

1. **Задача №3**
   1. **Постановка задачи**

Составить программу построения очереди, содержащей целые числа. Вычислить количество совершенных чисел, содержащихся в очереди. Натуральное число называют совершенным, если оно равно сумме всех своих делителей, не считая его самого.

* 1. **Описание используемых структур данных**

Очередью называется структура данных, из которой удаляется первым тот элемент, который был первым в очередь добавлен. То есть очередь в программировании соответствует «бытовому» понятию очереди. Очередь также называют структурой типа FIFO

* 1. **Пользовательский интерфейс**

![](data:image/png;base64,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)

* 1. **Описание алгоритма**
* Добавление в очередь элемента
* Проходим по каждому элементу очереди
* Делим каждый элемент на числа от 1 до самого числа и если делятся суммируем с суммой
* Сравниваем сумму и число
  1. **Тестирование**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| *№* | *Исходные данные* | *Эталон результата* | *Результат программы* | *Отметка о правильном прохождении теста* |
| queue | result | result |  |
| 1. | 1 2 3 4 5 | 1 | 1 | пройден |
| 2. | 6 98 42 18 | 1 | 1 | пройден |
| 3. | 6 1 128 89 | 2 | 2 | пройден |
| 4. | 12 54 1024 | 0 | 0 | пройден |
| 5. | 58 21 0 4 | 1 | 1 | пройден |

* 1. **Листинг программы**

1. Класс Queue

**class** Queue:  
 **def** \_\_init\_\_(self):  
 self.queue = []  
 self.max = 50  
 **def** \_\_str\_\_(self):  
 out = **""  
 for** i **in** self.queue:  
 out +=str(i) + **" "  
 return** out  
 **def** clear(self):  
 self.queue[:] = []  
  
 **def** add(self, x):  
 **if** len(self.queue) == self.max:  
 **return None** self.queue.append(x)  
 **def** dequeue(self):  
 **if not** self.queue:  
 **return** (**None**)  
 **return** self.queue.pop(0)  
 **def** task(self):  
 task = 0  
 **for** i **in** self.queue:  
 s =0  
 **for** j **in** range(1,i):  
 **if** i%j==0:  
 s+=j  
 **if** s == i **or** i == 1:  
 task +=1  
 print (i)  
 **return** task

1. Основная программа

**from** tkinter **import**\*  
**import** Queue  
  
**def** click1():  
 tempint = txt1.get().split(**" "**)  
 tempint = [int(i) **for** i **in** tempint]  
 **for** i **in** tempint:  
 q1.add(i)  
 lbl1.configure(text = q1)  
 txt1.configure(text = **""**)  
**def** click2():  
 q1.clear()  
 lbl1.configure(text=q1)  
**def** click3():  
 lbl3.configure(text=q1.task())  
  
q1 = Queue.Queue()  
win = Tk()  
win.title(**"Лабараторная 1.3"**)  
  
txt1 = Entry(win, width = 12)  
txt2 = Entry(win, width = 3)  
txt1.grid(column= 0, row = 0)  
txt2.grid(column = 0,row = 1)  
  
btn1 = Button(win,text = **"Добавить в очередь"**,command = click1)  
btn2 = Button(win, text = **"Очистить очередь"**,command = click2)  
btn3 = Button(win, text = **"Колличество совершенных чисел"**,command = click3)  
btn1.grid(column = 0,row = 1)  
btn2.grid(column = 0,row = 2)  
btn3.grid(column = 0, row = 3)  
  
lbl1 = Label(win)  
lbl2 = Label(win,text = **"Введенная очередь:"**)  
lbl3 = Label(win)  
lbl1.grid(column = 1, row = 1)  
lbl2.grid(column = 1, row = 0)  
lbl3.grid(column = 1, row = 3)  
  
win.mainloop()