天猫商城

### 一 开发环境配置

#### linux系统安装

在VMware中安装linux系统，本项目使用的是CentOS-6.9-x86\_64-bin-DVD1。

#### linux软件源配置

##### 1.2.1 备份

|  |
| --- |
| mv /etc/yum.repos.d/CentOS-Base.repo /etc/yum.repos.d/CentOS-Base.repo.backup |

##### 1.2.2 下载

下载centos-base.repo到/etc/yum.reposd/

|  |
| --- |
| wget -O /etc/yum.repos.d/CentOS-Base.repo <http://mirrors.aliyun.com/repo/Centos-6.repo> |

##### 1.2.3 运行

|  |
| --- |
| yum makecache |

#### linux下安装JDK

##### 下载JDK

|  |
| --- |
| wget jdk地址 |

##### 删除自带JDK

|  |
| --- |
| java –version  rpm –qa | grep jdk  sudo yum remove “系统自带的JDK” |

##### 安装JDK

|  |
| --- |
| 赋予JDK权限  sudo chmod 777 jdk-8u162-linux-x64.rpm  解压JDK，解压后默认在/usr/java目录下  sudo rpm –ivh jdk-8u162-linux-x64.rpm  配置环境变量  sudo vim /etc/profile  在文件最下方添加环境变量  export JAVA\_HOME=/usr/java/jdk-8u162-linux-x64  export CLASSPATH=.:$JAVA\_HOME/jre/lib/rt.jar:$JAVA\_HOME/lib/dt.jar:$JAVA\_HOME/lib/tools.jar  export PATH=$PATH:$JAVA\_HOME/bin  使环境变量生效  source /etc/profile |

#### linux下安装tomcat

##### 1.4.1 下载tomcat

|  |
| --- |
| wget tomcat地址 |

##### 1.4.2 解压tomcat

|  |
| --- |
| tar –zxvf apche-tomcat-7.0.85.tar.gz |

##### 1.4.3 安装tomcat

|  |
| --- |
| // 复制解压的tomcat到指定文件夹  cp –rf /root/apache-tomcat-7.0.85 /developer  //配置环境变量  sudo vim /etc/profile  // 在文件最下方添加环境变量  export CATALINA\_HOME=/developer/apache-tomcat-7.0.85  // 使环境变量生效  source /etc/profile |

##### 1.4.4 配置UTF-8字符集

|  |
| --- |
| sudo vim /developer/config/server.xml  // 在8080端口配置的末尾添加字符集  Encoding=”UTF-8” |

#### linux下安装maven

##### 1.5.1 下载maven

|  |
| --- |
| wget maven地址 |

##### 1.5.2 解压maven

|  |
| --- |
| tar –zxvf apach-maven-3.5.3-bin.tar.gz |

##### 1.5.3 安装maven

|  |
| --- |
| // 复制解压的maven到指定文件夹  cp –rf /root/apache-maven-3.5.3/developer  //配置环境变量  sudo vim /etc/profile  // 在文件最下方添加环境变量  export CATALINA\_HOME=/developer/apache-maven-3.5.3  export PATH=$PATH:$JAVA\_HOME/bin:$MAVEN\_HOME/bin  // 使环境变量生效  source /etc/profile |

#### linux下安装vsftpd

##### 1.6.1 安装vsftpd

|  |
| --- |
| yum –y install vsftpd  // 验证是否安装成功，配置文件在/etc/vsftpdvsftpd.conf  rpm –qa|grep vsftpd |

##### 1.6.2 创建虚拟用户

|  |
| --- |
| // 创建文件夹  mkdir /ftpfile  // 添加匿名用户  useradd ftpuser –d /ftpfile –s /sbin/nologin  // 修改ftpfile权限  chown –R ftpuser.ftpuser /ftpfile  // 重置ftpuser密码，密码为ftpuser  passwd ftpuser |

##### 1.6.3 配置vsftpd

|  |
| --- |
| vim /etc/vsftpd/vsftpd.conf  // 添加信息  anonymous\_enable=NO  ftpd\_banner=Welcome to tmall FTP service.  local\_root=/ftpfile  use\_localtime=yes  chroot\_list\_enable=YES  chroot\_lst\_file=/etc/vsftpd/chroot\_list  pasv\_min\_port=61001  pasv\_max\_port=62000  // 防火墙配置  -A INPUT -p TCP --dport 61001:62000 -j ACCEPT  -A OUTPUT -p TCP --sport 61001:62000 -j ACCEPT  -A INPUT -p TCP --dport 20 -j ACCEPT  -A OUTPUT -p TCP --sport 20 -j ACCEPT  -A INPUT -p TCP --dport 21 -j ACCEPT  -A OUTPUT -p TCP --sport 21 -j ACCEPT  // 使匿名用户可以创建文件  vim /etc/selinux/config  // 添加  SELINUX=disable  #SELINUX=enforcing  // 让命令生效  setenforce 0  // 重启ftp  service vsftpd restart  // 连接ftp  ftp 192.168.178.130 |

#### window下安装ftpserver

##### 1.7.1 安装配置ftpserver

下载解压缩FTPServer，并配置好用户名密码

#### linux下安装nginx

##### 1.8.1 安装nginx依赖

|  |
| --- |
| // 安装nginx的依赖  yum install gcc-c++  yum install pcre pcre-devel  yum install zlib zlib-devel  yum install openssl openssl-devel |

##### 1.8.2 下载nginx

|  |
| --- |
| wget ngin地址 |

##### 1.8.3 解压nginx

|  |
| --- |
| tar –zxvf nginx-1.12.2.tar.gz |

##### 1.8.4 安装nginx

|  |
| --- |
| 进入nginx目录执行./configure  make  make install  find –name nginx  nginx默认装载/usr/local |

##### 1.8.5 nginx常用命令

|  |
| --- |
| // 测试配置文件  安装路径下/nginx/sbin/nginx –t  // 启动命令  安装路径下/nginx/sbin/nginx  // 停止命令  安装路径下/nginx/sbin/nginx –stop 或者 nginx –s quit  // 重启命令  安装路径下/nginx/sbin/nginx –s reload  // 查看进程命令  ps –ef | grep nginx  // 平滑重启  kill –HUP nginx主进程号  // 增加防火墙访问权限  vim /etc/sysconfig/iptables  -A INPUT –p tcp –m state –state NEW –m tcp –dport 80 –j ACCEPT  Service iptables restart |

#### linux下nginx域名解析配置

##### 1.9.1 配置hosts文件

|  |
| --- |
| //修改hosts，window和linux都要修改  vim /etc/hosts  192.168.178.130 www.laughing.com  192.168.178.139 image.laughing.com  192.168.178.139 s.laughing.com |

##### 1.9.2 配置nginx域名

|  |
| --- |
| // 进入nginx目录  cd /usr/local/nginx/conf  mkdir vhost  vim nginx.conf  添加include vhost/\*.conf;  // 在vshost下新建文件  vim www.laughing.com.conf  server {  listen 80;  autoindex on;  server\_name www.laughing.com;  access\_log /usr/local/nginx/logs/access.log combined;  index index.html index.htm index.jsp index.php;  #error\_page 404 /404.html;  if ( $query\_string ~\* ".\*[\;'\<\>].\*" ){  return 404;  }  location / {  proxy\_pass http://127.0.0.1:8080;  add\_header Access-Control-Allow-Origin \*;  }  }  //  vim image.laughing.com.conf  server {  listen 80;  autoindex off;  server\_name image.laughing.com;  access\_log /usr/local/nginx/logs/access.log combined;  index index.html index.htm index.jsp index.php;  #error\_page 404 /404.html;  if ( $query\_string ~\* ".\*[\;'\<\>].\*" ){  return 404;  }  location ~ /(mmall\_fe|mmall\_admin\_fe)/dist/view/\* {  deny all;  }  location / {  root /ftpfile/;  add\_header Access-Control-Allow-Origin \*;  }  }  // 访问测试  www.laughing.com  image.laughing.com |

#### windows下安装nginx

##### 1.10.1 下载解压nginx

在nginx官网下载稳定版本，放在本地任意位置并解压

##### 1.10.2配置nginx

（1）在nginx目录conf文件夹下的ngin.conf中http结束标签后添加include vhost/\*.conf;

（2）在conf文件夹下创建vhost文件夹

（3）新建image.laughing.com.conf文件

|  |
| --- |
| server {  listen 80;  autoindex off;  server\_name image.laughing.com;  access\_log c:/access.log combined;  index index.html index.htm index.jsp index.php;  #error\_page 404 /404.html;  if ( $query\_string ~\* ".\*[\;'\<\>].\*" ){  return 404;  }  location ~ /(mmall\_fe|mmall\_admin\_fe)/dist/view/\* {  deny all;  }  location / {  root F:\开发\Share\img;  add\_header Access-Control-Allow-Origin \*;  }  } |

（5）测试

在cmd窗口执行nginx –t

（6）新建tomcat.laughing.com.conf文件

|  |
| --- |
| server {  listen 80;  autoindex on;  server\_name tomcat.laughing.com;  access\_log c:/access.log combined;  index index.html index.htm index.jsp index.php;  #error\_page 404 /404.html;  if ( $query\_string ~\* ".\*[\;'\<\>].\*" ){  return 404;  }  location / {  proxy\_pass http://127.0.0.1:8080;  add\_header Access-Control-Allow-Origin \*;  }  } |

（7）修改hosts文件

|  |
| --- |
| 127.0.0.1 image.laughing.com  127.0.0.1 tomcat.laughing.com |

（8）重启nginx

|  |
| --- |
| nginx -s reload |

（9）访问域名

|  |
| --- |
| tomcat.laughing.com  image.laughing.com |

#### linux下安装mysql

##### 1.11.1 安装mysql

|  |
| --- |
| yum –y install mysql-server  rpm –qa|grep mysql-server |

##### 1.11.2 配置字符集

|  |
| --- |
| default-character-set=utf8  character-set-server=utf8 |

##### 1.11.3 配置mysql自启动

|  |
| --- |
| chkconfig mysqld on  chkconfig –list mysqld  2-5位为on状态 |

##### 1.11.4 配置防火墙

|  |
| --- |
| vim /etc/sysconfig/iptables  -A INPUT –p tcp –m tcp –dport 3306 –j ACCEPT  service iptables restart |

##### 1.11.5 创建mysql帐号

|  |
| --- |
| insert into mysql.user(Host,User,Password) values("localhost","laughing",password("laughing"));  select user,host from mysql.user;  // 删除匿名用户  Delete from mysql.user where user=’’;  Flush privileges; |

##### 1.11.6 创建数据库

|  |
| --- |
| create database `tmall` default character set utf8 collate utf8\_general\_ci;  // 查看权限  select \* from mysql.user \G  // 赋予本地用户所有权限  grant select,delete,create on tmall.\* to laughing@’localhost’ identified by ‘laughing’  // 赋予帐号外网所有权限  grant all privileges on tmall.\* to laughing@’%’ identified by ‘laughing’ with grant option |

#### linux下安装git

##### 1.12.1 下载git

|  |
| --- |
| wget https://github.com/git/git/archive/v2.8.0.tar.gz |

##### 1.12.2 安装依赖

|  |
| --- |
| yum -y install zlib-devel openssl-devel cpio expat-devel gettext-devel curl-devel perl-ExtUtils-CBuilder perl-ExtUtils-MakeMaker |

##### 1.12.3 解压git

|  |
| --- |
| tar –zxvf v2.8.0.tar.gz |

##### 1.12.4 编译git

|  |
| --- |
| cd git-2.8.0  make prefix=/usr/local all |

##### 1.12.5 安装git

|  |
| --- |
| make prefix=/usr/local install  git --version |

##### 1.12.6 配置私钥

|  |
| --- |
| ssh-keygen –t rsa –C “425984393@qq.com”  ssh-agent bash  ssh-add ~/.ssh/id\_rsa（/前面是数字1左边的波浪线）  cat ~/.ssh/id\_rsa.pub  复制key的内容到github |

### 二 项目初始化

#### 2.1 配置IDEA

##### 2.1.1 配置JDK

Configure->Project Defaults->Project Structure

##### 2.1.2 配置Maven

Configure->Project Defaults->Settings

#### 2.2 git初始化

##### 2.2.1 创建README.md文件

在项目根目录下创建README.md文件

##### 2.2.2 配置.gitignore文件

在项目根目录下创建.gitignore文件

|  |
| --- |
| \*.class  #package file \*.war \*.ear  #kdiff3 ignore \*.orig  #maven ignore target/  #eclipse ignore .settings/ .project .classpath  #idea .idea/ /idea/ \*.ipr \*.iml \*.iws  #temp file \*.log \*.cache \*.diff \*.patch \*.tmp  #system ignore .DS\_Store Thumbs.db |

##### 2.2.3 提交到git仓库

|  |
| --- |
| git add .  git status  git commit -m "first commit init project"  git remote add origin [git@github.com:Lee-Shawn/tmall.git](mailto:git@github.com:Lee-Shawn/tmall.git)  git branch  git pull  git push -u -f origin master |

##### 2.2.4 创建分支

|  |
| --- |
| // 查看当前分支  git branch –r  // 创建新分支v1.0  git checkout -b v1.0 origin/master  // 推送到远程  git push origin HEAD -u |

##### 2.2.5 合并分支到master

|  |
| --- |
| git checkout master  git pull origin master  git merge v1.0 |

#### 2.3 配置pom.xml

##### 2.3.1 配置maven的pom.xml文件

在pom.xml中配置项目所需要的依赖

|  |
| --- |
| <project xmlns="http://maven.apache.org/POM/4.0.0"  xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"  xsi:schemaLocation="http://maven.apache.org/POM/4.0.0  http://maven.apache.org/maven-v4\_0\_0.xsd">  <modelVersion>4.0.0</modelVersion>  <groupId>com</groupId>  <artifactId>tmall</artifactId>  <packaging>war</packaging>  <version>1.0-SNAPSHOT</version>  <name>tmall Maven Webapp</name>  <url>http://maven.apache.org</url>   <properties>  <project.build.sourceEncoding>UTF-8</project.build.sourceEncoding>  <project.reporting.outputEncoding>UTF-8</project.reporting.outputEncoding>  <maven.compiler.encoding>UTF-8</maven.compiler.encoding>   <org.springframework.version>4.3.10.RELEASE</org.springframework.version>  <org.mybatis.version>3.4.1</org.mybatis.version>  <org.mybatis.spring.version>1.3.0</org.mybatis.spring.version>  </properties>   <dependencies>  <dependency>  <groupId>junit</groupId>  <artifactId>junit</artifactId>  <version>4.12</version>  <scope>test</scope>  </dependency>   <dependency>  <groupId>org.apache.tomcat</groupId>  <artifactId>tomcat-servlet-api</artifactId>  <version>7.0.64</version>  </dependency>   <dependency>  <groupId>org.springframework</groupId>  <artifactId>spring-webmvc</artifactId>  <version>${org.springframework.version}</version>  </dependency>   <dependency>  <groupId>org.springframework</groupId>  <artifactId>spring-oxm</artifactId>  <version>${org.springframework.version}</version>  </dependency>   <dependency>  <groupId>org.springframework</groupId>  <artifactId>spring-jdbc</artifactId>  <version>${org.springframework.version}</version>  </dependency>   <dependency>  <groupId>org.springframework</groupId>  <artifactId>spring-tx</artifactId>  <version>${org.springframework.version}</version>  </dependency>   <dependency>  <groupId>org.springframework</groupId>  <artifactId>spring-test</artifactId>  <version>${org.springframework.version}</version>  </dependency>   <dependency>  <groupId>org.aspectj</groupId>  <artifactId>aspectjweaver</artifactId>  <version>1.8.1</version>  </dependency>   <dependency>  <groupId>org.mybatis</groupId>  <artifactId>mybatis-spring</artifactId>  <version>${org.mybatis.spring.version}</version>  </dependency>  <dependency>  <groupId>org.mybatis</groupId>  <artifactId>mybatis</artifactId>  <version>${org.mybatis.version}</version>  </dependency>   <dependency>  <groupId>org.aspectj</groupId>  <artifactId>aspectjrt</artifactId>  <version>1.8.13</version>  </dependency>   <dependency>  <groupId>org.codehaus.jackson</groupId>  <artifactId>jackson-mapper-asl</artifactId>  <version>1.9.13</version>  </dependency>   <dependency>  <groupId>commons-dbcp</groupId>  <artifactId>commons-dbcp</artifactId>  <version>1.4</version>  <!--<scope>runtime</scope>-->  </dependency>   <dependency>  <groupId>ch.qos.logback</groupId>  <artifactId>logback-classic</artifactId>  <version>1.1.8</version>  <scope>compile</scope>  </dependency>  <dependency>  <groupId>ch.qos.logback</groupId>  <artifactId>logback-core</artifactId>  <version>1.1.8</version>  <scope>compile</scope>  </dependency>   <dependency>  <groupId>mysql</groupId>  <artifactId>mysql-connector-java</artifactId>  <version>5.1.38</version>  </dependency>   <dependency>  <groupId>com.google.guava</groupId>  <artifactId>guava</artifactId>  <version>20.0</version>  </dependency>   <dependency>  <groupId>org.apache.commons</groupId>  <artifactId>commons-lang3</artifactId>  <version>3.1</version>  </dependency>   <dependency>  <groupId>commons-collections</groupId>  <artifactId>commons-collections</artifactId>  <version>3.2.1</version>  </dependency>   <dependency>  <groupId>joda-time</groupId>  <artifactId>joda-time</artifactId>  <version>2.3</version>  </dependency>   <!-- id加密解密 -->  <dependency>  <groupId>org.hashids</groupId>  <artifactId>hashids</artifactId>  <version>1.0.1</version>  </dependency>   <!-- ftpclient -->  <dependency>  <groupId>commons-net</groupId>  <artifactId>commons-net</artifactId>  <version>3.1</version>  </dependency>   <!-- file upload -->   <!-- https://mvnrepository.com/artifact/commons-fileupload/commons-fileupload -->  <dependency>  <groupId>commons-fileupload</groupId>  <artifactId>commons-fileupload</artifactId>  <version>1.2.2</version>  </dependency>   <dependency>  <groupId>commons-io</groupId>  <artifactId>commons-io</artifactId>  <version>2.0.1</version>  </dependency>   <!-- mybatis pager -->   <dependency>  <groupId>com.github.pagehelper</groupId>  <artifactId>pagehelper</artifactId>  <version>4.1.0</version>  </dependency>   <dependency>  <groupId>com.github.miemiedev</groupId>  <artifactId>mybatis-paginator</artifactId>  <version>1.2.17</version>  </dependency>   <dependency>  <groupId>com.github.jsqlparser</groupId>  <artifactId>jsqlparser</artifactId>  <version>0.9.4</version>  </dependency>   <!-- alipay -->  <dependency>  <groupId>commons-codec</groupId>  <artifactId>commons-codec</artifactId>  <version>1.10</version>  </dependency>  <dependency>  <groupId>commons-configuration</groupId>  <artifactId>commons-configuration</artifactId>  <version>1.10</version>  </dependency>  <dependency>  <groupId>commons-lang</groupId>  <artifactId>commons-lang</artifactId>  <version>2.6</version>  </dependency>  <dependency>  <groupId>commons-logging</groupId>  <artifactId>commons-logging</artifactId>  <version>1.1.1</version>  </dependency>  <dependency>  <groupId>com.google.zxing</groupId>  <artifactId>core</artifactId>  <version>2.1</version>  </dependency>  <dependency>  <groupId>com.google.code.gson</groupId>  <artifactId>gson</artifactId>  <version>2.3.1</version>  </dependency>  <dependency>  <groupId>org.hamcrest</groupId>  <artifactId>hamcrest-core</artifactId>  <version>1.3</version>  </dependency>   <dependency>  <groupId>redis.clients</groupId>  <artifactId>jedis</artifactId>  <version>2.9.0</version>  </dependency>   </dependencies>   <build>  <finalName>tmall</finalName>  <plugins>  <plugin>  <groupId>org.mybatis.generator</groupId>  <artifactId>mybatis-generator-maven-plugin</artifactId>  <version>1.3.2</version>  <configuration>  <verbose>true</verbose>  <overwrite>true</overwrite>  </configuration>  </plugin>   <!-- geelynote maven的核心插件之-complier插件默认只支持编译Java 1.4，因此需要加上支持高版本jre的配置，在pom.xml里面加上 增加编译插件 -->  <plugin>  <groupId>org.apache.maven.plugins</groupId>  <artifactId>maven-compiler-plugin</artifactId>  <configuration>  <source>1.8</source>  <target>1.8</target>  <encoding>UTF-8</encoding>  <compilerArguments>  <extdirs>${project.basedir}/src/main/webapp/WEB-INF/lib</extdirs>  </compilerArguments>  </configuration>  </plugin>  </plugins>   </build> </project> |

#### 2.4 项目包结构初始化

##### 2.4.1 新建包结构

（1）在src文件夹先新建main/java/com/tmall，然后再分别建各个功能文件夹。

![](data:image/png;base64,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)

（2）在src文件夹下新建与main同级的test文件夹。

（3）在java文件夹上右键选择make directory as将其设为Resource Root，在test文件夹上右键设为Test Resource Root。

#### 2.5 配置mybaits-generator

##### 2.5.1 配置pom.xml

在pom.xml中配置依赖，引入jar包

|  |
| --- |
| <build>  <plugins>  <plugin>  <groupId>org.mybatis.generator</groupId>  <artifactId>mybatis-generator-maven-plugin</artifactId>  <version>1.3.2</version>  <configuration>  <verbose>true</verbose>  <overwrite>true</overwrite>  </configuration>  </plugin>  </plugins> </build> |

##### 2.5.2 配置generator.xml

在resources目录下新建generator.xml文件，并进行配置

|  |
| --- |
| <?xml version="1.0" encoding="UTF-8"?> <!DOCTYPE generatorConfiguration  PUBLIC "-//mybatis.org//DTD MyBatis Generator Configuration 1.0//EN"  "http://mybatis.org/dtd/mybatis-generator-config\_1\_0.dtd">  <generatorConfiguration>  <!--导入属性配置-->  <properties resource="datasource.properties"></properties>   <!--指定特定数据库的jdbc驱动jar包的位置-->  <classPathEntry location="${db.driverLocation}"/>   <context id="default" targetRuntime="MyBatis3">   <!-- optional，旨在创建class时，对注释进行控制 -->  <commentGenerator>  <property name="suppressDate" value="true"/>  <property name="suppressAllComments" value="true"/>  </commentGenerator>   <!--jdbc的数据库连接 -->  <jdbcConnection  driverClass="${db.driverClassName}"  connectionURL="${db.url}"  userId="${db.username}"  password="${db.password}">  </jdbcConnection>   <!-- 非必需，类型处理器，在数据库类型和java类型之间的转换控制-->  <javaTypeResolver>  <property name="forceBigDecimals" value="false"/>  </javaTypeResolver>    <!-- Model模型生成器,用来生成含有主键key的类，记录类 以及查询Example类  targetPackage 指定生成的model生成所在的包名  targetProject 指定在该项目下所在的路径  -->  <!--<javaModelGenerator targetPackage="com.tmall.pojo" targetProject=".\src\main\java">-->  <javaModelGenerator targetPackage="com.tmall.pojo" targetProject="./src/main/java">  <!-- 是否允许子包，即targetPackage.schemaName.tableName -->  <property name="enableSubPackages" value="false"/>  <!-- 是否对model添加 构造函数 -->  <property name="constructorBased" value="true"/>  <!-- 是否对类CHAR类型的列的数据进行trim操作 -->  <property name="trimStrings" value="true"/>  <!-- 建立的Model对象是否 不可改变 即生成的Model对象不会有 setter方法，只有构造方法 -->  <property name="immutable" value="false"/>  </javaModelGenerator>   <!--mapper映射文件生成所在的目录 为每一个数据库的表生成对应的SqlMap文件 -->  <!--<sqlMapGenerator targetPackage="mappers" targetProject=".\src\main\resources">-->  <sqlMapGenerator targetPackage="mappers" targetProject="./src/main/resources">  <property name="enableSubPackages" value="false"/>  </sqlMapGenerator>   <!-- 客户端代码，生成易于使用的针对Model对象和XML配置文件 的代码  type="ANNOTATEDMAPPER",生成Java Model 和基于注解的Mapper对象  type="MIXEDMAPPER",生成基于注解的Java Model 和相应的Mapper对象  type="XMLMAPPER",生成SQLMap XML文件和独立的Mapper接口  -->   <!-- targetPackage：mapper接口dao生成的位置 -->  <!--<javaClientGenerator type="XMLMAPPER" targetPackage="com.tmall.dao" targetProject=".\src\main\java">-->  <javaClientGenerator type="XMLMAPPER" targetPackage="com.tmall.dao" targetProject="./src/main/java">  <!-- enableSubPackages:是否让schema作为包的后缀 -->  <property name="enableSubPackages" value="false" />  </javaClientGenerator>    <table tableName="tmall\_shipping" domainObjectName="Shipping" enableCountByExample="false" enableUpdateByExample="false" enableDeleteByExample="false" enableSelectByExample="false" selectByExampleQueryId="false"></table>  <table tableName="tmall\_cart" domainObjectName="Cart" enableCountByExample="false" enableUpdateByExample="false" enableDeleteByExample="false" enableSelectByExample="false" selectByExampleQueryId="false"></table>  <table tableName="tmall\_cart\_item" domainObjectName="CartItem" enableCountByExample="false" enableUpdateByExample="false" enableDeleteByExample="false" enableSelectByExample="false" selectByExampleQueryId="false"></table>  <table tableName="tmall\_category" domainObjectName="Category" enableCountByExample="false" enableUpdateByExample="false" enableDeleteByExample="false" enableSelectByExample="false" selectByExampleQueryId="false"></table>  <table tableName="tmall\_order" domainObjectName="Order" enableCountByExample="false" enableUpdateByExample="false" enableDeleteByExample="false" enableSelectByExample="false" selectByExampleQueryId="false"></table>  <table tableName="tmall\_order\_item" domainObjectName="OrderItem" enableCountByExample="false" enableUpdateByExample="false" enableDeleteByExample="false" enableSelectByExample="false" selectByExampleQueryId="false"></table>  <table tableName="tmall\_pay\_info" domainObjectName="PayInfo" enableCountByExample="false" enableUpdateByExample="false" enableDeleteByExample="false" enableSelectByExample="false" selectByExampleQueryId="false"></table>  <table tableName="tmall\_product" domainObjectName="Product" enableCountByExample="false" enableUpdateByExample="false" enableDeleteByExample="false" enableSelectByExample="false" selectByExampleQueryId="false">  <columnOverride column="detail" jdbcType="VARCHAR" />  <columnOverride column="sub\_images" jdbcType="VARCHAR" />  </table>  <table tableName="tmall\_user" domainObjectName="User" enableCountByExample="false" enableUpdateByExample="false" enableDeleteByExample="false" enableSelectByExample="false" selectByExampleQueryId="false"></table>    <!-- geelynote mybatis插件的搭建 -->  </context> </generatorConfiguration> |

##### 2.5.3 配置datasource.properties

在resources目录下新建datesource.properties文件并配置

|  |
| --- |
| db.driverLocation=D:/PrograSoftware/Maven/repository/mysql/mysql-connector-java/5.1.38/mysql-connector-java-5.1.38.jar db.driverClassName=com.mysql.jdbc.Driver db.url=jdbc:mysql://localhost:3306/test\_tmall?characterEncoding=utf-8 db.username=root db.password=root   db.initialSize = 20 db.maxActive = 50 db.maxIdle = 20 db.minIdle = 10 db.maxWait = 10 db.defaultAutoCommit = true db.minEvictableIdleTimeMillis = 3600000 |

##### 2.5.4 执行脚本生成文件

点击idea右侧maven project，选择mybatis-generator，双击执行，生成pojo和dao相关类以及xml文件

#### 2.6 配置mybatis-plugin

##### 2.6.1 下载安装mybatis plugin插件

File->settings->plugin->browse repositories，搜索mybatis plugin并安装

#### 2.7 配置项目开发环境

##### 2.7.1 配置spring环境

（1）在resources目录下新建applicationContext.xml

|  |
| --- |
| <?xml version="1.0" encoding="UTF-8"?> <beans xmlns="http://www.springframework.org/schema/beans"  xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"  xmlns:aop="http://www.springframework.org/schema/aop"  xmlns:context="http://www.springframework.org/schema/context"  xsi:schemaLocation="http://www.springframework.org/schema/context  http://www.springframework.org/schema/context/spring-context.xsd  http://www.springframework.org/schema/beans  http://www.springframework.org/schema/beans/spring-beans.xsd  http://www.springframework.org/schema/aop  http://www.springframework.org/schema/aop/spring-aop.xsd">   <!-- 注解扫描 -->  <context:component-scan base-package="com.tmall" annotation-config="true"/>   <!-- AOP -->  <!--<context:annotation-config/>-->  <aop:aspectj-autoproxy/>   <!-- 引入外部文件 -->  <import resource="applicationContext-datasource.xml"/>  </beans> |

（2）在resources目录下新建applicationContext-datasource.xml

|  |
| --- |
| <?xml version="1.0" encoding="UTF-8"?> <beans xmlns="http://www.springframework.org/schema/beans"  xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"  xmlns:tx="http://www.springframework.org/schema/tx"  xmlns:context="http://www.springframework.org/schema/context"  xsi:schemaLocation="http://www.springframework.org/schema/context  http://www.springframework.org/schema/context/spring-context.xsd  http://www.springframework.org/schema/beans  http://www.springframework.org/schema/beans/spring-beans.xsd  http://www.springframework.org/schema/tx  http://www.springframework.org/schema/tx/spring-tx.xsd">   <context:component-scan base-package="com.tmall" annotation-config="true"/>   <bean id="propertyConfigurer"  class="org.springframework.beans.factory.config.PropertyPlaceholderConfigurer">  <property name="order" value="2"/>  <property name="ignoreUnresolvablePlaceholders" value="true"/>  <property name="locations">  <list>  <value>classpath:datasource.properties</value>  </list>  </property>  <property name="fileEncoding" value="utf-8"/>  </bean>    <bean id="dataSource" class="org.apache.commons.dbcp.BasicDataSource" destroy-method="close">  <property name="driverClassName" value="${db.driverClassName}"/>  <property name="url" value="${db.url}"/>  <property name="username" value="${db.username}"/>  <property name="password" value="${db.password}"/>  <!-- 连接池启动时的初始值 -->  <property name="initialSize" value="${db.initialSize}"/>  <!-- 连接池的最大值 -->  <property name="maxActive" value="${db.maxActive}"/>  <!-- 最大空闲值.当经过一个高峰时间后，连接池可以慢慢将已经用不到的连接慢慢释放一部分，一直减少到maxIdle为止 -->  <property name="maxIdle" value="${db.maxIdle}"/>  <!-- 最小空闲值.当空闲的连接数少于阀值时，连接池就会预申请去一些连接，以免洪峰来时来不及申请 -->  <property name="minIdle" value="${db.minIdle}"/>  <!-- 最大建立连接等待时间。如果超过此时间将接到异常。设为－1表示无限制 -->  <property name="maxWait" value="${db.maxWait}"/>  <!--#给出一条简单的sql语句进行验证 -->  <!--<property name="validationQuery" value="select getdate()" />-->  <property name="defaultAutoCommit" value="${db.defaultAutoCommit}"/>  <!-- 回收被遗弃的（一般是忘了释放的）数据库连接到连接池中 -->  <!--<property name="removeAbandoned" value="true" />-->  <!-- 数据库连接过多长时间不用将被视为被遗弃而收回连接池中 -->  <!--<property name="removeAbandonedTimeout" value="120" />-->  <!-- #连接的超时时间，默认为半小时。 -->  <property name="minEvictableIdleTimeMillis" value="${db.minEvictableIdleTimeMillis}"/>   <!--# 失效检查线程运行时间间隔，要小于MySQL默认-->  <property name="timeBetweenEvictionRunsMillis" value="40000"/>  <!--# 检查连接是否有效-->  <property name="testWhileIdle" value="true"/>  <!--# 检查连接有效性的SQL语句-->  <property name="validationQuery" value="SELECT 1 FROM dual"/>  </bean>   <bean id="sqlSessionFactory" class="org.mybatis.spring.SqlSessionFactoryBean">  <property name="dataSource" ref="dataSource"/>  <property name="mapperLocations" value="classpath\*:mappers/\*Mapper.xml"></property>   <!-- 分页插件 -->  <property name="plugins">  <array>  <bean class="com.github.pagehelper.PageHelper">  <property name="properties">  <value>  dialect=mysql  </value>  </property>  </bean>  </array>  </property>   </bean>   <bean name="mapperScannerConfigurer" class="org.mybatis.spring.mapper.MapperScannerConfigurer">  <property name="basePackage" value="com.tmall.dao"/>  </bean>   <!-- 使用@Transactional进行声明式事务管理需要声明下面这行 -->  <tx:annotation-driven transaction-manager="transactionManager" proxy-target-class="true" />  <!-- 事务管理 -->  <bean id="transactionManager" class="org.springframework.jdbc.datasource.DataSourceTransactionManager">  <property name="dataSource" ref="dataSource"/>  <property name="rollbackOnCommitFailure" value="true"/>  </bean>  </beans> |

##### 2.7.2 配置spring-mvc环境

（1）在WEB-INF目录下新建dispatcher-servlet.xml

|  |
| --- |
| <?xml version="1.0" encoding="UTF-8"?> <beans xmlns="http://www.springframework.org/schema/beans"  xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"  xmlns:context="http://www.springframework.org/schema/context"  xmlns:mvc="http://www.springframework.org/schema/mvc"  xsi:schemaLocation="http://www.springframework.org/schema/beans  http://www.springframework.org/schema/beans/spring-beans.xsd  http://www.springframework.org/schema/context  http://www.springframework.org/schema/context/spring-context.xsd  http://www.springframework.org/schema/mvc  http://www.springframework.org/schema/mvc/spring-mvc.xsd">   <context:component-scan base-package="com.tmall" annotation-config="true"/>   <mvc:annotation-driven>  <mvc:message-converters>  <bean class="org.springframework.http.converter.StringHttpMessageConverter">  <property name="supportedMediaTypes">  <list>  <value>text/plain;charset=UTF-8</value>  <value>text/html;charset=UTF-8</value>  </list>  </property>  </bean>  <bean class="org.springframework.http.converter.json.MappingJacksonHttpMessageConverter">  <property name="supportedMediaTypes">  <list>  <value>application/json;charset=UTF-8</value>  </list>  </property>  </bean>  </mvc:message-converters>  </mvc:annotation-driven>     <!-- 文件上传 -->  <bean id="multipartResolver" class="org.springframework.web.multipart.commons.CommonsMultipartResolver">  <property name="maxUploadSize" value="10485760"/> <!-- 10m -->  <property name="maxInMemorySize" value="4096" />  <property name="defaultEncoding" value="UTF-8"></property>  </bean>   </beans> |

（2）在WEB-INF目录下编辑web.xml

|  |
| --- |
| <?xml version="1.0" encoding="UTF-8"?> <web-app xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"  xmlns="http://java.sun.com/xml/ns/javaee"  xsi:schemaLocation="http://java.sun.com/xml/ns/javaee  http://java.sun.com/xml/ns/javaee/web-app\_2\_5.xsd" id="WebApp\_ID" version="2.5">   <display-name>Archetype Created Web Application</display-name>   <filter>  <filter-name>characterEncodingFilter</filter-name>  <filter-class>org.springframework.web.filter.CharacterEncodingFilter</filter-class>  <init-param>  <param-name>encoding</param-name>  <param-value>UTF-8</param-value>  </init-param>  <init-param>  <param-name>forceEncoding</param-name>  <param-value>true</param-value>  </init-param>  </filter>  <filter-mapping>  <filter-name>characterEncodingFilter</filter-name>  <url-pattern>/\*</url-pattern>  </filter-mapping>   <!-- web容器启动和关闭监听 -->  <listener>  <listener-class>org.springframework.web.context.request.RequestContextListener</listener-class>  </listener>   <!-- web容器和spring容器整合监听 -->  <listener>  <listener-class>org.springframework.web.context.ContextLoaderListener</listener-class>  </listener>  <context-param>  <param-name>contextConfigLocation</param-name>  <param-value>  classpath:applicationContext.xml  </param-value>  </context-param>   <!-- spring mvc -->  <servlet>  <servlet-name>dispatcher</servlet-name>  <servlet-class>org.springframework.web.servlet.DispatcherServlet</servlet-class>  <!-- 容器启动时初始化servlet -->  <load-on-startup>1</load-on-startup>  </servlet>  <servlet-mapping>  <servlet-name>dispatcher</servlet-name>  <url-pattern>\*.do</url-pattern>  </servlet-mapping>  </web-app> |

##### 2.7.3 配置logback环境

在resources目录下新建logback.xml

|  |
| --- |
| <?xml version="1.0" encoding="UTF-8"?> <configuration scan="true" scanPeriod="60 seconds" debug="false">  <appender name="console" class="ch.qos.logback.core.ConsoleAppender">  <encoding>UTF-8</encoding>  <encoder>  <pattern>[%d{HH:mm:ss.SSS}][%p][%c{40}][%t] %m%n</pattern>  </encoder>  <filter class="ch.qos.logback.classic.filter.ThresholdFilter">  <level>DEBUG</level>  </filter>  </appender>   <appender name="tmall" class="ch.qos.logback.core.rolling.RollingFileAppender">  <!--<File>d:/tmalllog/tmall.log</File>-->  <File>/PrograSoftware/Tomcat/apache-tomcat-7.0.69/logs/mmall.log</File>  <rollingPolicy class="ch.qos.logback.core.rolling.TimeBasedRollingPolicy">  <fileNamePattern>/PrograSoftware/Tomcat/apache-tomcat-7.0.69/logs/tmall.log.%d{yyyy-MM-dd}.gz</fileNamePattern>  <append>true</append>  <maxHistory>10</maxHistory>  </rollingPolicy>  <encoder>  <pattern>[%d{HH:mm:ss.SSS}][%p][%c{40}][%t] %m%n</pattern>  </encoder>  </appender>    <appender name="error" class="ch.qos.logback.core.rolling.RollingFileAppender">  <!--<File>d:/mmalllog/error.log</File>-->  <File>/PrograSoftware/Tomcat/apache-tomcat-7.0.69/logs/error.log</File>  <rollingPolicy class="ch.qos.logback.core.rolling.TimeBasedRollingPolicy">  <fileNamePattern>/PrograSoftware/Tomcat/apache-tomcat-7.0.69/logs/error.log.%d{yyyy-MM-dd}.gz</fileNamePattern>  <!--<fileNamePattern>d:/mmalllog/error.log.%d{yyyy-MM-dd}.gz</fileNamePattern>-->  <append>true</append>  <maxHistory>10</maxHistory>  </rollingPolicy>  <encoder>  <pattern>[%d{HH:mm:ss.SSS}][%p][%c{40}][%t] %m%n</pattern>  </encoder>  <filter class="ch.qos.logback.classic.filter.LevelFilter">  <level>ERROR</level>  <onMatch>ACCEPT</onMatch>  <onMismatch>DENY</onMismatch>  </filter>  </appender>   <logger name="com.tmall" additivity="false" level="INFO" >  <appender-ref ref="tmall" />  <appender-ref ref="console"/>  </logger>     <!-- geelynote mybatis log 日志 -->   <logger name="com.tmall.dao" level="DEBUG"/>   <!--<logger name="com.ibatis.sqlmap.engine.impl.SqlMapClientDelegate" level="DEBUG" >-->  <!--<appender-ref ref="console"/>-->  <!--</logger>-->   <!--<logger name="java.sql.Connection" level="DEBUG">-->  <!--<appender-ref ref="console"/>-->  <!--</logger>-->  <!--<logger name="java.sql.Statement" level="DEBUG">-->  <!--<appender-ref ref="console"/>-->  <!--</logger>-->   <!--<logger name="java.sql.PreparedStatement" level="DEBUG">-->  <!--<appender-ref ref="console"/>-->  <!--</logger>-->    <root level="DEBUG">  <appender-ref ref="console"/>  <appender-ref ref="error"/>  </root>  </configuration> |

##### 2.7.4 配置IDEA注入和自动编译环境

（1）IDEA注入配置

file->settings->editor->inspections->spring->spring core->wutowiring for bean class

（2）IDEA自动编译

file->setting->build,execution,deployment->complier->build project automaticlly

### 三 数据库表设计

### 四 用户模块

#### 4.1 用户登录

##### 4.1.1 公共类

（1）服务器响应类，将结果序列化之后返回给前端

|  |
| --- |
| package com.tmall.common;  import org.codehaus.jackson.annotate.JsonIgnore; import org.codehaus.jackson.map.annotate.JsonSerialize;  import java.io.Serializable;  */\*\*  \* 服务器响应类，将结果序列化返回  \** ***@param*** <*T*>  *\*/*  // 保证序列化json的时候，如果是null对象，key也会消失@JsonSerialize(include = JsonSerialize.Inclusion.*NON\_NULL*) public class ServerResponse<T> implements Serializable {   private int status;   private String msg;   private T data;   private ServerResponse(int status) {  this.status = status;  }   private ServerResponse(int status, T data) {  this.status = status;  this.data = data;  }   private ServerResponse(int status, String msg, T data) {  this.status = status;  this.msg = msg;  this.data = data;  }   private ServerResponse(int status, String msg) {  this.status = status;  this.msg = msg;  }   @JsonIgnore// 使之不在json序列化结果中  public boolean isSuccess() {  return this.status == ResponseCode.*SUCCESS*.getCode();  }   public int getStatus() {  return status;  }   public String getMsg() {  return msg;  }   public T getData() {  return data;  }   public static <T> ServerResponse<T> createBySuccess() {  return new ServerResponse<T>(ResponseCode.*SUCCESS*.getCode());  }   public static <T> ServerResponse<T> createBySuccessMessage(String msg) {  return new ServerResponse<T>(ResponseCode.*SUCCESS*.getCode(), msg);  }   public static <T> ServerResponse<T> createBySuccess(T data) {  return new ServerResponse<T>(ResponseCode.*SUCCESS*.getCode(), data);  }   public static <T> ServerResponse<T> createBySuccess(String msg, T data) {  return new ServerResponse<T>(ResponseCode.*SUCCESS*.getCode(), msg, data);  }   public static <T> ServerResponse<T> createByError() {  return new ServerResponse<T>(ResponseCode.*ERROR*.getCode(), ResponseCode.*ERROR*.getDesc());  }   public static <T> ServerResponse<T> createByErrorMessage(String errorMessage) {  return new ServerResponse<T>(ResponseCode.*ERROR*.getCode(), errorMessage);  }   public static <T> ServerResponse<T> createByErrorCodeMessage(int errorCode, String errorMessage) {  return new ServerResponse<T>(errorCode, errorMessage);  } } |

（2）枚举类，列出所有的状态

|  |
| --- |
| package com.tmall.common;  */\*\*  \* 枚举类，定义各种状态  \*/* public enum ResponseCode {   *SUCCESS*(0, "SUCCESS"),  *ERROR*(1, "ERROR"),  *NEED\_LOGIN*(10, "NEED\_LOGIN"),  *ILLEGAL\_ARGUMENT*(2, "ILLEGAL\_ARGUMENT");   private final int code;   private final String desc;   ResponseCode(int code, String desc) {  this.code = code;  this.desc = desc;  }   public int getCode() {  return code;  }   public String getDesc() {  return desc;  } } |

（3）常量类，把通用的字段定义为常量

|  |
| --- |
| package com.tmall.common;  /\*\*  \*常量类  \*/ public class Const {  */\*\*  \* 当前用户  \*/*  public static final String *CURRENT\_USER* = "currentUser";  } |

##### 4.1.2 DAO层

数据访问层，封装对数据库的访问

|  |
| --- |
| package com.tmall.dao;  import com.tmall.pojo.User; import org.apache.ibatis.annotations.Param;  */\*\*  \* 用户表  \*/* public interface UserMapper {   */\*\*  \* 根据主键删除用户  \** ***@param*** *id  \** ***@return*** *\*/* int deleteByPrimaryKey(Integer id);   */\*\*  \* 插入用户表所有字段  \** ***@param*** *record  \** ***@return*** *\*/* int insert(User record);   */\*\*  \* 插入用户表非空字段  \** ***@param*** *record  \** ***@return*** *\*/* int insertSelective(User record);   */\*\*  \* 根据主键查询用户  \** ***@param*** *id  \** ***@return*** *\*/* User selectByPrimaryKey(Integer id);   */\*\*  \* 更新用户表非空字段  \** ***@param*** *record  \** ***@return*** *\*/* int updateByPrimaryKeySelective(User record);   */\*\*  \* 更新用户表所有字段  \** ***@param*** *record  \** ***@return*** *\*/* int updateByPrimaryKey(User record);   */\*\*  \* 校验用户名是否存在  \** ***@param*** *username  \** ***@return*** *\*/* int checkUsername(String username);   */\*\*  \* 校验登录时用户名和密码是否正确  \** ***@param*** *username  \** ***@param*** *password  \** ***@return*** *\*/* User selectLogin(@Param("username") String username, @Param("password") String password);  } |

##### 4.1.3 数据库

在UserMapper.xml文件中编写数据库语句

|  |
| --- |
| <select id="checkUsername" resultType="int" parameterType="string">  SELECT *count*(1)  FROM tmall\_user  WHERE username = #{username} </select>  <select id="selectLogin" resultMap="BaseResultMap" parameterType="map">  SELECT <include refid="Base\_Column\_List" />  FROM tmall\_user  WHERE username = #{username}  and password = #{password} </select> |

##### 4.1.4 Service层

Service层用于处理各种业务逻辑

（1）接口类

|  |
| --- |
| package com.tmall.service;  import com.tmall.common.ServerResponse; import com.tmall.pojo.User;  */\*\*  \* 用户接口  \*/* public interface IUserService {   */\*\*  \* 用户登录  \** ***@param*** *username  \** ***@param*** *password  \** ***@return*** *\*/* ServerResponse<User> login(String username, String password); } |

（2）接口的实现类

|  |
| --- |
| package com.tmall.service.impl;  import com.tmall.common.ServerResponse; import com.tmall.dao.UserMapper; import com.tmall.pojo.User; import com.tmall.service.IUserService; import org.apache.commons.lang3.StringUtils; import org.springframework.beans.factory.annotation.Autowired; import org.springframework.stereotype.Service;  */\*\*  \* 用户接口实现类  \*/* @Service("iUserService") public class UserServiceImpl implements IUserService {   @Autowired  private UserMapper userMapper;   */\*\*  \* 用户登录  \** ***@param*** *username  \** ***@param*** *password  \** ***@return*** *\*/* @Override  public ServerResponse<User> login(String username, String password) {  int resultCount = userMapper.checkUsername(username);  if (resultCount == 0) {  return ServerResponse.*createByErrorMessage*("用户名不存在");  }  // 密码MD5加密登录 *TODO* User user = userMapper.selectLogin(username, password);  if (user == null) {  return ServerResponse.*createByErrorMessage*("用户名或密码错误");  }  // 密码置空  user.setPassword(StringUtils.*EMPTY*);   return ServerResponse.*createBySuccess*("登录成功", user);  } } |

##### 4.1.5 Controller层

Controller层，负责从视图读取数据，控制用户输入并向模型发送数据

|  |
| --- |
| package com.tmall.controller.portal;  import com.tmall.common.Const; import com.tmall.common.ServerResponse; import com.tmall.pojo.User; import com.tmall.service.IUserService; import org.springframework.beans.factory.annotation.Autowired; import org.springframework.stereotype.Controller; import org.springframework.web.bind.annotation.RequestMapping; import org.springframework.web.bind.annotation.RequestMethod; import org.springframework.web.bind.annotation.ResponseBody;  import javax.servlet.http.HttpSession;  */\*\*  \* 用户控制  \*/* @Controller @RequestMapping("/user/") public class UserController {   @Autowired  private IUserService iUserService;   */\*\*  \* 登录  \** ***@param*** *username  \** ***@param*** *password  \** ***@param*** *session  \** ***@return*** *\*/* @RequestMapping(value = "login.do", method = RequestMethod.*POST*)  @ResponseBody// 通过Jackson将返回的结果序列化成json  public ServerResponse<User> login(String username, String password, HttpSession session) {  ServerResponse response = iUserService.login(username, password);  if (response.isSuccess()) {  session.setAttribute(Const.*CURRENT\_USER*, response.getData());  }  return response;  }  } |

#### 4.2 用户退出

##### 4.2.1 Controller层

|  |
| --- |
| */\*\*  \* 用户退出  \** ***@param*** *session  \** ***@return*** *\*/* @RequestMapping(value = "logout.do", method = RequestMethod.*POST*) @ResponseBody public ServerResponse<String> logout(HttpSession session) {  session.removeAttribute(Const.*CURRENT\_USER*);  return ServerResponse.*createBySuccess*(); } |

#### 4.3 用户注册

##### 4.3.1 公共类

（1）添加MD5加密工具类

|  |
| --- |
| package com.tmall.util;  import java.security.MessageDigest;  */\*\*  \* MD5加密算法  \*/* public class MD5Util {   private static String byteArrayToHexString(byte b[]) {  StringBuffer resultSb = new StringBuffer();  for (int i = 0; i < b.length; i++)  resultSb.append(*byteToHexString*(b[i]));   return resultSb.toString();  }   private static String byteToHexString(byte b) {  int n = b;  if (n < 0)  n += 256;  int d1 = n / 16;  int d2 = n % 16;  return *hexDigits*[d1] + *hexDigits*[d2];  }   */\*\*  \* 返回大写MD5  \*  \** ***@param*** *origin  \** ***@param*** *charsetname  \** ***@return*** *\*/* private static String MD5Encode(String origin, String charsetname) {  String resultString = null;  try {  resultString = new String(origin);  MessageDigest md = MessageDigest.*getInstance*("MD5");  if (charsetname == null || "".equals(charsetname))  resultString = *byteArrayToHexString*(md.digest(resultString.getBytes()));  else  resultString = *byteArrayToHexString*(md.digest(resultString.getBytes(charsetname)));  } catch (Exception exception) {  }  return resultString.toUpperCase();  }   public static String MD5EncodeUtf8(String origin) {  origin = origin + PropertiesUtil.*getProperty*("password.salt", "");  return *MD5Encode*(origin, "utf-8");  }    private static final String *hexDigits*[] = {"0", "1", "2", "3", "4", "5",  "6", "7", "8", "9", "a", "b", "c", "d", "e", "f"};  } |

（2）添加配置文件读取类

|  |
| --- |
| package com.tmall.util;  import org.apache.commons.lang3.StringUtils; import org.slf4j.Logger; import org.slf4j.LoggerFactory; import java.io.IOException; import java.io.InputStreamReader; import java.util.Properties;  public class PropertiesUtil {   private static Logger *logger* = LoggerFactory.*getLogger*(PropertiesUtil.class);   private static Properties *props*;   static {  String fileName = "tmall.properties";  *props* = new Properties();  try {  *props*.load(new InputStreamReader(PropertiesUtil.class.getClassLoader().getResourceAsStream(fileName),"UTF-8"));  } catch (IOException e) {  *logger*.error("配置文件读取异常",e);  }  }   public static String getProperty(String key){  String value = *props*.getProperty(key.trim());  if(StringUtils.*isBlank*(value)){  return null;  }  return value.trim();  }   public static String getProperty(String key,String defaultValue){  String value = *props*.getProperty(key.trim());  if(StringUtils.*isBlank*(value)){  value = defaultValue;  }  return value.trim();  } } |

（3）在Const类中添加用户角色

|  |
| --- |
| */\*\*  \* 用户角色  \*/* public interface Role {  // 普通用户  int *ROLE\_CUSTOMER* = 0;   // 管理员  int *ROLE\_DMIN* = 1; } |

##### 4.3.2 DAO层

在UserMapper中添加邮箱校验

|  |
| --- |
| *\*\*  \* 校验用户邮箱  \** ***@param*** *email  \** ***@return*** *\*/* int checkEmail(String email); |

##### 4.3.3 数据库

在UserMapper.xml文件中添加数据库语句

|  |
| --- |
| <select id="checkEmail" resultType="int" parameterType="string">  SELECT *count*(1)  FROM tmall\_user  WHERE email = #{email} </select> |

##### 4.3.4 Service层

（1）在IUserService接口中添加注册方法

|  |
| --- |
| */\*\*  \* 用户注册  \** ***@param*** *user  \** ***@return*** *\*/* ServerResponse<String> register(User user); |

（2）在UserServiceImpl中实现接口中的注册方法

|  |
| --- |
| */\*\*  \* 用户注册  \** ***@param*** *user  \** ***@return*** *\*/* public ServerResponse<String> register(User user) {  ServerResponse validResponse = this.checkValid(user.getUsername(), Const.*USERNAME*);  if (!validResponse.isSuccess()) {  return validResponse;  }  validResponse = this.checkValid(user.getEmail(), Const.*EMAIL*);  if (!validResponse.isSuccess()) {  return validResponse;  }  user.setRole(Const.Role.*ROLE\_CUSTOMER*);  // MD5加密  user.setPassword(MD5Util.*MD5EncodeUtf8*(user.getPassword()));  int resultCount = userMapper.insert(user);  if (resultCount == 0) {  return ServerResponse.*createByErrorMessage*("注册失败");  }   return ServerResponse.*createBySuccessMessage*("注册成功"); } |

##### 4.3.5 Controller层

在Controller中调用Servicede的注册方法

|  |
| --- |
| */\*\*  \* 用户注册  \** ***@param*** *user  \** ***@return*** *\*/* @RequestMapping(value = "register.do", method = RequestMethod.*POST*) @ResponseBody public ServerResponse<String> register(User user) {  return iUserService.register(user); } |

#### 4.4 用户名和邮箱校验

##### 4.4.1 公共类

在Const类中添加常量

|  |
| --- |
| */\*\*  \* 邮箱  \*/* public static final String *EMAIL* = "email";  */\*\*  \* 用户名  \*/* public static final String *USERNAME* = "username"; |

##### 4.4.2 Service层

（1）在IUserService接口中添加校验方法

|  |
| --- |
| */\*\*  \* 校验用户名和邮箱  \** ***@param*** *str  \** ***@param*** *type  \** ***@return*** *\*/* ServerResponse<String> checkValid(String str, String type); |

（2）在UserServiceImpl中实现邮箱校验

|  |
| --- |
| */\*\*  \* 校验用户名和邮箱  \** ***@param*** *str  \** ***@param*** *type  \** ***@return*** *\*/* public ServerResponse<String> checkValid(String str, String type) {  if (StringUtils.*isNotBlank*(type)) {  if (Const.*USERNAME*.equals(type)) {  int resultCount = userMapper.checkUsername(str);  if (resultCount > 0) {  return ServerResponse.*createByErrorMessage*("用户名已存在");  }  }  if (Const.*EMAIL*.equals(type)) {  int resultCount = userMapper.checkEmail(str);  if (resultCount > 0) {  return ServerResponse.*createByErrorMessage*("邮箱已被注册");  }  }  } else {  return ServerResponse.*createByErrorMessage*("参数错误");  }   return ServerResponse.*createBySuccessMessage*("校验成功"); } |

##### 4.4.3 Controller层

在Controller中调用Service的校验方法

|  |
| --- |
| */\*\*  \* 校验用户名和邮箱  \** ***@param*** *str  \** ***@param*** *type  \** ***@return*** *\*/* @RequestMapping(value = "check\_valid.do", method = RequestMethod.*POST*) @ResponseBody public ServerResponse<String> checkValid(String str, String type) {  return iUserService.checkValid(str, type); } |

#### 4.5 用户忘记密码

##### 4.5.1 DAO层

在UserMapper类中添加根据用户名查找问题的方法

|  |
| --- |
| */\*\*  \* 根据用户名查找问题  \** ***@param*** *username  \** ***@return*** *\*/* String selectQuestionByUsername(String username); |

##### 4.5.2 数据库

在UserMapper.xml文件中添加查询语句

|  |
| --- |
| <select id="selectQuestionByUsername" resultType="string" parameterType="string">  SELECT question  FROM tmall\_user  WHERE username = #{username} </select> |

##### 4.5.3 Service层

（1）在IUserService接口中添加找回密码问题的方法

|  |
| --- |
| */\*\*  \* 找回密码的提示问题  \** ***@param*** *username  \** ***@return*** *\*/* ServerResponse<String> selectQuestion(String username); |

（2）在UserServiceImpl类中实现该方法

|  |
| --- |
| */\*\*  \* 找回密码的提示问题  \** ***@param*** *username  \** ***@return*** *\*/* public ServerResponse<String> selectQuestion(String username) {  ServerResponse validResponse = this.checkValid(username, Const.*USERNAME*);  if (validResponse.isSuccess()) {  return ServerResponse.*createByErrorMessage*("用户不存在");  }  String question = userMapper.selectQuestionByUsername(username);  if (StringUtils.*isNotBlank*(question)) {  return ServerResponse.*createBySuccess*(question);  }  return ServerResponse.*createByErrorMessage*("找回密码问题的答案为空"); } |

##### 4.5.4 Controller层

在Controller中调用service

|  |
| --- |
| */\*\*  \* 忘记密码  \** ***@param*** *username  \** ***@return*** *\*/* @RequestMapping(value = "forget\_get\_question.do", method = RequestMethod.*POST*) @ResponseBody public ServerResponse<String> forgetGetQuestion(String username) {  return iUserService.selectQuestion(username); } |

#### 4.6 用户重置密码问题校验

##### 4.6.1 公共类

构建本地缓存

|  |
| --- |
| package *com.tmall.common*;  import *com.google.common.cache.CacheBuilder*; import *com.google.common.cache.CacheLoader*; import *com.google.common.cache.LoadingCache*; import *org.slf4j.Logger*; import *org.slf4j.LoggerFactory*;  import *java.util.concurrent.TimeUnit*;  /\*\*  \* 本地缓存  \*/ public class *TokenCache* {   private static *Logger* logger = *LoggerFactory*.getLogger(*TokenCache*.class);   public static final *String* ***TOKEN\_PREFIX*** = "token\_";   private static *LoadingCache*<*String*, *String*> localCache = *CacheBuilder*.newBuilder()  .initialCapacity(1000).maximumSize(10000).expireAfterAccess(12, *TimeUnit*.***HOURS***)  .build(new *CacheLoader*<*String*, *String*>() {  //默认的数据加载实现,当调用get取值的时候,如果key没有对应的值,就调用这个方法进行加载.  @Override  public *String* load(*String s*) throws *Exception* {  return "null";  }  });   public static void setKey(*String key*, *String value*) {  localCache.put(*key*, *value*);  }   public static *String* getKey(*String key*) {  *String* value = null;  try {  value = localCache.get(*key*);  if ("null".equals(value)) {  return null;  }  return value;  } catch (*Exception e*) {  logger.error("localCache get error", *e*);  }  return null;  }  } |

##### 4.6.2 DAO层

在userMapper中添加校验重置密码问题的答案

|  |
| --- |
| /\*\*  \* 校验提示问题的答案  \* @param username  \* @param question  \* @param answer  \* @return  \*/ int checkAnswer(@Param("username") *String username*, @Param("question") *String question*, @Param("answer") *String answer*); |

##### 4.6.3 数据库

在userMapper.xml中添加查询语句

|  |
| --- |
| <select *id*="checkAnswer" *resultType*="int" *parameterType*="map">  SELECT count(1)  FROM tmall\_user  WHERE username = #{username}  and question = #{question}  and answer = #{answer} </select> |

##### 4.6.4 Service层

（1）在IUserService接口中添加校验重置密码问题答案的方法

|  |
| --- |
| /\*\*  \* 提示问题与答案  \* @param username  \* @param question  \* @param answer  \* @return  \*/ *ServerResponse*<*String*> checkAnswer(*String username*, *String question*, *String answer*); |

（2）在UserServiceImpl类中实现该方法

|  |
| --- |
| /\*\*  \* 问题答案校验  \* @param username  \* @param question  \* @param answer  \* @return  \*/ public *ServerResponse*<*String*> checkAnswer(*String username*, *String question*, *String answer*) {  int resultCount = userMapper.checkAnswer(*username*, *question*, *answer*);  if (resultCount > 0) {  // 说明问题及问题答案是这个用户的并且是正确的  *String* forgetToken = *UUID*.randomUUID().toString();  *TokenCache*.setKey(*TokenCache*.***TOKEN\_PREFIX***+*username*, forgetToken);  return *ServerResponse*.createBySuccess(forgetToken);  }  return *ServerResponse*.createByErrorMessage("问题答案错误"); } |

##### 4.6.5 Controller层

在Controller中调用service

|  |
| --- |
| /\*\*  \* 校验问题答案  \* @param username  \* @param question  \* @param answer  \* @return  \*/ @RequestMapping(value = "forget\_check\_answer.do", method = *RequestMethod*.***POST***) @ResponseBody public *ServerResponse*<*String*> forgetCheckAnswer(*String username*, *String question*, *String answer*) {  return iUserService.checkAnswer(*username*, *question*, *answer*); } |

#### 4.7 用户忘记密码状态下重置密码

##### 4.7.1 DAO层

在userMapper中添加校根据用户名更新密码

|  |
| --- |
| /\*\*  \* 根据用户名更新密码  \* @param *username* \* @param passwordNew  \* @return  \*/ int updatePasswordByUsername(@Param("username") *String username*, @Param("passwordNew") *String passwordNew*); |

##### 4.7.2 数据库

在userMapper.xml中添加更新语句

|  |
| --- |
| <update *id*="updatePasswordByUsername" *parameterType*="map">  UPDATE tmall\_user  SET password = #{passwordNew}, update\_time = now()  WHERE username = #{username} </update> |

##### 4.7.3 Service层

（1）在IUserService接口中添加忘记密码状态的重置密码的方法

|  |
| --- |
| /\*\*  \* 重置密码（忘记密码）  \* @param username  \* @param passwordNew  \* @param forgetToken  \* @return  \*/ *ServerResponse*<*String*> forgetResetPassword(*String username*, *String passwordNew*, *String forgetToken*); |

（2）在UserServiceImpl类中实现该方法

|  |
| --- |
| /\*\*  \* 重置密码（忘记密码）  \* @param username  \* @param passwordNew  \* @param forgetToken  \* @return  \*/ public *ServerResponse*<*String*> forgetResetPassword(*String username*, *String passwordNew*, *String forgetToken*) {  if (*StringUtils*.isBlank(*forgetToken*)) {  return *ServerResponse*.createByErrorMessage("参数错误，token需要传递");  }  *ServerResponse* validResponse = this.checkValid(*username*, *Const*.***USERNAME***);  if (validResponse.isSuccess()) {  return *ServerResponse*.createByErrorMessage("用户不存在");  }  *String* token = *TokenCache*.getKey(*TokenCache*.***TOKEN\_PREFIX***+*username*);  if (*StringUtils*.isBlank(token)) {  return *ServerResponse*.createByErrorMessage("token无效或者过期");  }  if (*StringUtils*.equals(*forgetToken*, token)) {  *String* md5Password = *MD5Util*.MD5EncodeUtf8(*passwordNew*);  int count = userMapper.updatePasswordByUsername(*username*, md5Password);  if (count > 0) {  return *ServerResponse*.createBySuccessMessage("修改密码成功");  }  } else {  return *ServerResponse*.createByErrorMessage("token错误，请重新获取修改密码的token");  }  return *ServerResponse*.createByErrorMessage("修改密码失败"); } |

##### 4.7.4 Controller层

在Controller中调用service

|  |
| --- |
| /\*\*  \* 重置密码  \* @param *username* \* @param passwordNew  \* @param forgetToken  \* @return  \*/ @RequestMapping(value = "forget\_reset\_password.do", method = *RequestMethod*.***POST***) @ResponseBody public *ServerResponse*<*String*> forgetResetPassword(*String username*, *String passwordNew*, *String forgetToken*) {  return iUserService.forgetResetPassword(*username*, *passwordNew*, *forgetToken*); } |

#### 4.8 用户登录状态下重置密码

##### 4.8.1 DAO层

在userMapper中添加校验当前密码方法

|  |
| --- |
| /\*\*  \* 校验当前密码  \* @param password  \* @param userId  \* @return  \*/ int checkPassword(@Param("password") *String password*, @Param("userId") *Integer userId*); |

##### 4.8.2 数据库

在userMapper.xml中添加查询语句

|  |
| --- |
| <select *id*="checkPassword" *parameterType*="map" *resultType*="int">  SELECT count(1)  FROM tmall\_user  WHERE password = #{password}  and id = #{userId} </select> |

##### 4.8.3 Service层

（1）在IUserService接口中添加登录状态的重置密码的方法

|  |
| --- |
| /\*\*  \* 重置密码（登录状态）  \* @param passwordOld  \* @param passwordNew  \* @param user  \* @return  \*/ *ServerResponse*<*String*> resetPassword(*String passwordOld*, *String passwordNew*, *User user*); |

（2）在UserServiceImpl类中实现该方法

|  |
| --- |
| /\*\*  \* 重置密码（登录状态）  \* @param passwordOld  \* @param passwordNew  \* @param user  \* @return  \*/ public *ServerResponse*<*String*> resetPassword(*String passwordOld*, *String passwordNew*, *User user*) {  // 防止横向越权,要校验一下这个用户的旧密码,一定要指定是这个用户.因为我们会查询一个count(1),如果不指定id,那么结果就是true啦count>0;  int resultCount = userMapper.checkPassword(*MD5Util*.MD5EncodeUtf8(*passwordOld*), *user*.getId());  if (resultCount == 0) {  return *ServerResponse*.createByErrorMessage("密码错误");  }  *user*.setPassword(*MD5Util*.MD5EncodeUtf8(*passwordNew*));  int updateCount = userMapper.updateByPrimaryKeySelective(*user*);  if (updateCount > 0) {  return *ServerResponse*.createBySuccessMessage("修改密码成功");  }  return *ServerResponse*.createByErrorMessage("重置密码失败"); } |

##### 4.8.4 Controller层

在Controller中调用service

|  |
| --- |
| /\*\*  \* 重置密码  \* @param session  \* @param passwordOld  \* @param passwordNew  \* @return  \*/ @RequestMapping(value = "reset\_password.do", method = *RequestMethod*.***POST***) @ResponseBody public *ServerResponse*<*String*> resetPassword(*HttpSession session*, *String passwordOld*, *String passwordNew*) {  *User* user = (*User*) *session*.getAttribute(*Const*.***CURRENT\_USER***);  if (user == null) {  return *ServerResponse*.createByErrorMessage("用户未登录");  }  return iUserService.resetPassword(*passwordOld*, *passwordNew*, user); } |

#### 4.9 用户信息更新

##### 4.9.1 DAO层

在userMapper中添加校验根据用户ID校验邮箱方法

|  |
| --- |
| /\*\*  \* 根据用户ID校验邮箱  \* @param email  \* @param userId  \* @return  \*/ int checkEmailByUserId(@Param("email") *String email*, @Param("userId") *Integer userId*); |

##### 4.9.2 数据库

在userMapper.xml中添加查询语句

|  |
| --- |
| <select *id*="checkEmailByUserId" *parameterType*="map" *resultType*="int">  SELECT count(1)  FROM tmall\_user  WHERE email = *#{email}* and id != #{userId} </select> |

##### 4.9.3 Service层

（1）在IUserService接口中添加更新用户信息的方法

|  |
| --- |
| /\*\*  \* 更新个人信息  \* @param user  \* @return  \*/ *ServerResponse*<*User*> updateInformation(*User user*); |

（2）在UserServiceImpl类中实现该方法

|  |
| --- |
| /\*\*  \* 更新个人信息  \* @param user  \* @return  \*/ public *ServerResponse*<*User*> updateInformation(*User user*) {  // email也要进行一个校验,校验新的email是不是已经存在,并且存在的email如果相同的话,不能是我们当前的这个用户的  int resultCount = userMapper.checkEmailByUserId(*user*.getEmail(), *user*.getId());  if (resultCount > 0) {  return *ServerResponse*.createByErrorMessage("email已被注册");  }  *User* updateUser = new User();  updateUser.setId(*user*.getId());  updateUser.setEmail(*user*.getEmail());  updateUser.setPhone(*user*.getPhone());  updateUser.setQuestion(*user*.getQuestion());  updateUser.setAnswer(*user*.getAnswer());  int updateCount = userMapper.updateByPrimaryKeySelective(updateUser);  if (updateCount > 0) {  return *ServerResponse*.createBySuccess("更新个人信息成功", updateUser);  }  return *ServerResponse*.createByErrorMessage("更新个人信息失败"); } |

##### 4.9.4 Controller层

在Controller中调用service

|  |
| --- |
| /\*\*  \* 更新个人信息  \* @param session  \* @param user  \* @return  \*/ @RequestMapping(value = "update\_information.do", method = *RequestMethod*.***POST***) @ResponseBody public *ServerResponse*<*User*> updateInformation(*HttpSession session*, *User user*) {  *User* currentUser = (*User*)*session*.getAttribute(*Const*.***CURRENT\_USER***);  if (currentUser == null) {  return *ServerResponse*.createByErrorMessage("用户未登录");  }  *user*.setId(currentUser.getId());  *user*.setUsername(currentUser.getUsername());  *ServerResponse*<*User*> response = iUserService.updateInformation(*user*);  if (response.isSuccess()) {  *session*.setAttribute(*Const*.***CURRENT\_USER***, response.getData());  }  return response; } |

#### 4.10 用户信息获取

##### 4.10.1 Service层

（1）在IUserService接口中添加获取用户信息的方法

|  |
| --- |
| /\*\*  \* 获取用户信息  \* @param userId  \* @return  \*/ *ServerResponse*<*User*> getInformation(*Integer userId*); |

（2）在UserServiceImpl类中实现该方法

|  |
| --- |
| /\*\*  \* 获取用户信息  \* @param userId  \* @return  \*/ public *ServerResponse*<*User*> getInformation(*Integer userId*) {  *User* user = userMapper.selectByPrimaryKey(*userId*);  if (user == null) {  return *ServerResponse*.createByErrorMessage("用户不存在");  }  user.setPassword(*StringUtils*.***EMPTY***);  return *ServerResponse*.createBySuccess(user); } |

##### 4.10.2 Controller层

|  |
| --- |
| /\*\*  \* 获取用户信息  \* @param session  \* @return  \*/ @RequestMapping(value = "get\_information.do", method = *RequestMethod*.***POST***) @ResponseBody public *ServerResponse*<*User*> getInformation(*HttpSession session*) {  *User* currentUser = (*User*)*session*.getAttribute(*Const*.***CURRENT\_USER***);  if (currentUser == null) {  return *ServerResponse*.createByErrorCodeMessage(*ResponseCode*.***NEED\_LOGIN***.getCode(), "未登录，需要登录status=10");  }  return iUserService.getInformation(currentUser.getId()); } |

#### 4.11 管理员登录

##### 4.11.1 Service层

|  |
| --- |
| /\*\*  \* 校验用户是否是管理员  \* @param user  \* @return  \*/ public *ServerResponse* checkAdminRole(*User user*) {  if (*user* != null && *user*.getRole().intValue() == *Const*.*Role*.***ROLE\_ADMIN***) {  return *ServerResponse*.createBySuccess();  }  return *ServerResponse*.createByError(); } |

##### 4.11.2 Controller层

|  |
| --- |
| package *com.tmall.controller.backend*;  import *com.tmall.common.Const*; import *com.tmall.common.ServerResponse*; import *com.tmall.pojo.User*; import *com.tmall.service.IUserService*; import *org.springframework.beans.factory.annotation.*Autowired; import *org.springframework.stereotype.*Controller; import *org.springframework.web.bind.annotation.*RequestMapping; import *org.springframework.web.bind.annotation.RequestMethod*; import *org.springframework.web.bind.annotation.*ResponseBody;  import *javax.servlet.http.HttpSession*;  @Controller @RequestMapping("/manage/user") public class *UserManagerController* {   @Autowired  private *IUserService* iUserService;   @RequestMapping(value="login.do",method = *RequestMethod*.***POST***)  @ResponseBody  public *ServerResponse*<*User*> login(*String username*, *String password*, *HttpSession session*) {  *ServerResponse*<*User*> response = iUserService.login(*username*, *password*);  if (response.isSuccess()) {  *User* user = response.getData();  if (user.getRole() == *Const*.*Role*.***ROLE\_ADMIN***) {  *session*.setAttribute(*Const*.***CURRENT\_USER***, user);  return response;  } else {  return *ServerResponse*.createByErrorMessage("不是管理员，无法登录");  }  }  return response;  }  } |

### 五 分类管理模块

#### 5.1 新增分类

##### 5.1.1 Service层

（1）在ICategoryService接口中添加分类信息的方法

|  |
| --- |
| *ServerResponse* addCategory(*String categoryName*, *Integer parentId*); |

（2）在CategoryServiceImpl方法中实现接口

|  |
| --- |
| /\*\*  \* 添加商品分类  \* @param categoryName  \* @param parentId  \* @return  \*/ public *ServerResponse* addCategory(*String categoryName*, *Integer parentId*) {  if (*parentId* == null || *StringUtils*.isBlank(*categoryName*)) {  return *ServerResponse*.createByErrorMessage("添加品类参数错误");  }   *Category* category = new Category();  category.setName(*categoryName*);  category.setParentId(*parentId*);  // 分类是可用的  category.setStatus(true);   int rowCount = categoryMapper.insert(category);  if (rowCount > 0) {  return *ServerResponse*.createBySuccess("添加品类成功");  }  return *ServerResponse*.createByErrorMessage("添加品类失败"); } |

##### 5.1.2 Controller层

|  |
| --- |
| @Controller @RequestMapping("/manage/category") public class *CategoryManagerController* {   @Autowired  private *IUserService* iUserService;   @Autowired  private *ICategoryService* iCategoryService;   /\*\*  \* 添加分类  \* @param session  \* @param categoryName  \* @param parentId  \* @return  \*/  @RequestMapping("add\_category.do")  @ResponseBody  public *ServerResponse* addCategory(*HttpSession session*, *String categoryName*, @RequestParam(value = "parentId", defaultValue = "0") int *parentId*) {  *User* user = (*User*) *session*.getAttribute(*Const*.***CURRENT\_USER***);  if (user == null) {  return *ServerResponse*.createByErrorCodeMessage(*ResponseCode*.***NEED\_LOGIN***.getCode(), "用户未登录");  }  if (iUserService.checkAdminRole(user).isSuccess()) {  return iCategoryService.addCategory(*categoryName*, *parentId*);  } else {  return *ServerResponse*.createByErrorMessage("无权限操作，需要管理员权限");  }  }  } |

#### 5.2 更新分类

##### 5.2.1 Service层

（1）在ICategoryService接口中更新分类名称的方法

|  |
| --- |
| *ServerResponse* updateCategoryName(*Integer categoryId*, *String categoryName*); |

（2）在CategoryServiceImpl方法中实现接口

|  |
| --- |
| /\*\*  \* 更新分类名称  \* @param categoryId  \* @param categoryName  \* @return  \*/ public *ServerResponse* updateCategoryName(*Integer categoryId*, *String categoryName*) {  if (*categoryId* == null || *StringUtils*.isBlank(*categoryName*)) {  return *ServerResponse*.createByErrorMessage("更新品类参数错误");  }  *Category* category = new Category();  category.setId(*categoryId*);  category.setName(*categoryName*);   int rowCount = categoryMapper.updateByPrimaryKeySelective(category);  if (rowCount > 0) {  return *ServerResponse*.createBySuccess("更新品类成功");  }  return *ServerResponse*.createByErrorMessage("更新品类失败"); } |

##### 5.2.2 Controller层

|  |
| --- |
| /\*\*  \* 更新分类名称  \* @param session  \* @param categoryId  \* @param categoryName  \* @return  \*/ @RequestMapping("set\_category\_name.do") @ResponseBody public *ServerResponse* setCategoryName(*HttpSession session*, *Integer categoryId*, *String categoryName*) {  *User* user = (*User*) *session*.getAttribute(*Const*.***CURRENT\_USER***);  if (user == null) {  return *ServerResponse*.createByErrorCodeMessage(*ResponseCode*.***NEED\_LOGIN***.getCode(), "用户未登录");  }  if (iUserService.checkAdminRole(user).isSuccess()) {  return iCategoryService.updateCategoryName(*categoryId*, *categoryName*);  } else {  return *ServerResponse*.createByErrorMessage("无权限操作，需要管理员权限");  } } |

#### 5.3 新增子分类

##### 5.3.1 DAO层

在categoryMapper中添加根据父结点查询子节点方法

|  |
| --- |
| /\*\*  \* 根据父节点查询子分类  \* @param parentId  \* @return  \*/ *List*<*Category*> selectCategoryChildrenByParentId(*Integer parentId*); |

##### 5.3.2 数据库

在categoryMapper.xml中添加查询SQL

|  |
| --- |
| <select *id*="selectCategoryChildrenByParentId" *parameterType*="int" *resultMap*="BaseResultMap">  SELECT <include *refid*="Base\_Column\_List" />  from tmall\_category  where parent\_id = *#{parentId}* </select> |

##### 5.3.3 实体类

重写equals和hashCode方法

|  |
| --- |
| @Override public boolean equals(*Object o*) {  if (this == *o*) return true;  if (*o* == null || getClass() != *o*.getClass()) return false;   *Category* category = (*Category*) *o*;   return id != null ? id.equals(category.id) : category.id == null; }  @Override public int hashCode() {  return id != null ? id.hashCode() : 0; } |

##### 5.3.4 Service层

（1）在ICategoryService接口中更新分类名称的方法

|  |
| --- |
| *ServerResponse* getChildrenParallelCategory(*Integer categoryId*); |

（2）在CategoryServiceImpl方法中实现接口

|  |
| --- |
| /\*\*  \* 查询分类的子分类  \* @param categoryId  \* @return  \*/ public *ServerResponse*<*List*<*Category*>> getChildrenParallelCategory(*Integer categoryId*) {  *List*<*Category*> categoryList = categoryMapper.selectCategoryChildrenByParentId(*categoryId*);  if (*CollectionUtils*.isEmpty(categoryList)) {  logger.info("未找到当前分类的子分类");  }  return *ServerResponse*.createBySuccess(categoryList); } |

##### 5.3.5 Controller层

|  |
| --- |
| /\*\*  \* 查询子分类  \* @param session  \* @param categoryId  \* @return  \*/ @RequestMapping("get\_category.do") @ResponseBody public *ServerResponse* getChildrenParallelCategory(*HttpSession session*, @RequestParam(value = "categoryId", defaultValue = "0") int *categoryId*) {  *User* user = (*User*) *session*.getAttribute(*Const*.***CURRENT\_USER***);  if (user == null) {  return *ServerResponse*.createByErrorCodeMessage(*ResponseCode*.***NEED\_LOGIN***.getCode(), "用户未登录");  }  if (iUserService.checkAdminRole(user).isSuccess()) {  // 查询子节点的分类信息，并且不递归，保持平级  return iCategoryService.getChildrenParallelCategory(*categoryId*);  } else {  return *ServerResponse*.createByErrorMessage("无权限操作，需要管理员权限");  } } |

#### 5.4 递归更新子分类

##### 5.4.1 Service层

（1）在ICategoryService接口中递归更新分类名称的方法

|  |
| --- |
| *ServerResponse* selectCategoryAndChildrenById(*Integer categoryId*); |

（2）在CategoryServiceImpl方法中实现接口

|  |
| --- |
| /\*\*  \* 根据ID查询子分类  \* @param categoryId  \* @return  \*/ public *ServerResponse* selectCategoryAndChildrenById(*Integer categoryId*) {  *Set*<*Category*> categorySet = *Sets*.newHashSet();  findChildrenCategory(categorySet, *categoryId*);   *List*<*Integer*> categoryIdList = *Lists*.newArrayList();  if (*categoryId* != null) {  for (*Category* categoryItem : categorySet) {  categoryIdList.add(categoryItem.getId());  }  }  return *ServerResponse*.createBySuccess(categoryIdList); }  /\*\*  \* 递归查询子节点  \* @param categorySet  \* @param categoryId  \* @return  \*/ private *Set*<*Category*> findChildrenCategory(*Set*<*Category*> *categorySet*, *Integer categoryId*) {  *Category* category = categoryMapper.selectByPrimaryKey(*categoryId*);  if (category != null) {  *categorySet*.add(category);  }  // 查询子节点  *List*<*Category*> categoryList = categoryMapper.selectCategoryChildrenByParentId(*categoryId*);  for (*Category* categoryItem : categoryList) {  findChildrenCategory(*categorySet*, categoryItem.getId());  }  return *categorySet*; } |

##### 5.4.2 Controller层

|  |
| --- |
| /\*\*  \* 递归查询子节点  \* @param session  \* @param categoryId  \* @return  \*/ @RequestMapping("get\_deep\_category.do") @ResponseBody public *ServerResponse* getCategoryAndDeepChildrenCategory(*HttpSession session*, @RequestParam(value = "categoryId", defaultValue = "0") int *categoryId*) {  *User* user = (*User*) *session*.getAttribute(*Const*.***CURRENT\_USER***);  if (user == null) {  return *ServerResponse*.createByErrorCodeMessage(*ResponseCode*.***NEED\_LOGIN***.getCode(), "用户未登录");  }  if (iUserService.checkAdminRole(user).isSuccess()) {  return iCategoryService.selectCategoryAndChildrenById(*categoryId*);  } else {  return *ServerResponse*.createByErrorMessage("无权限操作，需要管理员权限");  } } |

### 六 商品管理模块