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**ADomain :**

|  |  |  |
| --- | --- | --- |
| **Name** | **Type** | **Description** |
| CID | Int | The client ID |
| LID | Int | The airline ID |
| TDTime | Datetime | The departure time |
| TATime | Datetime | The arrival time |
| PDID | Int | The departure airport ID number |
| PAID | Int | The arrival airport ID nubmer |
| TMileage | Int | The Mileage of the airticket |
| TSeat | Int | The seat |
| PID | Int | The airport ID number |
| Pname | String | The airport name |
| PCity | String | The airport location city |
| LID | Int | The airline ID number |
| LName | String | The airline name |
| LAlliance | String | The air Alliance of airline |
| LNation | String | The nationality of airline |
| CName | String | The name of client |
| CAge | Int | The age of client |
| CGender | Boolean | The gender of client |
| CNation | String | The nationality of client |

\*\*\* The domain of PID, PDID and PAID are same. \*\*\*

* **Relation : airticket** ( CID, LID, TDTime, TATime, TMileage, TSeat, PDID, PAID )
* **Relation : airline** ( LID, LName, LAlliance, LNation )
* **Relation : airport** ( PID, PName, PCity )
* **Relation : client** ( CID, CName, CAge, CGender, CNation )

1. Functional Dependencies

* **Relation : airticket** ( CID, LID, TDTime, TATime, TMileage, TSeat, PDID, PAID )  
  (CID, LID, TDTIme) → TATime  
  (CID, LID, TDTIme) → TMileage  
  (CID, LID, TDTIme) → TSeat  
  (CID, LID, TDTIme) → TDID  
  (CID, LID, TDTIme) → TAID
* **Relation : airline** ( LID, LName, LAlliance, LNation )  
  LID → LName  
  LID → LAlliance  
  LID → LNation
* **Relation : airport** ( PID, PName, PCity )  
  PID → PName  
  PID → PCity
* **Relation : client** ( CID, CName, CAge, CGender, CNation )  
  CID → CName  
  CID → CAge  
  CID → CGender  
  CID → CNation

**AirTicketDB is in the 3rd normal form:**

* To satisfy the 3rd normal form, non-primary keys should be dependent only on the primary key set, not on the subset of the primary key. That is, there should be no dependency between non-primary keys. Also, it should be in the the 2nd normal form.
* In the case of client, non-primary keys are CName, CAge, CGender, CNation. They are dependent only on CName. Also, there is no dependency between them.
* In the case of airticket, airline and airport, all of them satisfies the condition of 3rd normal form like the case of client.
* Therefore, Our DB, AirTicketDB, satisfies the condition of the 3rd normal form.

1. Current state of the database

**<Airticket>**
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**<Airport>**
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**<Client>**

![](data:image/png;base64,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)

1. Database queries in terms of the Relational Algebra

**Get the the locations of airport, which the clients, whose name are ‘Hojun’, visit.**

Select client Where CName = ‘Hojun’ Giving A;

Join A and airticket over CID Giving B;

Join B and airport over airport.PID = B.PDID Giving D;

Join B and airport over airport.PID = B.PAID Giving E;

D Union E Giving F;

Project F over PCity Giving Result;

**Get the names of client, who have ever used both of airline ‘Korean air’ and ‘Japan air’.**

Select airline Where LName = ‘korean air’ Giving A;

Join A and airticket over LID Giving B;

Select airline Where LName = ‘Japan air’ Giving C;

Join C and airticket over LID Giving D;

B Intersect D Giving E;

Join E and client over CID Giving F;

Project F over CName Giving Result;

**Get the names of client, who have ever arrived at the airport ‘Vienna’ and have not ever arrived at the airport ‘Graz’**

Select airport Where PName = ‘Vienna’ Giving A;

Join A and airticket Over A.PID = airticket.PAID Giving B;

Select airport Where PName = ‘Graz’ Givng C;

Join C and airticket Over C.PID = airticket.PAID Giving D;

B Minus D Giving E;

Join E and client over CID Giving F;

Project F Over CName Giving Result;

1. Database queries in terms of the Relational Calculus

**Get the seat number of the ticket, of which the client is ‘hojun’, departure time is ‘2018-07-07’ and airline is ‘korean air’.**

T -> ticket

C -> client

L -> airline

(T.TSeat) : ( T.CID = C.CID & T.TDTime = ‘2018-07-07’ & T.LID = L.LID & C.CName = ‘hojun’ & L.LName = ‘korean air’)

**Get the lowest Mileage of the ticket, of which the owner is ‘hojun’ and the airline is ‘korean air’**

T1 -> airticket

T2 -> airticket

C -> client

L -> airline

(T1.TMileage) : ∀T2 ∃C ∃L ( C.CName = ‘hojun’ & L.LName = ‘korean air’ & T1.CID = C.CID & T1.LID = L.LID & T2.CID = C.CID & T2.LID = L.LID & T1.TMileage <= T2.TMileage)

**Get the highest seat number of the ticket, of which the departure airport is ‘Vienna’, the arrival airport is ‘Graz’ and the airline is ‘LOT’.**

T1 -> airticket

T2 -> airticket

P1 -> airport

P2 -> airport

L -> airline

(T1.TSeat) : ∀T2 ∃P1 ∃P2 ∃L ( T1.PDID = P1.PID & T2.PDID = P1.PID & T1.PAID = P2.PID & T2.PAID = P2.PID & T1.LID = L.LID & T2.LID = L.LID & P1.PName = ‘Vienna’ & P2.PName = ‘Graz’ & L.LName = ‘LOT’ & T1.TSeat >= T2.TSeat)

1. Database queries in terms of the SQL

**Get the client names, who has a ticket of which Korean air mileage is 4000.**

Select CName from client where CID IN

( Select CID from airticket where LID IN

( Select LID from airline where LName = 'Korean Air')

AND TMileage =4000);

**Get the client names, whose ‘SKYTEAM’ Alliance mileage sum is over 5000;**

Select CName from client where CID IN

( Select A.CID from

( Select \* from airticket where LID IN

( Select LID from airline where LAlliance = 'SKYTEAM')

) A GROUP BY CID having sum(TMileage) >=5000

);

**Get the number of male and female, who arrive at the airport 'Incheon International Airport’.**

Select CGender, count(CID) from client where CID IN

( Select CID from airticket where PDID IN

( Select PID from airport

where PName = 'Incheon International Airport')

)GROUP BY CGender;

1. Database queries in terms of the SQL without nested SQL Blocks

**Get the client names, whose Korean air mileage is 4000.**

Select CName from airline, airticket, client where

client.CID = airticket.CID AND airticket.LID = airline.LID

AND airline.LName = 'Korean Air' AND airticket.TMileage = 4000;

**Get the client names, whose ‘SKYTEAM’ Alliance mileage sum is over 5000;**

Select CName from airline, airticket, client where

airline.LAlliance = 'SKYTEAM' AND airticket.LID = airline.LID

AND airticket.CID = client.CID

GROUP BY client.CID having sum(TMileage) >= 5000;

**Get the number of male and female, who arrive at the airport 'Incheon International Airport’.**

Select CGender, count(DISTINCT client.CID)

from airticket, airport, client where

airticket.PDID = airport.PID AND airticket.CID = client.CID

AND airport.PName = 'Incheon International Airport'

GROUP BY CGender;

1. Practical implementation of the database with SQL

CREATE DATABASE 11739592\_airticketDB;

USE 11739592\_airticketDB;

# create all relations

CREATE TABLE airticket(

CID INT NOT NULL,

LID INT NOT NULL,

TDTime DATETIME NOT NULL,

TATime DATETIME NOT NULL,

TMileage INT NOT NULL,

TSeat INT NOT NULL,

PDID INT NOT NULL,

PAID INT NOT NULL,

primary key (CID,LID,TDTime),

foreign key (CID) references client(CID) ON DELETE CASCADE,

foreign key (LID) references airline(LID) ON DELETE RESTRICT,

foreign key (PDID) references airport(PID) ON DELETE RESTRICT,

foreign key (PAID) references airport(PID) ON DELETE RESTRICT

);

CREATE TABLE client(

CID INT NOT NULL primary key,

CName VARCHAR(30) NOT NULL,

CAge INT NOT NULL,

CGender BOOLEAN NOT NULL,

CNation VARCHAR(30) NOT NULL

);

CREATE TABLE airport(

PID INT NOT NULL primary key,

PName VARCHAR(50) NOT NULL,

PCity VARCHAR(20) NOT NULL

);

CREATE TABLE airline(

LID INT NOT NULL primary key,

LName VARCHAR(30) NOT NULL,

LAlliance VARCHAR(30) NOT NULL,

LNation VARCHAR(30) NOT NULL

);

# insert the content into the relations

INSERT INTO airticket(CID, LID, TDTime, TATime, TMileage, TSeat, PDID, PAID) VALUES

(1, 180, "2018-03-05 01:01:00", "2018-03-05 07:02:00", 2000, 200, 1, 2),

(1, 180, "2019-03-07 14:01:00", "2019-03-07 20:02:00", 2500, 138, 1, 2),

(1, 220, "2017-06-01 14:01:00", "2017-06-02 01:02:00", 1500, 32, 2, 1),

(2, 555, "2018-02-07 02:34:00", "2018-02-07 10:32:00", 1000, 214, 1, 2),

(3, 257, "2019-11-02 18:22:00", "2019-11-03 03:52:00", 500, 82, 1, 2),

(3, 180, "2018-08-05 14:01:00", "2018-08-05 15:33:00", 300, 3, 2, 1),

(3, 555, "2020-01-18 20:48:00", "2020-01-19 00:33:00", 1800, 287, 1, 3),

(3, 220, "2018-05-05 09:42:00", "2018-05-05 12:59:00", 1250, 84, 2, 4);

INSERT INTO client(CID, CName, CAge, CGender, CNation)

VALUES (1, "Dayeong", 24, TRUE, "Korean"),

(2, "Hojun", 24, FALSE, "Korean"),

(3, "Danniel", 25, FALSE, "British");

INSERT INTO airport(PID, PName, PCity)

VALUES (1, "Incheon International Airport", "Incheon"),

(2, "Vienna international Airport", "Vienna"),

(3, "London Heathrow Airport", "London"),

(4, "Domodedovo International Airport", "Moscow");

INSERT INTO airline(LID, LName, LAlliance, LNation)

VALUES (180, "Korean Air", "SKYTEAM", "Korea"),

(220, "Lufthansa", "STAR ALLIANCE", "Germany"),

(555, "Aeroflot", "SKYTEAM", "Russia"),

(257, "Austrian Airlines", "STAR ALLIANCE", "Austria"),

(125, "British Airways", "ONEWORLD", "Britain");

# print the content of tables (just for testing if everything went right)

SELECT \* FROM airticket;

SELECT \* FROM airline;

SELECT \* FROM airport;

SELECT \* FROM client;

# now start with the queries (see queries from chapter 6 and 7)

1. Servlets

This page is index.html. The server shows this page when a client accesses the homepage by default path */airticketDB*. This page describes user sign in and sign up views.

|  |
| --- |
| /airticketDB/index. html |
| <!DOCTYPE html>  <html>  <head>  <meta charset=*"UTF-8"*>  <title>Sign in</title>  </head>  <body>  <form method=*"get"* action=*"/airticketDB/TicketTable"*>  Customer ID: <input type=*"number"* name=*"CID"*/> <br>  <input type= *"submit"* value=*"Sign In"*/>  </form>  <br>  or Sign up!  <form method=*"get"* action=*"/airticketDB/Signup"*>  Name: <input type=*"text"* name=*"CName"*/> <br>  Age: <input type=*"number"* name=*"CAge"*/> <br>  Gender <br>  <input type=*"radio"* name=*"CGender"* value=*"male"*/> Male<br>  <input type=*"radio"* name=*"CGender"* value=*"female"*/> Female<br>  Nationality: <input type=*"text"* name=*"CNation"*/> <br>  <input type= *"submit"* value=*"Sign Up"*/>  </form>  </body>  </html> |

If a client tries to sign up, the server send it to servlet */airticketDB/Signup*, or send it to servlet /airticketDB/TicketTable to show tickets with client id *CID*.

* 1. Inserting a new client into the database

The following servlet describes creating new user by parameters and inserting it into the database.

|  |
| --- |
| /airticketDB/Signup |
| **package** servlets;  **import** java.io.IOException;  **import** java.sql.Connection;  **import** java.sql.DriverManager;  **import** java.sql.PreparedStatement;  **import** java.sql.ResultSet;  **import** java.sql.SQLException;  **import** java.sql.Statement;  **import** java.util.logging.Level;  **import** java.util.logging.Logger;  **import** javax.servlet.RequestDispatcher;  **import** javax.servlet.ServletException;  **import** javax.servlet.annotation.WebServlet;  **import** javax.servlet.http.HttpServlet;  **import** javax.servlet.http.HttpServletRequest;  **import** javax.servlet.http.HttpServletResponse;  /\*\*  \* Servlet implementation class Signup  \*/  @WebServlet("/Signup")  **public** **class** Signup **extends** HttpServlet {  **private** **static** **final** **long** ***serialVersionUID*** = 1L;    /\*\*  \* **@see** HttpServlet#HttpServlet()  \*/  **public** Signup() {  **super**();  // **TODO** Auto-generated constructor stub  }  /\*\*  \* **@see** HttpServlet#doGet(HttpServletRequest request, HttpServletResponse response)  \*/  **protected** **void** doGet(HttpServletRequest request, HttpServletResponse response) **throws** ServletException, IOException {  String name = request.getParameter("CName");  String age\_text = request.getParameter("CAge");  String gender\_text = request.getParameter("CGender");  String nation = request.getParameter("CNation");  **int** age;  **boolean** gender;  **try** {  **if** (name == **null**)  **throw** **new** IllegalArgumentException("Illegal Name");  **try** {  **if** (age\_text == **null**)  **throw** **new** IllegalArgumentException("Illegal Age");  age = Integer.*valueOf*(age\_text);  }  **catch** (NumberFormatException exc) {  **throw** **new** IllegalArgumentException("Illegal Age");  }  **if** (gender\_text == **null**)  **throw** **new** IllegalArgumentException("Illegal Gender");  **switch** (gender\_text) {  **case** "male":  gender = **true**;  **break**;  **case** "female":  gender = **false**;  **break**;  **default**:  **throw** **new** IllegalArgumentException("Illegal Gender");  }  **if** (nation == **null**)  **throw** **new** IllegalArgumentException("Illegal Nationality");  }  **catch** (IllegalArgumentException exc) {  RequestDispatcher view = request.getRequestDispatcher("/WEB-INF/error.jsp");  request.setAttribute("msg", exc.getMessage());  request.setAttribute("return\_page", "/airticketDB/index.html");  view.forward(request, response);  **return**;  }  Logger logger = Logger.*getLogger*(Signup.**class**.getName());  Connection conn = **null**;  Integer cid = **null**;  **try** {  Class.*forName*("com.mysql.cj.jdbc.Driver");  conn = DriverManager.*getConnection*("jdbc:mysql://localhost:3306/11739592\_airticketDB?serverTimezone=UTC&useSSL=false&allowPublicKeyRetrieval=true", "student", "student");  Statement Stmt = conn.createStatement();  ResultSet rs = Stmt.executeQuery("SELECT MAX(CID) FROM client");  **if** (rs.next())  cid = rs.getInt(1);  **if** (cid != **null**)  cid++;  **if** (cid == **null**)  cid = 1;  PreparedStatement pStmt = conn.prepareStatement("INSERT INTO client(CID, CName, CAge, CGender, CNation) VALUES (?,?,?,?,?)");  pStmt.setInt(1, cid);  pStmt.setString(2, name);  pStmt.setInt(3, age);  pStmt.setBoolean(4, gender);  pStmt.setString(5, nation);  pStmt.execute();  response.sendRedirect("/airticketDB/TicketTable?CID=" + Integer.*toString*(cid));  }  **catch**(ClassNotFoundException | SQLException exc) {  **if** (exc **instanceof** ClassNotFoundException)  logger.log(Level.***SEVERE***, "Can't find JDBC driver", exc);  **else**  logger.log(Level.***SEVERE***, "JDBC Error");  exc.printStackTrace();  RequestDispatcher view = request.getRequestDispatcher("/WEB-INF/error.jsp");  request.setAttribute("msg", "Internal Server Error");  request.setAttribute("return\_page", "/airticketDB/index.html");  view.forward(request, response);  }  **finally**  {  **try** {  **if** (conn != **null**)  conn.close();  }  **catch** (SQLException exc) {  logger.log(Level.***SEVERE***, "Fail to close the connection");  exc.printStackTrace();  }  }  }  /\*\*  \* **@see** HttpServlet#doPost(HttpServletRequest request, HttpServletResponse response)  \*/  **protected** **void** doPost(HttpServletRequest request, HttpServletResponse response) **throws** ServletException, IOException {  // **TODO** Auto-generated method stub  doGet(request, response);  }  } |

The front part of the codes is for checking validity of parameters, and the back part is for inserting a new user into the database.

* 1. Displaying tickets from the database

The following servlet is for displaying the ticket of the client by client id *CID.*

|  |
| --- |
| /airticketDB/TicketTable |
| **package** servlets;  **import** java.io.IOException;  **import** java.sql.Connection;  **import** java.sql.DriverManager;  **import** java.sql.ResultSet;  **import** java.sql.SQLException;  **import** java.sql.Statement;  **import** java.util.ArrayList;  **import** java.util.List;  **import** java.util.logging.Level;  **import** java.util.logging.Logger;  **import** javax.servlet.RequestDispatcher;  **import** javax.servlet.ServletException;  **import** javax.servlet.annotation.WebServlet;  **import** javax.servlet.http.HttpServlet;  **import** javax.servlet.http.HttpServletRequest;  **import** javax.servlet.http.HttpServletResponse;  **import** data.Ticket;  /\*\*  \* Servlet implementation class TicketTable  \*/  @WebServlet("/TicketTable")  **public** **class** TicketTable **extends** HttpServlet {  **private** **static** **final** **long** ***serialVersionUID*** = 1L;    /\*\*  \* **@see** HttpServlet#HttpServlet()  \*/  **public** TicketTable() {  **super**();  // **TODO** Auto-generated constructor stub  }  /\*\*  \* **@see** HttpServlet#doGet(HttpServletRequest request, HttpServletResponse response)  \*/  **protected** **void** doGet(HttpServletRequest request, HttpServletResponse response) **throws** ServletException, IOException {  Logger logger = Logger.*getLogger*(TicketTable.**class**.getName());  String cid\_text = request.getParameter("CID");  Integer cid = **null**;  **try** {  **if** (cid\_text == **null**)  **throw** **new** IllegalArgumentException("Illegal CID");  cid = Integer.*valueOf*(cid\_text);  }  **catch** (IllegalArgumentException exc){  RequestDispatcher view = request.getRequestDispatcher("/WEB-INF/error.jsp");  request.setAttribute("msg", "Please Enter CID");  request.setAttribute("return\_page", "/airticketDB/index.html");  view.forward(request, response);  **return**;  }  Connection conn = **null**;  **try** {  Class.*forName*("com.mysql.cj.jdbc.Driver");  conn = DriverManager.*getConnection*("jdbc:mysql://localhost:3306/11739592\_airticketDB?serverTimezone=UTC&useSSL=false&allowPublicKeyRetrieval=true", "student", "student");  Statement Stmt = conn.createStatement();  ResultSet rs = Stmt.executeQuery("SELECT CName FROM client WHERE client.CID = " + cid.toString());  String name = **null**;  **if** (rs.next())  name = rs.getString("CName");  **if** (name == **null**)  **throw** **new** IllegalArgumentException("Illegal CID");  rs = Stmt.executeQuery("SELECT PD.PName, PA.PName, TDTime, TATime, TSeat, LName "  + "FROM client, airport PD, airport PA, airline, airticket "  + "WHERE client.CID = " + cid.toString() + " "  + "AND airticket.CID = client.CID "  + "AND PD.PID = airticket.PDID "  + "AND PA.PID = airticket.PAID "  + "AND airline.LID = airticket.LID");  List<Ticket> tickets = **new** ArrayList<Ticket>();  **while** (rs.next()) {  Ticket ticket = **new** Ticket();  ticket.setAirportDName(rs.getString("PD.PName"));  ticket.setAirportAName(rs.getString("PA.PName"));  ticket.setTicketDTime(rs.getTimestamp("TDTime").toLocalDateTime().toString());  ticket.setTicketATime(rs.getTimestamp("TATime").toLocalDateTime().toString());  ticket.setTicketSeat(rs.getInt("TSeat"));  ticket.setAirlineName(rs.getString("LName"));  tickets.add(ticket);  }  RequestDispatcher view = request.getRequestDispatcher("/WEB-INF/ticket\_table.jsp");  request.setAttribute("CName", name);  request.setAttribute("tickets", tickets);  view.forward(request, response);  }  **catch**(IllegalArgumentException exc) {  RequestDispatcher view = request.getRequestDispatcher("/WEB-INF/error.jsp");  request.setAttribute("msg", "No such CID");  request.setAttribute("return\_page", "/airticketDB/index.html");  view.forward(request, response);  }  **catch**(ClassNotFoundException | SQLException exc) {  **if** (exc **instanceof** ClassNotFoundException)  logger.log(Level.***SEVERE***, "Can't find JDBC driver", exc);  **else**  logger.log(Level.***SEVERE***, "JDBC Error");  exc.printStackTrace();  RequestDispatcher view = request.getRequestDispatcher("/WEB-INF/error.jsp");  request.setAttribute("msg", "Internal Server Error");  request.setAttribute("return\_page", "/airticketDB/index.html");  view.forward(request, response);  }  **finally**  {  **try** {  **if** (conn != **null**)  conn.close();  }  **catch** (SQLException exc) {  logger.log(Level.***SEVERE***, "Fail to close the connection");  exc.printStackTrace();  }  }  }  /\*\*  \* **@see** HttpServlet#doPost(HttpServletRequest request, HttpServletResponse response)  \*/  **protected** **void** doPost(HttpServletRequest request, HttpServletResponse response) **throws** ServletException, IOException {  // **TODO** Auto-generated method stub  doGet(request, response);  }  } |

The front part of code is for checking validity of parameter, and the back part describes communication with the database. *Ticket* class is pre-defined data object class that have getter and setter methods to store information of a ticket. Following *ticket\_table.jsp* file describes the view part of the ticket table.

|  |
| --- |
| /airticketDB/WEB-INF/ticket\_table.jsp |
| <%@ page language=*"java"* import=*"java.util.List, data.Ticket"* contentType=*"text/html; charset=UTF-8"*  pageEncoding=*"UTF-8"*%>  <!DOCTYPE html PUBLIC "-//W3C//DTD HTML 4.01 Transitional//EN" "http://www.w3.org/TR/html4/loose.dtd">  <html>  <head>  <meta http-equiv=*"Content-Type"* content=*"text/html; charset=UTF-8"*>  <title>Tickets</title>  </head>  <body>  Hello ${CName}! You are ${param.CID}. <br>  <a href=*"/airticketDB/add\_ticket.jsp?CID=*${param.CID}*"*>Add Ticket</a>  <a href=*"/airticketDB/delete\_ticket.jsp?CID=*${param.CID}*"*>Delete Ticket</a>  <a href=*"/airticketDB/update\_user\_info.jsp?CID=*${param.CID}*"*>Change User Information</a>  <a href=*"/airticketDB/MileageTable?CID=*${param.CID}*"*>Check Your Mileages</a>  <a href=*"/airticketDB/MembershipWithdrawal?CID=*${param.CID}*"*>Membership Withdrawal</a>  <table border=*"1"*>  <thead>  <tr>  <th> Departure Airport </th>  <th> Departure Time </th>  <th> Arrival Airport </th>  <th> Arrival Time </th>  <th> Seat Number </th>  <th> Airline Name </th>  </tr>  </thead>  <tbody>  <%  @SuppressWarnings("unchecked")  List<Ticket> tickets = (List<Ticket>) request.getAttribute("tickets");  **for** (Ticket ticket : tickets) {  %>  <tr>  <td><%= ticket.getAirportDName() %></td>  <td><%= ticket.getTicketDTime() %></td>  <td><%= ticket.getAirportAName() %></td>  <td><%= ticket.getTicketATime() %></td>  <td><%= ticket.getTicketSeat() %></td>  <td><%= ticket.getAirlineName() %></td>  </tr>  <% } %>  </tbody>  </table>  </body>  </html> |

* 1. Inserting a ticket into the database

Following *add\_ticket.jsp* file describes the view for adding ticket.

|  |
| --- |
| /airticketDB/add\_ticket.jsp |
| <!DOCTYPE html>  <html>  <head>  <meta charset=*"UTF-8"*>  <title>Add Ticket</title>  </head>  <body>  <form method=*"get"* action=*"/airticketDB/AddTicket"*>  <input type=*"hidden"* name=*"CID"* value=*"*${param.CID}*"*>  The departure airport location city: <input type=*"text"* name=*"PDCity"*/> <br>  The departure date: <input type=*"date"* name=*"TDDate"*/> <br>  The departure time: <input type=*"time"* name=*"TDTime"*/> <br>  The arrival airport location city: <input type=*"text"* name=*"PACity"*/> <br>  The arrival date: <input type=*"date"* name=*"TADate"*/> <br>  The arrival time: <input type=*"time"* name=*"TATime"*/> <br>  The airline name: <input type=*"text"* name=*"LName"*/> <br>  The seat number: <input type=*"number"* name=*"TSeat"*/> <br>  The Mileage of the airticket: <input type=*"number"* name=*"TMileage"*/> <br>  <input type=*"submit"* value=*"Add Ticket"*/>  </form>  </body>  </html> |

The jsp file collects ticket information from a client and sends it to *AddTicket* servlet. *AddTicket* servlet gets this information by parameters and tries to add a ticket into the database.

|  |
| --- |
| /airticketDB/AddTicket |
| **package** servlets;  **import** java.io.IOException;  **import** java.sql.Connection;  **import** java.sql.DriverManager;  **import** java.sql.PreparedStatement;  **import** java.sql.SQLException;  **import** java.sql.Timestamp;  **import** java.text.ParseException;  **import** java.text.SimpleDateFormat;  **import** java.util.logging.Level;  **import** java.util.logging.Logger;  **import** javax.servlet.RequestDispatcher;  **import** javax.servlet.ServletException;  **import** javax.servlet.annotation.WebServlet;  **import** javax.servlet.http.HttpServlet;  **import** javax.servlet.http.HttpServletRequest;  **import** javax.servlet.http.HttpServletResponse;  /\*\*  \* Servlet implementation class AddTicket  \*/  @WebServlet("/AddTicket")  **public** **class** AddTicket **extends** HttpServlet {  **private** **static** **final** **long** ***serialVersionUID*** = 1L;    /\*\*  \* **@see** HttpServlet#HttpServlet()  \*/  **public** AddTicket() {  **super**();  // **TODO** Auto-generated constructor stub  }  /\*\*  \* **@see** HttpServlet#doGet(HttpServletRequest request, HttpServletResponse response)  \*/  **protected** **void** doGet(HttpServletRequest request, HttpServletResponse response) **throws** ServletException, IOException {  Logger logger = Logger.*getLogger*(AddTicket.**class**.getName());  String cid\_text = request.getParameter("CID");  Integer cid = **null**;  **try** {  **if** (cid\_text == **null**)  **throw** **new** IllegalArgumentException ("Illegal CID");  **try** {  cid = Integer.*valueOf*(cid\_text);  }  **catch**(NumberFormatException exc) {  **throw** **new** IllegalArgumentException ("Illegal CID");  }  }  **catch** (IllegalArgumentException exc) {  RequestDispatcher view = request.getRequestDispatcher("/WEB-INF/error.jsp");  request.setAttribute("msg", exc.getMessage());  request.setAttribute("return\_page", "/airticketDB/index.html");  view.forward(request, response);  **return**;  }  Connection conn = **null**;  **try** {  Class.*forName*("com.mysql.cj.jdbc.Driver");  conn = DriverManager.*getConnection*("jdbc:mysql://localhost:3306/11739592\_airticketDB?serverTimezone=UTC&useSSL=false&allowPublicKeyRetrieval=true", "student", "student");  String PDCity = request.getParameter("PDCity");  String PACity = request.getParameter("PACity");  **if** (PDCity == **null**)  **throw** **new** IllegalArgumentException("Please enter the departure city");  **else** **if** (PACity == **null**)  **throw** **new** IllegalArgumentException("Please enter the arrival city");  String TDDate\_text = request.getParameter("TDDate");  String TDTime\_text = request.getParameter("TDTime");  String TADate\_text = request.getParameter("TADate");  String TATime\_text = request.getParameter("TATime");  **if** (TDDate\_text == **null** || TDTime\_text == **null** || TADate\_text == **null** || TATime\_text == **null**)  **throw** **new** IllegalArgumentException("Please enter the dates and times");  Timestamp TDTime;  Timestamp TATime;  **try** {  SimpleDateFormat formatter = **new** SimpleDateFormat("yyyy-MM-dd hh:mm");  TDTime = **new** Timestamp(formatter.parse(TDDate\_text + " " + TDTime\_text + ":00").getTime());  TATime = **new** Timestamp(formatter.parse(TADate\_text + " " + TATime\_text + ":00").getTime());  }  **catch** (ParseException exc){  **throw** **new** IllegalArgumentException("Illegal Date Format (yyyy.MM.dd hh:mm)");  }  String LName = request.getParameter("LName");  **if** (LName == **null**)  **throw** **new** IllegalArgumentException("Please enter the name of airline");  String TSeat\_text = request.getParameter("TSeat");  **int** TSeat;  **if** (TSeat\_text == **null**)  **throw** **new** IllegalArgumentException("Please enter the seat number");  **try** {  TSeat = Integer.*valueOf*(TSeat\_text);  }  **catch** (NumberFormatException exc){  **throw** **new** IllegalArgumentException("Illegal seat number");  }  String TMileage\_text = request.getParameter("TMileage");  **int** TMileage;  **if** (TMileage\_text == **null**)  **throw** **new** IllegalArgumentException("Please enter the mileage of the ticket");  **try** {  TMileage = Integer.*valueOf*(TMileage\_text);  }  **catch** (NumberFormatException exc) {  **throw** **new** IllegalArgumentException("Illegal mileage");  }  PreparedStatement pStmt = conn.prepareStatement("INSERT INTO airticket(CID, LID, TDTime, TATime, TMileage, TSeat, PDID, PAID) "  + "SELECT ?, airline.LID, ?, ?, ?, ?, PD.PID, PA.PID "  + "FROM airline, airport PD, airport PA "  + "WHERE airline.LName = ? "  + "AND PD.PCity = ? "  + "AND PA.PCity = ?");  pStmt.setInt(1, cid);  pStmt.setTimestamp(2, TDTime);  pStmt.setTimestamp(3, TATime);  pStmt.setInt(4, TMileage);  pStmt.setInt(5, TSeat);  pStmt.setString(6, LName);  pStmt.setString(7, PDCity);  pStmt.setString(8, PACity);  **if** (pStmt.executeUpdate() == 0)  **throw** **new** IllegalArgumentException("Illegal parameters. Please checks a airport name or airline name.");  response.sendRedirect("/airticketDB/TicketTable?CID=" + cid.toString());  }  **catch**(IllegalArgumentException exc) {  RequestDispatcher view = request.getRequestDispatcher("/WEB-INF/error.jsp");  request.setAttribute("msg", exc.getMessage());  request.setAttribute("return\_page", "/airticketDB/TicketTable?CID=" + cid.toString());  view.forward(request, response);  }  **catch**(ClassNotFoundException | SQLException exc) {  **if** (exc **instanceof** ClassNotFoundException)  logger.log(Level.***SEVERE***, "Can't find JDBC driver", exc);  **else**  logger.log(Level.***SEVERE***, "JDBC Error");  exc.printStackTrace();  RequestDispatcher view = request.getRequestDispatcher("/WEB-INF/error.jsp");  request.setAttribute("msg", "Internal Server Error");  request.setAttribute("return\_page", "/airticketDB/index.html");  view.forward(request, response);  }  **finally**  {  **try** {  **if** (conn != **null**)  conn.close();  }  **catch** (SQLException exc) {  logger.log(Level.***SEVERE***, "Fail to close the connection");  exc.printStackTrace();  }  }  }  /\*\*  \* **@see** HttpServlet#doPost(HttpServletRequest request, HttpServletResponse response)  \*/  **protected** **void** doPost(HttpServletRequest request, HttpServletResponse response) **throws** ServletException, IOException {  // **TODO** Auto-generated method stub  doGet(request, response);  }  } |

* 1. Deleting a ticket from the database

Following *delete\_ticket.jsp* file describes the view for deleting ticket.

|  |
| --- |
| /airticketDB/delete\_ticket.jsp |
| <%@ page language=*"java"* contentType=*"text/html; charset=UTF-8"*  pageEncoding=*"UTF-8"*%>  <!DOCTYPE html PUBLIC "-//W3C//DTD HTML 4.01 Transitional//EN" "http://www.w3.org/TR/html4/loose.dtd">  <html>  <head>  <meta http-equiv=*"Content-Type"* content=*"text/html; charset=UTF-8"*>  <title>Delete Ticket</title>  </head>  <body>  <form method=*"get"* action=*"/airticketDB/DeleteTicket"*>  <input type=*"hidden"* name=*"CID"* value=*"*${param.CID}*"*>  The airline name: <input type=*"text"* name=*"LName"*/> <br>  The departure date: <input type=*"date"* name=*"TDDate"*/> <br>  The departure time: <input type=*"time"* name=*"TDTime"*/> <br>  <input type=*"submit"* value=*"Delete Ticket"*/>  </form>  </body>  </html> |

The jsp file collects ticket information from a client and sends it to *DeleteTicket* servlet. *DeleteTicket* servlet gets this information by parameters and tries to delete the matched ticket from the database.

|  |
| --- |
| /airticketDB/DeleteTicket |
| **package** servlets;  **import** java.io.IOException;  **import** java.sql.Connection;  **import** java.sql.DriverManager;  **import** java.sql.PreparedStatement;  **import** java.sql.SQLException;  **import** java.sql.Timestamp;  **import** java.text.ParseException;  **import** java.text.SimpleDateFormat;  **import** java.util.logging.Level;  **import** java.util.logging.Logger;  **import** javax.servlet.RequestDispatcher;  **import** javax.servlet.ServletException;  **import** javax.servlet.annotation.WebServlet;  **import** javax.servlet.http.HttpServlet;  **import** javax.servlet.http.HttpServletRequest;  **import** javax.servlet.http.HttpServletResponse;  /\*\*  \* Servlet implementation class DeleteTicket  \*/  @WebServlet("/DeleteTicket")  **public** **class** DeleteTicket **extends** HttpServlet {  **private** **static** **final** **long** ***serialVersionUID*** = 1L;    /\*\*  \* **@see** HttpServlet#HttpServlet()  \*/  **public** DeleteTicket() {  **super**();  // **TODO** Auto-generated constructor stub  }  /\*\*  \* **@see** HttpServlet#doGet(HttpServletRequest request, HttpServletResponse response)  \*/  **protected** **void** doGet(HttpServletRequest request, HttpServletResponse response) **throws** ServletException, IOException {  Logger logger = Logger.*getLogger*(DeleteTicket.**class**.getName());  String cid\_text = request.getParameter("CID");  Integer cid = **null**;  **try** {  **if** (cid\_text == **null**)  **throw** **new** IllegalArgumentException ("Illegal CID");  **try** {  cid = Integer.*valueOf*(cid\_text);  }  **catch**(NumberFormatException exc) {  **throw** **new** IllegalArgumentException ("Illegal CID");  }  }  **catch** (IllegalArgumentException exc) {  RequestDispatcher view = request.getRequestDispatcher("/WEB-INF/error.jsp");  request.setAttribute("msg", exc.getMessage());  request.setAttribute("return\_page", "/airticketDB/index.html");  view.forward(request, response);  **return**;  }  Connection conn = **null**;  **try** {  Class.*forName*("com.mysql.cj.jdbc.Driver");  conn = DriverManager.*getConnection*("jdbc:mysql://localhost:3306/11739592\_airticketDB?serverTimezone=UTC&useSSL=false&allowPublicKeyRetrieval=true", "student", "student");  String LName = request.getParameter("LName");  **if** (LName == **null**)  **throw** **new** IllegalArgumentException("Please enter the airline name");  String TDDate\_text = request.getParameter("TDDate");  String TDTime\_text = request.getParameter("TDTime");  **if** (TDDate\_text == **null** || TDTime\_text == **null**)  **throw** **new** IllegalArgumentException("Please enter the dates and times");  Timestamp TDTime;  **try** {  SimpleDateFormat formatter = **new** SimpleDateFormat("yyyy-MM-dd hh:mm");  TDTime = **new** Timestamp(formatter.parse(TDDate\_text + " " + TDTime\_text + ":00").getTime());  }  **catch** (ParseException exc){  **throw** **new** IllegalArgumentException("Illegal Date Format (yyyy.MM.dd hh:mm)");  }  PreparedStatement pStmt = conn.prepareStatement("DELETE FROM airticket "  + "WHERE CID = ? and TDTime = ? "  + "and LID IN (Select LID FROM airline WHERE LName = ?)");  pStmt.setInt(1, cid);  pStmt.setTimestamp(2, TDTime);  pStmt.setString(3, LName);  **if** (pStmt.executeUpdate() == 0)  **throw** **new** IllegalArgumentException("No such ticket. Please check the airline name");  response.sendRedirect("/airticketDB/TicketTable?CID=" + cid.toString());  }  **catch**(IllegalArgumentException exc) {  RequestDispatcher view = request.getRequestDispatcher("/WEB-INF/error.jsp");  request.setAttribute("msg", exc.getMessage());  request.setAttribute("return\_page", "/airticketDB/TicketTable?CID=" + cid.toString());  view.forward(request, response);  }  **catch**(ClassNotFoundException | SQLException exc) {  **if** (exc **instanceof** ClassNotFoundException)  logger.log(Level.***SEVERE***, "Can't find JDBC driver", exc);  **else**  logger.log(Level.***SEVERE***, "JDBC Error");  exc.printStackTrace();  RequestDispatcher view = request.getRequestDispatcher("/WEB-INF/error.jsp");  request.setAttribute("msg", "Internal Server Error");  request.setAttribute("return\_page", "/airticketDB/index.html");  view.forward(request, response);  }  **finally**  {  **try** {  **if** (conn != **null**)  conn.close();  }  **catch** (SQLException exc) {  logger.log(Level.***SEVERE***, "Fail to close the connection");  exc.printStackTrace();  }  }  }  /\*\*  \* **@see** HttpServlet#doPost(HttpServletRequest request, HttpServletResponse response)  \*/  **protected** **void** doPost(HttpServletRequest request, HttpServletResponse response) **throws** ServletException, IOException {  // **TODO** Auto-generated method stub  doGet(request, response);  }  } |

* 1. Displaying mileage points sum that is over 1000 points for each airline alliances.

The following servlet is for displaying mileage points sum of the client.

|  |
| --- |
| /airticketDB/MileageTable |
| **package** servlets;  **import** java.io.IOException;  **import** java.sql.Connection;  **import** java.sql.DriverManager;  **import** java.sql.ResultSet;  **import** java.sql.SQLException;  **import** java.sql.Statement;  **import** java.util.ArrayList;  **import** java.util.List;  **import** java.util.logging.Level;  **import** java.util.logging.Logger;  **import** javax.servlet.RequestDispatcher;  **import** javax.servlet.ServletException;  **import** javax.servlet.annotation.WebServlet;  **import** javax.servlet.http.HttpServlet;  **import** javax.servlet.http.HttpServletRequest;  **import** javax.servlet.http.HttpServletResponse;  **import** data.Alliance;  /\*\*  \* Servlet implementation class MileageTable  \*/  @WebServlet("/MileageTable")  **public** **class** MileageTable **extends** HttpServlet {  **private** **static** **final** **long** ***serialVersionUID*** = 1L;    /\*\*  \* **@see** HttpServlet#HttpServlet()  \*/  **public** MileageTable() {  **super**();  // **TODO** Auto-generated constructor stub  }  /\*\*  \* **@see** HttpServlet#doGet(HttpServletRequest request, HttpServletResponse response)  \*/  **protected** **void** doGet(HttpServletRequest request, HttpServletResponse response) **throws** ServletException, IOException {  Logger logger = Logger.*getLogger*(MileageTable.**class**.getName());  String cid\_text = request.getParameter("CID");  Integer cid = **null**;  **try** {  **if** (cid\_text == **null**)  **throw** **new** IllegalArgumentException("Illegal CID");  cid = Integer.*valueOf*(cid\_text);  }  **catch** (IllegalArgumentException exc){  RequestDispatcher view = request.getRequestDispatcher("/WEB-INF/error.jsp");  request.setAttribute("msg", "Illegal CID");  request.setAttribute("return\_page", "/airticketDB/index.html");  view.forward(request, response);  **return**;  }  Connection conn = **null**;  **try** {  Class.*forName*("com.mysql.cj.jdbc.Driver");  conn = DriverManager.*getConnection*("jdbc:mysql://localhost:3306/11739592\_airticketDB?serverTimezone=UTC&useSSL=false&allowPublicKeyRetrieval=true", "student", "student");  Statement stmt = conn.createStatement();  ResultSet rs = stmt.executeQuery("SELECT LAlliance, SUM(TMileage) as Sum\_Mileage "  + "FROM airticket, airline "  + "WHERE CID = " + cid.toString() + " "  + "AND airticket.LID = airline.LID "  + "GROUP BY LAlliance "  + "Having Sum\_Mileage >= 1000");  List<Alliance> alliances = **new** ArrayList<Alliance>();  **while** (rs.next()) {  Alliance alliance = **new** Alliance();  alliance.setName(rs.getString("LAlliance"));  alliance.setMileage(rs.getInt("Sum\_Mileage"));  alliances.add(alliance);  }  RequestDispatcher view = request.getRequestDispatcher("/WEB-INF/mileage\_table.jsp");  request.setAttribute("alliances", alliances);  view.forward(request, response);  }  **catch**(ClassNotFoundException | SQLException exc) {  **if** (exc **instanceof** ClassNotFoundException)  logger.log(Level.***SEVERE***, "Can't find JDBC driver", exc);  **else**  logger.log(Level.***SEVERE***, "JDBC Error");  exc.printStackTrace();  RequestDispatcher view = request.getRequestDispatcher("/WEB-INF/error.jsp");  request.setAttribute("msg", "Internal Server Error");  request.setAttribute("return\_page", "/airticketDB/index.html");  view.forward(request, response);  }  **finally**  {  **try** {  **if** (conn != **null**)  conn.close();  }  **catch** (SQLException exc) {  logger.log(Level.***SEVERE***, "Fail to close the connection");  exc.printStackTrace();  }  }  }  /\*\*  \* **@see** HttpServlet#doPost(HttpServletRequest request, HttpServletResponse response)  \*/  **protected** **void** doPost(HttpServletRequest request, HttpServletResponse response) **throws** ServletException, IOException {  // **TODO** Auto-generated method stub  doGet(request, response);  }  } |

*Alliance* class is pre-defined data object class that have getter and setter methods to store information about an airline alliance name and its mileage points. Following *mileage\_table.jsp* file describes the view part of the mileage table.

|  |
| --- |
| /airticketDB/WEB-INF/mileage\_table.jsp |
| <%@ page language=*"java"* import=*"java.util.List,data.Alliance"* contentType=*"text/html; charset=UTF-8"*  pageEncoding=*"UTF-8"*%>  <!DOCTYPE html PUBLIC "-//W3C//DTD HTML 4.01 Transitional//EN" "http://www.w3.org/TR/html4/loose.dtd">  <html>  <head>  <meta http-equiv=*"Content-Type"* content=*"text/html; charset=UTF-8"*>  <title>Mileage Table</title>  </head>  <body>  Your Mileages having 1000 points or more. <br>  <table border=*"1"*>  <thead>  <tr>  <th> Airline Alliance </th>  <th> Mileage Sum </th>  </tr>  </thead>  <tbody>  <%  @SuppressWarnings("unchecked")  List<Alliance> alliances = (List<Alliance>) request.getAttribute("alliances");  **for** (Alliance alliance : alliances) {  %>  <tr>  <td><%= alliance.getName() %></td>  <td><%= alliance.getMileage() %></td>  </tr>  <% } %>  </tbody>  </table>  </body>  </html> |

* 1. Updating client information.
  2. Membership withdrawal.