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Введение

Целью лабораторной работы является приобретение практических навыков в реализации односвязного списка структур на языке программирования C/C++.

# 1. Задание

Написать программу, выполняющую ввод списка структур, длина которого заранее неизвестна. Контрольный вывод исходного списка, формирование новой списка из элементов исходного, поля которого удовлетворяют заданным условиям, совершение действий над исходным списком: узнать кол-во элементов списка, удалить элемент списка, поменять местами 2 элемента списка, сортировка списка, поиск элемента по заданным параметрам. Вывод полученного результата. В программе использовать меню и функции. Последовательность хранить в динамической памяти. Поля в структурах выбрать исходя из характеристик объектов предметной области. Условия для выбора элементов последовательности сформулировать самостоятельно.

# 2. Уточнение задания

При выполнении задания необходимо учитывать:

1. Максимальная длина вводимой строки – 80 символов.
2. Нужно построить меню таким образом, чтобы пользователь не смог начать обработку исходных данных и совершать действия над ними, пока он не введет входные данные
3. Из подменю должна быть возможность выйти
4. Вводимый текст не может быть пустым
5. Количество критериев для обработки исходных данных – 2: рейтинг выше 7 и цена на 98 бензин ниже 54
6. Сортировка производится по полю, по возрастанию

Выбранная предметная область – записи АЗС.

Исходя из выбранной предметной области, были выбраны следующие поля структуры:

|  |  |  |
| --- | --- | --- |
| **Имя поля** | **Тип** | **Назначение** |
| name | char\* | Указатель на начало строки, содержащую название АЗС |
| address | char\* | Указатель на начало строки, содержащую адрес АЗС |
| fuelprices | float | Массив цен на 4 вида топлива |
| rating | int | Рейтинг |
| next | struct Gaslist\* | Указатель на следующую структуру |

Меню программы должно иметь подобную иерархию:

1 – Справка

2 – Ввод данных

2.1 Добавить в начало

2.2 Добавить в конец

2.3 Добавить на определенное место

2.4 Ввести полностью заново

2.5 Назад

3 – Контрольный вывод исходных данных

4 – Действия на списком

4.1 Узнать кол-во элементов в списке

4.2 Удалить элемент списка

4.3 Поменять местами 2 элемента

4.4 Отсортировать список по рейтингу

4.5 Поиск по определенному критерию

4.6 Назад

5 – Обработка данных по 2 условиям: рейтинг выше 7, цена на 98 бензин

ниже 54

6 – Вывод обработанной информации

0 - Выход

# 3. Контрольные примеры

Контрольные примеры приведены в таблице 1.

Таблица 1. Контрольные примеры

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| № при  ме  ра | Исходные данные | | | | Результаты | |
| Название | Адрес | Цены на топливо | Рей  тинг | Условия | |
| Рейтинг выше 7 | Цена на 98 бензин ниже 54 |
| 1 | Name | Address | 5 2 2,4 7 | 7 | Не входит в результирующий список АЗС | |
| 2 | Long name of GAS | smth | 57 58 58,8 60 | 9 | Не входит в результирующий список АЗС | |
| 3 | sadlksa | -557.1;51.0 | 52 53,1 53,4 52,7 | 8 | Входит в результирующий список АЗС | |
| 4 | Dillimore | Dillimore village | 50 50,2 50,7 50,4 | 10 | Входит в результирующий список АЗС | |
| 5 | Last | Any | 5 7 75 2 | 10 | Не входит в результирующий список АЗС | |

# 4. Краткое описание алгоритма

Начало программы.

Шаг №1. Вывод меню (функция *Menu*).

Шаг №2. Выбор пользователем пункта меню.

Шаг №3. Переход к пункту, выбранным пользователем:

Пункт 1-ый: Справка. Переход к шагу 4.

Пункт 2-ый: Ввод. Переход к шагу 4.

Пункт 3-ый: Вывод введенных данных. Переход к шагу 4.

Пункт 4-ый: Действия над списком. Переход к шагу 4.

Пункт 5-ый: Обработка. Переход к шагу 4.

Пункт 6-ый: Вывод результата обработки. Переход к шагу 4.

Пункт 0-ой: Переход к шагу 4.

Шаг №4: Проверка на выбранный пункт меню. Если пользователь выбрал пункт 0, то переход к шагу 5, иначе – переход к шагу 1

Шаг №5: Завершение программы

# 5. Структура вызова функций

Рисунок 1. Структура вызова функций

# 6. Функции

## 6.1 Главная функция

**Назначение:**

Является точкой входа в программу.

**Прототип:**

int main(void)

**Пример вызова:**

Main();

**Описание переменных:**

Описание переменных приведено в таблице 2.

Таблица 2. Описание переменных главной функции

|  |  |  |
| --- | --- | --- |
| Имя переменной | Тип | Назначение |
| First | GSDesc\* | Указатель на начало списка структур |
| GSResult | GSDesc\* | Указатель на начало списка результирующих структур |
| MenuItem | int | Выбранный пункт меню |
| len | int | Кол-во элементов в списке |
| index1 | int | Индекс первого элемента для смены |
| index2 | int | Индекс второго элемента для смены |
| field | int | Поле сортировки |

## 6.2 Функция Menu

**Назначение:**

Главное меню

**Прототип:**

int Menu();

**Пример вызова:**

MenuItem = Menu();

**Описание переменных:**

Описание переменных приведено в таблице 3.

Таблица 3. Описание переменных функции

|  |  |  |  |
| --- | --- | --- | --- |
| Вид переменной | Имя переменной | Тип | Назначение |
| Локальная | selected | int | Выбранный пункт меню |

## 6.3 Функция OutputMenu

**Назначение:**

Меню вывода

**Прототип:**

void OutputMenu(GSDesc\*); Передается указатель на первую структуру списка

**Пример вызова:**

OutputMenu(First); First описана в таблице 2

**Описание переменных:**

Описание переменных приведено в таблице 4.

Таблица 4. Описание переменных главной функции

|  |  |  |  |
| --- | --- | --- | --- |
| Вид переменной | Имя переменной | Тип | Назначение |
| Формальная | first | GSDesc\* | Указатель на начало списка структур |
| Локальная | selected | int | Выбранный пункт меню |

## 6.4 Функция InputMenu

**Назначение:**

Меню ввода данных

**Прототип:**

GSDesc\* InputMenu(GSDesc\*); Передается указатель на первую структуру списка

**Пример вызова:**

First = InputMenu(First); First описана в таблице 2

**Описание переменных:**

Описание переменных приведено в таблице 5.

Таблица 5. Описание переменных функции

|  |  |  |  |
| --- | --- | --- | --- |
| Вид переменной | Имя переменной | Тип | Назначение |
| Формальная | Stations | GSDesc\* | Указатель на начало списка структур |
| Локальные | NewStations | GSDesc\* | Указатель на начало списка вновь введенных структур |
| item | int | Выбранный пункт меню |

## 6.5 Функция Help

**Назначение:**

Справка

**Прототип:**

void Help();

**Пример вызова:**

Help();

## 6.6 Функция ListActions

**Назначение:**

Меню действий над списком

**Прототип:**

int ListActions();

**Пример вызова:**

MenuItem = ListActions();

**Описание переменных:**

Описание переменных приведено в таблице 6.

Таблица 6. Описание переменных функции

|  |  |  |  |
| --- | --- | --- | --- |
| Вид переменной | Имя переменной | Тип | Назначение |
| Локальная | selected | int | Выбранный пункт меню |

## 6.7 Функция ListLen

**Назначение:**

Функция вычисления кол-ва структур в списке

**Прототип:**

int ListLen(GSDesc\*); Передается указатель на первую структуру списка

**Пример вызова:**

len = ListLen(First); First описана в таблице 2

**Описание переменных:**

Описание переменных приведено в таблице 7.

Таблица 7. Описание переменных функции

|  |  |  |  |
| --- | --- | --- | --- |
| Вид переменной | Имя переменной | Тип | Назначение |
| Формальная | Stations | GSDesc\* | Указатель на начало списка структур |
| Локальная | len | int | Кол-во структур в списке |

## 6.8 Функция DeleteItem

**Назначение:**

Функция удаления элемента из списка

**Прототип:**

GSDesc\* DeleteItem(GSDesc\*); Передается указатель на первую структуру списка

**Пример вызова:**

First = DeleteItem(First); First описана в таблице 2

**Описание переменных:**

Описание переменных приведено в таблице 8.

Таблица 8. Описание переменных функции

|  |  |  |  |
| --- | --- | --- | --- |
| Вид переменной | Имя переменной | Тип | Назначение |
| Формальная | Stations | GSDesc\* | Указатель на начало списка структур |
| Локальные | temp | GSDesc\* | Служебный указатель для связки после удаления элемента |
| toDel | GSDesc\* | Указатель на структуру для удаления |
| num | int | Номер элемента для удаления |

## 6.9 Функция Sort

**Назначение:**

Функция сортировки списка по полям

**Прототип:**

void Sort(GSDesc\*\*, int); Передаются указатель на первую структуру списка и поле, по которому сортируется список

**Пример вызова:**

Sort(&First, field); First, field описаны в таблице 2

**Описание переменных:**

Описание переменных приведено в таблице 9.

Таблица 9. Описание переменных функции

|  |  |  |  |
| --- | --- | --- | --- |
| Вид переменной | Имя переменной | Тип | Назначение |
| Формальная | Stations | GSDesc\* | Указатель на начало списка структур |
| field | int | Поле, по которому сортируем |
| Локальные | result | GSDesc\* | Указатель на начало отсортированного списка структур |
| temp | GSDesc\* | Указатель на структуру исходного списка |
| buff | GSDesc\* | Указатель на структуру отсортированного списка |
| num | int | Переменная для цикла for |
| i | int | Индекс сравниваемого элемента |
| j | int | Индекс элемента, с которым сравниваем |
| n | int | Длина списка |

## 6.10 Функция Swap

**Назначение:**

Функция перестановки 2 элементов местами

**Прототип:**

void Swap(GSDesc\*,int,int); Передаются указатель на первую структуру списка, номера структур в списке для смены

**Пример вызова:**

Swap(First, index1, index2); First, index1, index2 описаны в таблице 2

**Описание переменных:**

Описание переменных приведено в таблице 10.

Таблица 10. Описание переменных функции

|  |  |  |  |
| --- | --- | --- | --- |
| Вид переменной | Имя переменной | Тип | Назначение |
| Формальная | Stations | GSDesc\* | Указатель на начало списка структур |
| first | int | Номер 1-го элемента для смены |
| second | int | Номер 2-го элемента для смены |
| Локальная | gFirst | GSDesc\* | Указатель на первый элемент для смены |
| gSecond | GSDesc\* | Указатель на второй элемент для смены |
| buff | GSDesc\* | Указатель на структуру, стоящую перед первым элементом для смены |
| temp | int | Переменная для смены местами first и second, если first > second |
| i | int | Переменная для цикла for |

## 6.11 Функция GetItem

**Назначение:**

Функция вывода структур по заданным параметрам

**Прототип:**

void GetItem(GSDesc\*); Передается указатель на первую структуру списка

**Пример вызова:**

GetItem(First); First описана в таблице 2

**Описание переменных:**

Описание переменных приведено в таблице 11.

Таблица 11. Описание переменных функции

|  |  |  |  |
| --- | --- | --- | --- |
| Вид переменной | Имя переменной | Тип | Назначение |
| Формальная | Stations | GSDesc\* | Указатель на вектор структур |
| Локальные | result | GSDesc\* | Указатель на начало списка структур, удовлетворяющим условиям |
| buff | GSDesc\* | Указатель на структуру из результирующего списка |
| ans | int | Категория для поиска |
| num | int | Число для поиска |
| price | float | Цена топлива для поиска |

## 6.12 Функция PushBack

**Назначение:**

Функция вставки в конец списка

**Прототип:**

GSDesc\* PushBack(GSDesc\*, GSDesc\*); Передаются указатель на список структур, который добавляется к исходному, и указатель на список, в конец которого добавляются новые элементы

**Пример вызова:**

Stations = PushBack(NewStations, Stations); NewStations, Stations описаны в таблице 5

**Описание переменных:**

Описание переменных приведено в таблице 12.

Таблица 12. Описание переменных функции

|  |  |  |  |
| --- | --- | --- | --- |
| Вид переменной | Имя переменной | Тип | Назначение |
| Формальные | NewStations | GSDesc\* | Указатель на вектор структур, который вставляем |
| Stations | GSDesc\* | Указатель на начало списка имеющихся структур |
| Локальная | connector | GSDesc\* | Указатель, связующий NewStations и Stations |

## 6.13 Функция PushForward

**Назначение:**

Функция вставки в начало списка

**Прототип:**

GSDesc\* PushForward(GSDesc\*, GSDesc\*); Передаются указатель на список структур, который добавляется к исходному, и указатель на список, в начало которого добавляются новые элементы

**Пример вызова:**

Stations = PushForward(NewStations, Stations); NewStations, Stations описаны в таблице 5

**Описание переменных:**

Описание переменных приведено в таблице 13.

Таблица 13. Описание переменных функции

|  |  |  |  |
| --- | --- | --- | --- |
| Вид переменной | Имя переменной | Тип | Назначение |
| Формальные | NewStations | GSDesc\* | Указатель на вектор структур, который вставляем |
| Stations | GSDesc\* | Указатель на начало списка имеющихся структур |
| Локальная | connector | GSDesc\* | Указатель, связующий NewStations и Stations |

## 6.14 Функция PushAnyPlace

**Назначение:**

Функция вставки в любое место списка

**Прототип:**

GSDesc\* PushAnyPlace(GSDesc\*); Передается указатель на первую структуру списка

**Пример вызова:**

Stations = PushAnyPlace(Stations); Stations описана в таблице 5

**Описание переменных:**

Описание переменных приведено в таблице 14.

Таблица 14. Описание переменных функции

|  |  |  |  |
| --- | --- | --- | --- |
| Вид переменной | Имя переменной | Тип | Назначение |
| Формальная | Stations | GSDesc\* | Указатель на начало списка структур |
| Локальные | NewStations | GSDesc\* | Указатель на начало списка структур, которые вставляем в исходный список |
| connector | GSDesc\* | Указатель, связующий NewStations и Stations |
| buff | GSDesc\* | Указатель на структуру, после которой будет вставка |
| buff2 | GSDesc\* | Указатель на структуру, перед которой будет вставка |
| ans | int | Место для вставки |
| i | int | Переменная для цикла for |
| len | int | Кол-во элементов в списке Stations |

## 6.15 Функция InputStations

**Назначение:**

Функция ввода структур

**Прототип:**

GSDesc\* InputStations();

**Пример вызова:**

NewStations = InputStations(); NewStations описана в таблице 5

**Описание переменных:**

Описание переменных приведено в таблице 15.

Таблица 15. Описание переменных функции

|  |  |  |  |
| --- | --- | --- | --- |
| Вид переменной | Имя переменной | Тип | Назначение |
| Локальные | first | GSDesc\* | Указатель на начало списка структур, которые ввели |
| buff | GSDesc\* | Указатель на последнюю структуру в вводимом списке |
| i | int | Переменная для цикла for |
| f | int | Флаг повтора ввода |

## 6.16 Функция Process

**Назначение:**

Функция обработки списка структур

**Прототип:**

GSDesc\* Process(GSDesc\*); Передается указатель на первую структуру исходного списка

**Пример вызова:**

GResult = Process(First); First, GResult описаны в таблице 2

**Описание переменных:**

Описание переменных приведено в таблице 16.

Таблица 16. Описание переменных функции

|  |  |  |  |
| --- | --- | --- | --- |
| Вид переменной | Имя переменной | Тип | Назначение |
| Формальная | Stations | GSDesc\* | Указатель на начало исходного списка структур |
| Локальные | result | GSDesc\* | Указатель на начало списка отобранных структур |
| buff | GSDesc\* | Указатель на последнюю структуру в результирующем списке |

## 6.17 Функция PrepareStruct

**Назначение:**

Функция выделения памяти под поля структуры. Возвращает 1, если выделение памяти прошло успешно, иначе 0.

**Прототип:**

int PrepareStruct(GSDesc\*); Передается указатель на структуру

**Пример вызова:**

if(PrepareStruct(buff))

buff описана в таблице 10

**Описание переменных:**

Описание переменных приведено в таблице 17.

Таблица 17. Описание переменных функции

|  |  |  |  |
| --- | --- | --- | --- |
| Вид переменной | Имя переменной | Тип | Назначение |
| Формальная | Station | GSDesc\* | Указатель на структуру |
| Локальные | res | int | Возвращаемое число, показывающее успех выделения памяти |
| i | int | Переменная для цикла for |

## 6.18 Функция CopyStruct

**Назначение:**

Функция копирования данных из одной структуры в другую

**Прототип:**

void CopyStruct(GSDesc\*, GSDesc\*); Передаются указатель на структуру, в которую копируем, и указатель на структуру, которую копируем

**Пример вызова:**

CopyStruct(buff, gFirst); buff, gFirst описаны в таблице 10

**Описание переменных:**

Описание переменных приведено в таблице 18.

Таблица 18. Описание переменных функции

|  |  |  |  |
| --- | --- | --- | --- |
| Вид переменной | Имя переменной | Тип | Назначение |
| Формальные | ThisStation | GSDesc\* | Указатель на структуру, в которую копируем |
| OtherStation | GSDesc\* | Указатель на структуру, которую копируем |
| Локальная | i | int | Переменная для цикла for |

## 6.19 Функция OutputGasStationsTable

**Назначение:**

Функция вывода структур в виде таблице

**Прототип:**

void OutputGasStationsTable(GSDesc\*); Передается указатель на первую структуру списка

**Пример вызова:**

OutputGasStationsTable(first); first описана в таблице 4

**Описание переменных:**

Описание переменных приведено в таблице 19.

Таблица 19. Описание переменных функции

|  |  |  |  |
| --- | --- | --- | --- |
| Вид переменной | Имя переменной | Тип | Назначение |
| Формальная | first | GSDesc\* | Указатель на начало списка структур |
| Локальные | buff | GSDesc\* | Указатель на структуру списка |
| namelen | int | Максимальная длина названия |
| addresslen | int | Максимальная длина адреса |

## 6.20 Функция OutputGasStationsText

**Назначение:**

Функция вывода структур в виде блоков построчно

**Прототип:**

void OutputGasStationsText(GSDesc\*); Передается указатель на первую структуру списка

**Пример вызова:**

OutputGasStationsText(first); first описана в таблице 4

**Описание переменных:**

Описание переменных приведено в таблице 20.

Таблица 20. Описание переменных функции

|  |  |  |  |
| --- | --- | --- | --- |
| Вид переменной | Имя переменной | Тип | Назначение |
| Формальная | first | GSDesc\* | Указатель на начало списка структур |
| Локальные | i | int | Переменная для цикла for |
| buff | GSDesc\* | Указатель на структуру списка |

## 6.21 Функция free\_station

**Назначение:**

Функция освобождения памяти одной структуры. Возвращает всегда NULL

**Прототип:**

GSDesc\* free\_station(GSDesc\*); Передается указатель на структуру

**Пример вызова:**

toDel = free\_station(toDel); toDel описана в таблице 8

**Описание переменных:**

Описание переменных приведено в таблице 21.

Таблица 21. Описание переменных функции

|  |  |  |  |
| --- | --- | --- | --- |
| Вид переменной | Имя переменной | Тип | Назначение |
| Формальная | Station | GSDesc\* | Указатель на структуру |

## 6.22 Функция free\_list

**Назначение:**

Функция освобождения памяти списка структур. Возвращает всегда NULL

**Прототип:**

GSDesc\* free\_list(GSDesc\*); Передается указатель на первую структуру списка

**Пример вызова:**

result = free\_list(result); result описана в таблице 11

**Описание переменных:**

Описание переменных приведено в таблице 22.

Таблица 22. Описание переменных функции

|  |  |  |  |
| --- | --- | --- | --- |
| Вид переменной | Имя переменной | Тип | Назначение |
| Формальная | item | GSDesc\* | Указатель на структуру |
| Локальная | buff | GSDesc\* | Указатель на следующую после item структуру |

## 6.23 Функция InputText

**Назначение:**

Функция ввода строки

**Прототип:**

void InputText(char\*); Передается указатель на строку

**Пример вызова:**

InputText(buff->name); name указана в описании структуры

**Описание переменных:**

Описание переменных приведено в таблице 23.

Таблица 23. Описание переменных функции

|  |  |  |  |
| --- | --- | --- | --- |
| Вид переменной | Имя переменной | Тип | Назначение |
| Формальная | string | char\* | Указатель на начало строки |
| Локальная | c | char | Введенный символ |
| i | int | Переменная для цикла for |

# 8. Текст программы

#include <stdio.h>

#include <conio.h>

#include <malloc.h>

#include <locale.h>

#include <string.h>

#define MAXLEN 80

typedef struct Gaslist

{

char\* name; //Название

char\* address; //Адрес

float fuelPrices[4]; //Ниже цены на топливо(92,95,98,дизель)

int rating; //Рейтинг АЗС(1-10)

struct Gaslist\* next; //Ссылка на следующую структуру

} GSDesc;

/\*----------------------------ФУНКЦИИ------------------------------\*/

int Menu(); //Меню

void OutputMenu(GSDesc\*); //Меню вывода

GSDesc\* InputMenu(GSDesc\*); //Меню выбора ввода

void Help(); //Справка

int ListActions(); //Действия со списком

int ListLen(GSDesc\*); //Длина списка

GSDesc\* DeleteItem(GSDesc\*); //Удаление элемента из списка

void Sort(GSDesc\*\*, int); //Сортировка по полю

void Swap(GSDesc\*,int,int); //Поменять местами 2 элемента

void GetItem(GSDesc\*); //Вывод АЗС по заданным параметрам

GSDesc\* PushBack(GSDesc\*, GSDesc\*); //Добавление в конец

GSDesc\* PushForward(GSDesc\*, GSDesc\*); //Добавление в начало

GSDesc\* PushAnyPlace(GSDesc\*); //Добавление в любое место

GSDesc\* InputStations(); //Ввод данных об АЗС

GSDesc\* Process(GSDesc\*); //Обработка данных

int PrepareStruct(GSDesc\*); //Выделение памяти для полей структуры

void CopyStruct(GSDesc\*, GSDesc\*); //Копирование структуры

void OutputGasStationsTable(GSDesc\*); //Вывод информации в виде таблицы

void OutputGasStationsText(GSDesc\*); //Вывод информации в виде текста

GSDesc\* free\_station(GSDesc\*); //Освобождение памяти одной АЗС

GSDesc\* free\_list(GSDesc\*); //Освобождение памяти списка АЗС

/\*-----------------------------------------------------------------\*/

int main()

{

setlocale(LC\_ALL, "russian");

GSDesc\* First = NULL; //Начало списка

GSDesc\* GResult = NULL; //Начало списка результата

int MenuItem, len, index1, index2, field;

do

{

MenuItem = Menu();

switch(MenuItem)

{

case 1:

Help();

break;

case 2:

First = InputMenu(First);

break;

case 3:

if(First != NULL) OutputMenu(First);

else

{

puts("Нет данных для вывода, список пуст!");

system("pause");

}

break;

case 4:

if(First != NULL)

{

do

{

MenuItem = ListActions();

len = ListLen(First);

switch(MenuItem)

{

case 1:

printf("Количество элементов в списке: %d\n",len);

system("pause");

break;

case 2:

First = DeleteItem(First);

break;

case 3:

system("cls");

printf("Введите два номера элементов для перестановки(от 1 до %d): ", len);

do

{

scanf("%d %d", &index1, &index2);

if(index1 < 1 || index1 > len || index2 < 1 || index2 > len)

printf("Введенные номера должны быть от 1 до %d!\n", len);

} while(index1 < 1 || index1 > len || index2 < 1 || index2 > len);

Swap(First, index1, index2);

break;

break;

case 4:

system("cls");

puts("Выберете поле для сортировки:\n1 - название, 2 - адрес, 3 - цена на 92 бензин,4 - цена на 95 бензин\n5 - цена на 98 бензин, 6 - цена на дизель, 7 - рейтинг");

do

{

scanf("%d", &field);

if(field < 1 || field > 7) puts("Поля с таким номером нет!");

} while(field < 1 || field > 7);

Sort(&First, field);

break;

break;

case 5:

GetItem(First);

break;

}

} while(MenuItem != 6);

}

else

{

puts("Сначала введите список АЗС!");

system("pause");

}

break;

case 5:

if(First != NULL)

{

GResult = free\_list(GResult);

GResult = Process(First);

}

else

{

puts("Сначала введите список АЗС!");

system("pause");

}

break;

case 6:

if(GResult != NULL) OutputMenu(GResult);

else

{

puts("Не была обработана информация, либо ни одна АЗС не подходит под условия!");

system("pause");

}

break;

}

} while(MenuItem);

First = free\_list(First);

GResult = free\_list(GResult);

return 0;

}

//------------------------------------------------------МЕНЮ------------------------------------------------------

int Menu()

{

system("cls");

int selected;

puts("\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*МЕНЮ\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*");

puts("1 - Справка");

puts("2 - Ввод информации об АЗС");

puts("3 - Вывод информации об АЗС");

puts("4 - Действия над списком АЗС");

puts("5 - Обработка данных");

puts("6 - Вывод обработанных данных");

puts("0 - Выход");

do

{

scanf("%d", &selected);

if(selected < 0 || selected > 6) puts("Данного пункта меню не существует");

} while(selected < 0 || selected > 6);

fflush(stdin);

return selected;

}

int ListActions()

{

system("cls");

int selected;

puts("\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*МЕНЮ\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*");

puts("1 - Узнать количество элементов списка АЗС");

puts("2 - Удалить элемент списка АЗС");

puts("3 - Поменять местами элементы списка АЗС");

puts("4 - Сортировка элементов списка АЗС по рейтингу(по убыв.)");

puts("5 - Поиск АЗС по определенному критерию");

puts("6 - Назад");

do

{

scanf("%d", &selected);

if(selected < 0 || selected > 6) puts("Данного пункта меню не существует");

} while(selected < 0 || selected > 6);

fflush(stdin);

return selected;

}

void OutputMenu(GSDesc\* first)

{

int item;

do

{

system("cls");

puts("\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*Вывод\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*");

puts("1 - В виде таблицы");

puts("2 - В виде текста");

puts("0 - Назад");

do

{

scanf("%d", &item);

if(item < 0 || item > 2) puts("Данного пункта меню не существует");

} while(item < 0 || item > 2);

fflush(stdin);

if(item == 1) OutputGasStationsTable(first);

else if(item == 2) OutputGasStationsText(first);

}while(item);

}

GSDesc\* InputMenu(GSDesc\* Stations) //Меню выбора ввода

{

system("cls");

GSDesc\* NewStations = NULL;

int item;

do

{

system("cls");

puts("\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*Ввод\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*");

puts("1 - Добавить в начало");

puts("2 - Добавить в конец");

puts("3 - Добавить на определенное место");

puts("4 - Ввести полностью заново");

puts("5 - Назад");

do

{

scanf("%d", &item);

if(item < 0 || item > 5) puts("Данного пункта меню не существует");

} while(item < 0 || item > 5);

fflush(stdin);

if(item < 3) NewStations = InputStations();

if(item == 1) Stations = PushForward(NewStations, Stations);

else if(item == 2) Stations = PushBack(NewStations, Stations);

else if(item == 3) Stations = PushAnyPlace(Stations);

else if(item == 4)

{

Stations = free\_list(Stations);

Stations = InputStations();

}

}while(item != 5);

return Stations;

}

void Help()

{

system("cls");

puts(" Данная программа расчитана для работы над списком АЗС,");

puts("имеющим следующую структуру: название, адрес, цены на топливо и рейтинг");

puts(" Пункт 'обработка' подразумевает под собой отбор тех АЗС,");

puts("которые удовлетворяют следующим условиям:");

puts("рейтинг выше 7, цена на 98 бензин ниже 54");

puts(" Также Вам доступны следующие действия над списком:");

puts("узнать кол-во АЗС в списке, удалить одну АЗС из списка,");

puts("поменять местами 2 АЗС в списке, отсортировать по убыванию рейтинга");

puts("(при сортировке изменяется ИЗНАЧАЛЬНЫЙ список, будьте внимательны!)");

puts("поиск АЗС по определенному параметру\n");

puts(" Внимание! Кол-во букв в названии и адресе не могут превышать 80!\n");

system("pause");

}

//------------------------------------------------------ДЕЙСТВИЯ СО СПИСКОМ------------------------------------------------------

int ListLen(GSDesc\* Stations)

{

int len = 0;

for(;Stations != NULL; Stations = Stations->next) len++;

return len;

}

GSDesc\* DeleteItem(GSDesc\* Stations)

{

system("cls");

GSDesc\* temp = Stations;

GSDesc\* toDel = NULL;

int num;

printf("Введите номер элемента, который хотите удалить(всего %d элементов): ", ListLen(Stations));

do

{

scanf("%d", &num);

if(num < 1 || num > ListLen(Stations)) printf("Элемента под таким номером нет. Введите от 1 до %d\n", ListLen(Stations));

} while(num < 1 || num > ListLen(Stations));

if(num == 1)

{

Stations = Stations->next;

temp = free\_station(temp);

}

else

{

toDel = temp->next;

while(num > 2)

{

temp = temp->next;

toDel = temp->next;

num--;

}

temp->next = toDel->next;

toDel = free\_station(toDel);

}

return Stations;

}

void Sort(GSDesc\*\* Stations, int field) //Сортировка: адрес, название, цена на 92,95,98,дизель, рейтинг

{

system("cls");

GSDesc\* result = NULL;

GSDesc\* temp = NULL;

GSDesc\* buff = NULL;

GSDesc\* buffThis = NULL;

int num,

i,

j,

n;

n = ListLen(\*Stations);

if(field == 1)

{

for(i = 1, buffThis = \*Stations; i <= n; buffThis = buffThis->next, i++)

{

for(j = 1, temp = \*Stations; temp->next != NULL; temp = temp->next, j++)

if(strcmp(buffThis->name, temp->name) < 0)

Swap(\*Stations, i,j);

}

}

else if(field == 2)

{

for(i = 1, buffThis = \*Stations; i <= n; buffThis = buffThis->next, i++)

{

for(j = 1, temp = \*Stations; temp->next != NULL; temp = temp->next, j++)

if(strcmp(buffThis->address, temp->address) < 0)

Swap(\*Stations, i,j);

}

}

else if(field > 2 && field < 7)

{

field-=3;

for(i = 1, buffThis = \*Stations; i <= n; buffThis = buffThis->next, i++)

{

for(j = 1, temp = \*Stations ; temp->next != NULL; temp = temp->next, j++)

{

if(buffThis->fuelPrices[field] < temp->fuelPrices[field])

Swap(\*Stations, i,j);

}

}

}

else if(field == 7)

{

for(i = 1, buffThis = \*Stations; i <= n; i++, buffThis = buffThis->next)

for(j = 1, temp = \*Stations; j <= n; j++, temp = temp->next)

{

if(buffThis->rating < temp->rating)

Swap(\*Stations, i, j);

}

}

puts("Сортировка прошла успешно!");

system("pause");

}

void GetItem(GSDesc\* Stations)

{

system("cls");

GSDesc\* result = NULL;

GSDesc\* buff = NULL;

int ans,

num;

float price;

puts("Выберете категорию, по которой мы ищем");

puts("1 - Цена на топливо");

puts("2 - Рейтинг");

puts("3 - Отмена");

do

{

scanf("%d", &ans);

if(ans < 1 || ans > 3) puts("Введите от 1 до 3");

} while(ans < 1 || ans > 3);

if(ans == 1)

{

puts("\nВыберете, по цене какого топлива будем искать\n1 - 92 бензин\n2 - 95 бензин\n3 - 98 бензин\n4 - Дизель");

do

{

scanf("%d", &num);

if(num < 1 || num > 4) puts("Введите от 1 до 4");

} while(num < 1 || num > 4);

printf("\nВведите цену, по которой будем искать: ");

do

{

scanf("%f", &price);

if(price < 0) puts("Цена должна быть выше 0!");

} while(price < 0);

for(; Stations != NULL; Stations = Stations->next)

{

if(Stations->fuelPrices[num-1] == price)

{

if(result == NULL)

{

result = (GSDesc\*)malloc(sizeof(GSDesc));

buff = result;

CopyStruct(buff, Stations);

}

else

{

buff->next = (GSDesc\*)malloc(sizeof(GSDesc));

buff = buff->next;

CopyStruct(buff, Stations);

}

}

}

}

else if(ans == 2)

{

printf("Введите рейтинг, по которому будем искать(от 1 до 10): ");

do

{

scanf("%d", &num);

if(num < 1 || num > 10) puts("Рейтинг должен быть от 1 до 10!");

} while(num < 1 || num > 10);

for(; Stations != NULL; Stations = Stations->next)

{

if(Stations->rating == num)

{

if(result == NULL)

{

result = (GSDesc\*)malloc(sizeof(GSDesc));

buff = result;

CopyStruct(buff, Stations);

}

else

{

buff->next = (GSDesc\*)malloc(sizeof(GSDesc));

buff = buff->next;

CopyStruct(buff, Stations);

}

}

}

}

if(ans != 3)

if(result != NULL) OutputMenu(result);

else

puts("Ничего не найдено!"), system("pause");

result = free\_list(result);

}

GSDesc\* Process(GSDesc\* Stations) //Обработка данных

{

GSDesc\* result = NULL;

GSDesc\* buff = NULL;

do

{

if(Stations->rating > 7 && Stations->fuelPrices[2] < 54.0)

{

if(result == NULL)

{

result = (GSDesc\*)malloc(sizeof(GSDesc));

buff = result;

CopyStruct(buff, Stations);

}

else

{

buff->next = (GSDesc\*)malloc(sizeof(GSDesc));

buff = buff->next;

CopyStruct(buff, Stations);

}

}

Stations = Stations->next;

} while(Stations != NULL);

if(result == NULL) puts("Ни одна АЗС не подходит под критерии");

else puts("Обработка прошла успешно!");

system("pause");

return result;

}

GSDesc\* PushForward(GSDesc\* NewStations, GSDesc\* Stations) //Добавление в начало

{

GSDesc\* connector = NULL;

for(connector = NewStations ; connector->next != NULL ; connector = connector->next);

connector->next = Stations;

return NewStations;

}

GSDesc\* PushBack(GSDesc\* NewStations, GSDesc\* Stations) //Добавление в конец

{

GSDesc\* connector = NULL;

connector = NewStations;

if(Stations != NULL)

{

for(connector = Stations ; connector->next != NULL ; connector = connector->next);

connector->next = NewStations;

connector = Stations;

}

return connector;

}

GSDesc\* PushAnyPlace(GSDesc\* Stations) //Добавление в любое место

{

system("cls");

GSDesc\* NewStations = NULL;

GSDesc\* connector = NULL;

GSDesc\* buff = NULL;

GSDesc\* buff2 = NULL;

int ans,

i,

len;

len = ListLen(Stations);

printf("Введите номер места, на которое хотите добавить новые АЗС(от 1 до %d)\n", len+1);

do

{

scanf("%d", &ans);

if(ans < 1 || ans > len+1) printf("Введите от 1 до %d\n", len+1);

} while(ans < 1 || ans > len+1);

NewStations = InputStations();

if(ans == 1)

Stations = PushForward(NewStations, Stations);

else if(ans == len+1)

Stations = PushBack(NewStations, Stations);

else

{

buff = Stations;

for(i = 1; i < ans-1; i++)

buff = buff->next;

buff2 = buff->next;

for(connector = NewStations ; connector->next != NULL ; connector = connector->next);

buff->next = NewStations;

connector->next = buff2;

}

return Stations;

}

void Swap(GSDesc\* Stations, int first, int second) //Поменять местами 2 элемента

{

GSDesc\* gFirst = NULL;

GSDesc\* gSecond = NULL;

GSDesc\* buff = NULL;

int i,

temp;

if(first > second)

{

temp = first;

first = second;

second = temp;

}

if(first != second)

{

buff = (GSDesc\*)malloc(sizeof(GSDesc));

PrepareStruct(buff);

for(i = 1, gFirst = Stations; i < first; i++, gFirst = gFirst->next);

for(i = 1, gSecond = Stations; i < second; i++, gSecond = gSecond->next);

CopyStruct(buff, gFirst);

CopyStruct(gFirst, gSecond);

CopyStruct(gSecond, buff);

free(buff);

}

}

//------------------------------------------------------ВВОД------------------------------------------------------

void InputText(char\* string)

{

char c; //Введенный символ

int i;

i = 0;

do

{

c = getch();

if(c != 13 && c != 8)

{

string[i] = c;

printf("%c", c);

i++;

}

else if(c == 8)

{

if(i > 0)

{

string[i-1] = '\0';

printf("\r%s %c", string, c);

i--;

}

}

if(c == 13 && i == 0)

puts("Строка не может быть пустой!");

} while(i < MAXLEN && (c != 13 || i == 0));

string[i] = '\0';

fflush(stdin);

}

GSDesc\* InputStations()

{

system("cls");

int i,

f;

GSDesc\* first = NULL;

GSDesc\* buff = NULL;

first = (GSDesc\*)malloc(sizeof(GSDesc));

if(first != NULL)

{

for(f = 1, buff = first ; buff != NULL && f ;)

{

if(PrepareStruct(buff))

{

system("cls");

puts("Введите название АЗС");

InputText(buff->name);

puts("\nВведите адрес");

InputText(buff->address);

puts("\nВведите цены на топливо(92,95,98,Дизель). Цена не выше 10000");

for(i = 0; i < 4; i++)

{

do

{

scanf("%f", &(buff->fuelPrices[i]));

if(buff->fuelPrices[i] < 1.0 || buff->fuelPrices[i] > 10000.0) puts("Цена от 1 до 10000");

} while(buff->fuelPrices[i] < 1.0 || buff->fuelPrices[i] > 10000.0);

}

puts("Введите рейтинг АЗС от 1 до 10");

do

{

scanf("%d", &(buff->rating));

if(buff->rating < 1 || buff->rating > 10) puts("Рейтинг от 1 до 10!");

} while(buff->rating < 1 || buff->rating > 10);

puts("Если хотите продолжить ввод данных, введите любое число, отличное от нуля");

scanf("%d", &f);

}

if(f)

{

buff->next = (GSDesc\*)malloc(sizeof(GSDesc));

buff = buff->next;

}

}

}

system("pause");

return first;

}

//------------------------------------------------------ВЫВОД------------------------------------------------------

void OutputGasStationsTable(GSDesc\* first)

{

fflush(stdout);

system("cls");

int namelen,

addresslen;

GSDesc\* buff = first;

namelen = 8, addresslen = 5;

for(; buff != NULL; buff = buff->next)

{

if(strlen(buff->name) > namelen) namelen = strlen(buff->name);

if(strlen(buff->address) > addresslen) addresslen = strlen(buff->address);

}

printf("|%\*s|%\*s|Цена 92 бензина|Цена 95 бензина|Цена 98 бензина|Цена дизеля|Рейтинг|\n", namelen, "Название", addresslen, "Адрес");

for(buff = first; buff != NULL; buff = buff->next)

printf("|%\*s|%\*s|%15.2f|%15.2f|%15.2f|%11.2f|%7d|\n", namelen, buff->name, addresslen, buff->address,

buff->fuelPrices[0], buff->fuelPrices[1], buff->fuelPrices[2], buff->fuelPrices[3], buff->rating);

system("pause");

}

void OutputGasStationsText(GSDesc\* first)

{

fflush(stdout);

system("cls");

GSDesc\* buff = first;

int i;

for(; buff != NULL; buff = buff->next)

{

printf("Название: %s", buff->name);

printf("\nАдрес: %s", buff->address);

printf("\nЦены(92,95,98,Дизель): ");

for(i = 0; i < 4; i++) printf("%.2f ", buff->fuelPrices[i]);

printf("\nРейтинг: %d", buff->rating);

printf("\n\n");

}

system("pause");

}

//------------------------------------------------------ПАМЯТЬ------------------------------------------------------

int PrepareStruct(GSDesc\* Station)

{

int res = 0,

i;

if(Station != NULL)

{

Station->name = (char\*)malloc((MAXLEN+1)\*sizeof(char));

Station->address = (char\*)malloc((MAXLEN+1)\*sizeof(char));

for(i = 0; i < 4; i++) Station->fuelPrices[i] = 0;

Station->rating = 0;

//Station->next = NULL;

res++;

}

return res;

}

GSDesc\* free\_station(GSDesc\* Station)

{

if(Station != NULL)

{

free(Station->name);

Station->name = NULL;

free(Station->address);

Station->address = NULL;

Station->next = NULL;

Station = NULL;

}

return NULL;

}

GSDesc\* free\_list(GSDesc\* item)

{

if(item != NULL)

{

GSDesc\* buff = NULL;

for(; item != NULL; item = buff)

{

buff = item->next;

item = free\_station(item);

}

}

return NULL;

}

void CopyStruct(GSDesc\* ThisStation, GSDesc\* OtherStation)

{

int i;

if(PrepareStruct(ThisStation))

{

strcpy(ThisStation->name, OtherStation->name);

strcpy(ThisStation->address, OtherStation->address);

for(i = 0; i < 4; i++)

ThisStation->fuelPrices[i] = OtherStation->fuelPrices[i];

ThisStation->rating = OtherStation->rating;

}

}

# 9. Пример работы программы

## 9.1 Исходные данные

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| № при  ме  ра | Исходные данные | | | | Результаты | |
| Название | Адрес | Цены на топливо | Рей  тинг | Условия | |
| Рейтинг выше 7 | Цена на 98 бензин ниже 54 |
| 1 | Name | Address | 5 2 2,4 7 | 7 | Не подходит | |
| 2 | Dillimore | Dillimore village | 50 50,2 50,7 50,4 | 10 | Подходит | |

## 9.2 Вывод программы

![](data:image/png;base64,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)

Рисунок 2. Пример ввода в программе
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Рисунок 3. Вывод исходной информации в виде таблицы
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Рисунок 4. Вывод обработанной информации в виде блоков из строк
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Рисунок 5. Вывод списка, отсортированного по алфавиту

## 9.3 Результат работы программы

При выполнении программы получены результаты, совпадающие со значениями, приведенными в Таблице 1. Ошибки не обнаружены. Пример протокола выполнения программы приведены на рисунках 2, 3, 4, 5.

# Заключение

При выполнении лабораторной работы получены практические навыки в реализации односвязного списка структур на языке программирования C/C++.