Django REST Framework Fazt.

<https://www.youtube.com/watch?v=GE0Q8YNKNgs&t=28s&ab_channel=Fazt>

# Introducción.

Este en un ejemplo práctico de Django REST Framework. Se trata de un framework encima de Django, que nos permite crear aplicaciones REST de forma sencilla.

En este ejemplo crearemos una aplicación CRUD, que nos permita crear, leer, actualizar y eliminar. Aprenderemos como desplegarlo de forma gratuita en render.com

## Qué es URI?

Identificador de recursos uniforme o URI —del inglés uniform resource identifier— es una cadena de caracteres que hace referencia a un recurso. Los más comunes son URLs, que identifican el recurso dando su ubicación en la Web. URNs (en-US), por el contrario, se refiere a un recurso por un nombre, en un espacio de nombres determinados, como el ISBN(International Standard Book Number) de un libro.

URI se emplea para todos los tipos de nombres y direcciones que se refieren a objetos internet tales como: páginas, imágenes, videos, etc.

Un URI es por tanto una cadena de caracteres que se utiliza para identificar un recurso o un nombre en internet. Su propósito es permitir la interacción entre diferentes recursos en Internet y otro tipo de red.

Aunque se acostumbra a llamar URL a todas las direcciones web, URI es un identificador más completo y por eso está recomendado su uso en lugar de la expresión URL.

## Que es un web service?

Es un programa diseñado para el intercambio de información máquina a máquina, sobre una red. Entonces esto hace que una computadora o programa pueda solicitar y recibir información de otra computadora o programa. A quien solicita la información se le llama cliente y a quien envía la información se le llama servidor.

## Qué es API?

La palabra viene de Application Programming Interface, y no es más que un programa, conocido como interfaz, con una capa de abstracción, que permite que 2 programas se comuniquen, por ejemplo Facebook. A diferencia de los web services, las API no necesariamente deben comunicarse entre una red, pueden usarse entre dos aplicaciones en una misma computadora.

## RESTful web service vs. RESTful api

La diferencia entre RESTful web service y RESTful api, es que el api no necesariamente se debe ejecutar en una red, puede ser en una misma computadora. Y son programas basados en REST.

## ¿REST vs RESTful?

RESTful web service o RESTful api, son programas web service o API basados en REST.

Pero muchas veces (REST y RESTful) se usan como sinónimos.

### ¿Que hace que un web service sea REST?

Usualmente los RESTful web service tienen estas características:

* Están asociados a información
* Permiten listar, crear, leer, actualizar y borrar información
* Para las operaciones anteriores necesitan una URL y un método HTTP para accederlas
* Usualmente regresan la información en formato JSON.
* Retornan códigos de respuesta HTML, por ejemplo 200, 201, 404, etc

IMPORTANTE.

Los servicios RESTful brindan interoperabilidad, lo que significa que cualquier aplicación que se ejecute en cualquier plataforma escrita en cualquier idioma puede ser consumida por cualquier otra aplicación que se ejecute en una plataforma completamente diferente y en un idioma diferente y en múltiples formatos de datos.

Esa es la clave de un servicio web RESTful

Ejemplo:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAcQAAADhCAIAAADZK1J5AAAAAXNSR0IArs4c6QAAH45JREFUeF7tnT1v20qXx/ks9l4EgYBcV2qCW0SNGneqValKpcb5CNrGxj7baXcBF67c7S7sSh8hblylUqVanRs1SpWGlW8AIQhumj1nhi/DN3FIjsgZ6s/m3sjkvPzOzF9nZqhz/vHnn3964vrw4cPXr1/l/+MCARAAARCoROBfKt2Nm0EABEAABHIJQEwxMEAABEDAAAGIqQGIKAIEQAAEIKYYAyAAAiBggADE1ABEFAECIAACEFOMARAAARAwQABiagAiigABEACBf5S8Zzq9+7ycDDKcfn7/+ebdm8zHf//wfn+bher7h+FQu5CD7w+Gw2wpf333/niX/fjHL+/tb5mPKxZS0MKC/hS0xEw38/tTALyom/vnjzcrjG4QAIEWCZSJaYtNQVUgAAIg4C4BLPPdtR1aDgIgYBGB2DO1qFFoCgiAAAi4RgCeqWsWQ3tBAASsJAAxtdIsaBQIgIBrBHLEdPHw5WHhWj/Q3gICsCaGBgi0QwCeacyZdEden++mKfriT9mP27GRhbUQD9Cw0C5oUpcEuhbTSMBSIpb4XNWxxB+EB02vwgYiGP2nfKLHxcT3rm4+0vW8P409uJln4PEXdRPye5phhVLtIdC1mBKJw/aeRezj/dabLBW5CT/nv3263TAzmqnzYXA7fyxeTN/cfhLPswrSy+rK7QWYeb7HxTx6VxlHNPOg0NmgEfYYDy1hAtjIwDiwg4AFYhqC2HzzS5hMZ+PBYbcWulr/WlxNBvvnSBk3tzdSqY9Ir3R5U36l4hHHfxEzO/pL4PUKN5h/SDaaF24k1O9PZ0+OwyXB8W5KGvORN5gsg+5LXrmsqvdm9bQdzrHrUB0cnjBMwCIxXVyOvMPr7kgHN+vdgWZk+SL+GCSuZv+i/1tL6fjebw/JQhcPy4kv/eB7msxKm0bz5cVausqDyRXLhvBruYTAce6FkzuYzPW6KQHSuiFeakQ/dY1Y8bLkunyFkGtYruDZJ6U+g10Uw9MfxZkkYIGYhg7L3HtOrKRjRyZyCnnaiN2A/GMik2BKyiJJ3j8HmrC5Xe8H41l4aEWaIf+wetl7w/fps6wWG3nSqox0MypEfE9ejGu3mL6v+DsNDmptgniwMQELxFQ6LOS5jC4Tb2Spe6ZK1I5gi1Rqale+yPT9MF6zizUsruYESr55EieNBZYP1gLN24ISQKAqAQvEVDaZdr4Oo5n+Qm9z+0jr5hqO3+71kJbtqtDk/dGaXePMq14N5/aU/+3odnh40ih4p4Ji0f5rsO2CaFnnNmys6a81YkqH8rRYlnuMWhefRnkl0y+vIK6HvMrIs5nePehLeFggr0qVMnQazOdrKd9b5zHX7inqJn2HKVsh6V5N767pVLDCTnaiAFJS8XYGdNS10dKv9tojpoFzGqucumcqz3cS75gKR6TW9KH9ted9dLB+7T3J0/yg9OjYWdYZrC3js3ipwuQliT268NI4FFvdxLVq3O7qOCvoJq8kgs1u5b2I0Mb1jcl2S++2u4oO7XabQE7UKBKVy5d6MuU2i1623mJrUtNmr/d4e7eX4+4cO2WTZ3qO/NFnEACBnhCAmPbEkOgGCIBAtwQQHLpb/qgdBECgJwTgmfbEkOgGCIBAtwQgpt3yR+0gAAI9IQAx7Ykh0Q0QAIFuCUBMu+WP2kEABHpCAGlLemLIom4g2mfPDYzuWUPAiGfaTRB552K3yx9TNYnNQiX0+LdT1kwKNAQE6hAwIKYysmfww07+TaYiF+E/i1KLiJ9whveLm0KxKJPK6d1stF9HAfiVxCXG5SabKaUO6WrP5H8/UVwBitvZRI6rtQJ3gwAIaBNoLKb0y+g4smdhtQWpRSiS3eFwCEI/UeQS75AKwVxYIN+8fQpCPMfhhDIxnLVBFN2YmymlXqmymbXCCUQVrm44JADktJ4F8BQInJBAQzEV/mHoldZr5m7ni8DK09nFbr3z9CIEU+oRTyd/ieIRKy5vnu8sGq/4oIFeHc2Uotwelh54lOFfIi85P/OpXLZHf4uyeRxLcsJRr6rEKqxnFTwFAiBQkUAzMWWpqR04LWzp+oXVlLT0lbRU61KX+McemN5deY8i+qWIzy/TYnD8+zgUHkd5DnuweKAAL/Li+E5C2oozpYRx3+QDargOCkhFATzUvCVB5pK8zKcUN0neHNVZmuSEenAkmp0WQdwEAiBgmkAzMR1fDHKyNkXR7UpD0NPzQt788dUVaalmpjxtCVdy5SlpMUQY6iCof2K3YHUTLcHjjCMFmVJYzw/bx/xUfGG6Pq28JVFuP627hf05NmiDFB+mxxDKAwEQIAKNxJTdupxLCUGvl4Se1HQ0ZC0tT1DKa3Fa4kfbpceNqKzyOSBpcInIzkJNWUuV3QJl2Z5IRJKTKYW/BooiU8e+OjmZ1SLM6WkkY6qRYwADHgRA4IQEGomplvaVNF4okio6ZSpBqew00z3zawaeSDAVJAdNq2lCS/mkifZ/o3V+tt1qphROfnKC63h21rBC/hKrkWPgBO1FkSAAAiGBRmLawXozd7t08VB4XBRojkiLEVudfdPh+8Vs7AcvVwV/CrWMX1HIGSNKppQaeUtKBh3XGX9LHE1ykr+7gkENAiDQJYFmYiokpUIWvFRPC7YJwruyeUt4XZ5z4rW6ebkUL5ryC6/xulpsjsrMIsuLXSLxvXhhcz7xlaxDMgeVSCJN50fbvWxFYaaUVN6Skpdb81OiiBrCHWbOYqTsCRxJcqLvm3c5slA3CJwZgcZpS/hQmxLeN3t7Uhd63xJd0NbC8mJdDV7FZyxOW6JrddwHAk4QaOaZUhelB9XSW+SVD3ScsEGVRiZ+blblQdwLAiBwWgKNPVNuXkVn6bQ9cqn0quDo/mvvsdILAgnPlOtT944DVn//8H5/m+X213fvj3fZj33/MBwqG9DBHT+//3zz7k3m9oPvD4Y5L338+OW9/S1zd8VCClqYX3ZRS+jQsZ11lUsjE22tQQBpS2pAwyMgAAIgkCbQeJkPpCAAAiAAAg1f2gdAEAABEAABSQCeKUYCCIAACBggADE1ABFFgAAIgADSlvR8DCBtib6BwUqfFe7MEoBnilEBAiAAAgYIQEwNQDy/IpJpaJTf0ib+kP+5GqU7ylLD7yo3So91fjZAj20jADG1zSJOtKcgUYz8fVYQeCuOmM2/FRjvZPgujtIdZbGiLDUiywIuEOgBAYhpD4xoSxcoAkuUtkBpkwhAG8bRFnEMo0wHlLNmcsWRZXGBgPMEIKbOm9CeDoiMMPP0aj0dfTURXXD9tB0GWQ/s6QdaAgJ1CEBM61DDM/kEOH0Vx70RcQzD4DeZ6KuJwNoUxXFYP4gjDAEC9hCAmNpji360ROQDDDRVnDVlMlYl1ZVDy2LjtB+2P/NeQEzPfACcqvscmlHm7U5nrMokXaEUYJOr2akagnJBoCUCENOWQPermiOJYsKO8mmUTAPDqamDPNscrvE6kw+RUiIMxyS7uEDAZQIQU5et11nbcxPFJF8+VdKw0Mr/2Q8ywvA7UpmArLRx6g2yIVI76x4qBoEaBIwEh65RLx5piQDSluiDBit9VrgzSwCeKUYFCIAACBggUOaZFiS6KEgvUZD/wkyiCyM5Kqql4nA2n0ecigPelv4sASt9VrgzSwBpSzAqQAAEQMAAASzzDUBEESAAAiAQi+mHDx+AAwRAAARAoB4BeKb1uOEpEAABEEgQgJhiQIAACICAAQIQUwMQUUQ/CCBtST/s2FUvIKZdkUe9IAACvSIAMe2VOdEZEACBrghATLsij3pBAAR6RQBi2itzojMgAAJdEYCYdkUe9YIACPSKAMS0V+ZEZ0AABLoiADHtijzqBQEQ6BUBiGmvzInOgAAIdEUAYtoVedQLAiDQKwIQ016ZE50BARDoigDEtCvyqBcEQKBXBCCmvTInOgMCINAVgTjSPsUz/fr1a7odSFvyNmuaarlPClK8HHx/MBxmC//xy3v7W+bjioXEaUu6Glgu1utW2pKCqVk0rowM2jPJS1Rz+pSJqYtzAm0GARAAgdYJYJnfOnJUCAIg0EcCSKjXR6uiTyAAAq0TgGfaOnJUCAIg0EcCENM+WhV9AgEQaJ1AjpgieUPrVjhhhbDmCeG2XjSs2TLySsDhmcbWIXDy+nw3TdlM/Cn7ccuWRXUgcL4E6FUwmoQPiwICNEW7nqBdi2kkYCkRS3yu6ljiD4KshJy4yqnGxcT3rm4+0vW8P8145WYWjoTTVIlSz5RAckrEo65wViUekDOi4rRK3l4+Aftoma7FlJgetvcsYh/vt95kqchN+Dn/7dPthumTxebD4Hb++GZFH25uP4nnWQXpbVvl9gKDsd3jYh69q4wjmnlQ6GzQiD4OA/TJHgKVVpbFzQ6mAk2L0VzRtpxZ5S0elhNfzpx49lSeVvFM/vjsT5bG9VQ2SEx5Sy8LxDQks/nml0CazsaDw24tdLX+tbiaDPbPkTJubm+kUh+RXun2pvxK5bs48d3/sIj+Egwo4RAsJwNvNC/cSKjfHzzZLwKrp+1wbm7Juns9lPBZXI68/YtJkaIuHAbjWejg0vQIfWJFYhU3OfyUP1JmWfzPwh24eBLOR0o3c+dmsDbMaYqhAWSRmLJND6+7Ix3brHeHQdPvvKpDR34h3m9TQ1L5Nr+nwa8MktF8ebGWrvJgcsUbEcKv5RJCbwFOrqHh28tieMSxb2dkV4gdEM//dsxdWL3s+Wv+dHtQVPjslZef0YxIrDHjJaloyWW4Kzp9PwxFvmAHTnWple254rnJ/Uw3xdwYskBMSR6Fvzb3nhMiE36uOIU8zAT6/GMic1hKSyJJ3j8HS47N7XoffA/zc7SQkn/goTF8nz7LKi0aN4AAf//yd3QDBzVYBS3Hu3t1bZwzq8SXPe8G5K2/6thiendNi791vOALF4LRjBCrw/CGze3j9iA1lF3aUE3pa8DbPh1xmKd3s3gSKu08Mjd5I1CuSU8xOS0QU7mLQ18s8XeSIKPu7ig7JcFejtTU032bHh9E/KUZrdnpe0BdYtQZfnjGUgLqkU3+ElXRu8QhTGq5Gh6QlhaSBBGsbWrQEasgWg4pX/NHZpVcPQWaWne7MxRqsQOrTNl4D4FqCffX8hehvPiUOsBaWmtL7+jczG1KDbq5j1ggprJd4jtpVn4UFPZCfJ3Vcfx4Dykl2/VgRmt2jTOvejXgqc4JBBqTNnH+x+GZjbhbEZNKhcguk4gHh0KNTlzEoknuNeldqxvyagYXY727U3fF7o9Go9VKxheDaF4HalpbS0VB3cxNa8SUDuWr2V1jMyh3RHA95FVGjsP07kFfwhMmj8vQGXp8vmZExHUqwz0uEyAlFW+baEhSaTerOinlJxelVWrcIDZHQ9eJl+uHaEHPvunw/WI29pV9gvyZHM8ofs0nXB0K57ba3NRosc4t9ohp4JzGFNTdHbnwSLwml15L6PRW3kOOQrRD9OXLtfckN3eC0skosubE63bxWbxUYXJCxJ5WzuqtqCH8pR9uDdRdSOl3Ene6SmDxkD49aNQT6aRchw5DdlYl3xBlFW/hHUCeg3zGxhfPZKVKarA/mU985f2C/KlJEzmcUXTkGx8R15ibjQhHD+dEjXIrRK4ZDP0tBdbsk21hzZatWQm4TZ5py5xQHQiAAAiYIwAxNccSJYEACJwxAQSHPmPjo+sgAALmCMAzNccSJYEACJwxAYjpGRsfXQcBEDBHAGJqjiVKAgEQOGMCENMzNj66DgIgYI4A0paYY2llSYaiY1rZt/NrFKzZss0rAXfWM20xS0EloC0bG9WBwOkJtJklwuHZ5qaYyoj7j0eDOgd5F6Lf4Mfqm5u84UiWBhGtFz8APf2cRQ1WEpDhQaNAAcnpYzxum8OzzUUx5XCJXpmUymF5OAyjWLPqQM0mbziWpYH+Rj8kjn7ebOWIR6P6QsAy14xCBSSjhsYxsE6TLs3d2eagmFJgWU0p9Tx/txtWiOtXPB/p+9KrEsqsLzMb/WidgOG0Jc3aXxSAObdUxWcNHFZe7ylrusQ/lbVgetnn6GxzT0wpRliFPFDfKASNTEbT8Iqj1jYsCI+DwHECRtOWNIPNcS5100MtHi5fgpR8HMxJyKlINBTPP4pbGs7d6d2V9yhv5zjvqWWfm7PNOTHlONrHU9qkhs/qxc+6lHnJG0qGHccjRRKSZnMTT+sSaJ62RLemo/ex+h1Ny6Y8vbqJtlXjnCCJlD6cTyTOVRLlsRSKm4pH7eRs+1cjzFssRAnKrVkrrRk+U6zxl9SeaeWgjRSif84mb5gcVbPVJ7yNYw+HkXRp8zhOo81BW+VFkcqDmUGLsbyPOfprTiFFHxeUYqSQamUX3G2km0YKSRpehMnfmMwcWmVgsefiveo+oVqTsw7J50hY5zNaG242rKUvN2FpCVg04lK1uDjbnItnyjag5J8aQcjjO+n/rr2dPxm/CuUgo1OGwgIx5RFBmf1yyj/6mO6Aa/2+SgEZW28dKiwgIIQp/koL72rbmsfHvDpXhDZGqZ8SzwX/+Hb1hfYBgonFj0ZhqPPmtCWzrRJw55b5hf6/3P3OfVODY3ePx/Ql2+SqvL/QpDI8e84EAqXR8RhOjIn8w/QCPE7zk0maHu4I8AsASsPIN6VCFpfDVK7RYLdO5DJN98PJ2eacmPKyoVKKsGCt4Q9Ug2WTN5SNyipb8WVl4e8gUEzAcNqSRqjFQVDydZjN7ZN3LXOzk2sZreBkdhSZh2T2uk2s2sX7CfOhmmtUpKaSWX+WFztKjZm83Jxtzi3zCTqvCigbeOVNzybDypJVR/UuVFqnVC8eT7RKoANrFu97na7n9sy2SsDd80w5md1j9mWK01lWqHf5D65O2QCUDQJdEZBZ64z/0Km4O+7ONhfFVOQGbfEnSfQrgUT6xK6GNeoFgS4IrG44EW9bcurwbEPaki6GJ+oEARDoHQE3PdPemQEdAgEQcJ0AxNR1C6L9IAACVhCAmFphBjQCBEDAdQIQU9ctiPaDAAhYQQBpS6www+kaYVl0zNN19CxKhjVbNnMl4PBMW7YOqgMBEOgnAYhpP+160l6JMAjxe4ciyi//M/G5+DSM+kt/Qd6Xk9oEhXdPAGLavQ2cawG/xU2/rJZyKpPI8I+0KTjFgfLEvBehuOnX1ZQ0xrmuWdDgSitLC9qLJoQEIKYYCzUI8C96RQSMdD6u3U4mNpjOLnbrnZcOOVSjqrN7xKq0JWdHv0mHIaZN6J3xs0GUIAocHQVPFzTWL6ympKWvpKW46hCwKG1Jneaf7zMQ0/O1fcOecxQ1Dqj+FMaBl0kQKE3M+OqKtNT5jAQN+TR63JK0JY36cHYPQ0zPzuSGOhzE9B1kUmCTmo6GrKUcx9v1S4Ycl5dyhJb/sZJvMxGmvFIhSWLVQ/e6Ttzh9rsYz9Rh3O03vVJARv3mhVkqnt5Ttgo6fwrSwcR5KbioOCylPQEq9bvY6Z2WpC3plIENlVeaPvBMbTCZc22gOGkDscAXJ1Fwn8wa0J60JWb71ffSIKZ9t7D5/nH03tFh+0i5CemSB/vzz3f/xqksi6/qmWLMt9yJEm1KW+IEMGsaiWW+NaY4TUMqrVNO0wSUaowArGkMpV5BlYDDM9WDirtAAARA4CiBMs9UHDRkErF6P7//fPPuTabkv394v7/N1uf7h+FQu5CD7w+GOSvGv757f7zLFv7jl/f2t8zHFQspaGFBfwpaYqab+f0pAF7UzTjjeqWvVkwWywmo1iyYmmZG/nlP8JrTB2lLLJ8+aB4IgIAbBLDMd8NOaCUIgIDlBGIx/fDhg+VtRfNAAARAwFoC8EytNQ0aBgIg4BIBiKlL1kJbQQAErCUAMbXWNGhY2wQQSbRt4v2qD2LaL3uiNyAAAh0RgJh2BB7VggAI9IsAxLRf9kRvQAAEOiIAMe0IPKoFARDoFwGIab/sid6AAAh0RABi2hF4VAsCINAvAhDTftkTvQEBEOiIAMS0I/CoFgRAoF8EIKb9sid6AwIg0BEBiGlH4FEtCIBAvwhATPtlT/QGBECgIwIQ047Ao1oQAIF+EYgj7VM8069fv6Z7h7QlOWlYXEpb0q/hetreIMXLafn2vfQyMe17/9E/EAABEDBCAMt8IxhRCAiAwLkTQEK9cx8B6D8IgIARAvBMjWBEISAAAudOAGJ67iMA/QcBEDBCIEdMkbzBCFlLCoE19Q0BVvqscGeWADzTmAnNJXl9vpumSIk/ZT/GiAIBEACBgEDXYhoJWErEEp+rOpb4w8OCukGvwgYiGP2nXPbiYuJ7Vzcf6Xren2ZwcDNFe3GBAAj0kUDXYkpMD9t7FrGP91tvslTkJvyc//bpdsP0SZDmw+B2/vhmRR9ubj+J51kF98/if4PbCwzGshYX8+hdZRzRzINCZ4+X2sfRgT6BAAhoE7BATMO2br75Jc2ezsaDw24tdLX+tbiaDPbPkTJubm+kUh+RXunypvxKxSOO/yK23aK/BF6vcIOXk4E3mhduJNTvD54EARCwgYBFYrq4HHmH190RKpv17jCYLMsX8cfIcjX7F3Zp9S7p+N5vD8nbFw/LiS/94PvtcK60aTRfXqylqzyYXPHCXvi1XELgOMPJ1UOPu0DAJQIWiCnJo/DX5t5zYiUdfq44hSxsYjcg/5ioRfAkyftnscvA+wzr/WA8Cw+taHtC/mH1sveG79NnWS02ElWBAAi0R8ACMZV7o7TjObpMnM+oe6aBbEnpElukUlO7OtGZvh/Ga3b6Hhi1ZzHUBAIgYCUBC8RUclk9bQ+jWflRUEhxc/tI6+Yajt/u9ZCW7XqWidbsGmde9WrAUyAAAu4QsEZM5WJZ7jFqXXwa5fnfKp9GcT3kVUY+7fTuQV/CIymn3VulDJ0G8/layvfWeQz3gAAIuEHAHjENnNNY5dQ9U3m+k3jHVJz/KMt/fd50HvS8jw7Wr70neZoflE5LdlmzrDM4mY/P4qUK02YDnztVeLOVjqHiWpudoel3FXeCAAi0RSAnahRC5LYFv416YE19ymClzwp3ZgnY5JnCPiAAAiDgLAGIqbOmQ8NBAARsIoDg0DZZA20BARBwlgA8U2dNh4aDAAjYRABiapM10BYQAAFnCUBMnTUdGg4CIGATAYipTdZAW0AABJwlgLQlzppOr+FIxaHHie8CK31WuDNLwH7PlEa42d8LmQp5j6mHCQUCIBATsFxMZWj9xzB6czKZiU7IKONSHKOj0CyJOKYYViAAAudMwGoxnd5dT7xYSqWdwmBN4qfxOnp6MvPS7/Of/cl19TApJ2sRCgYBEOiMgM1iSvlFMlIag5LRnygEKi/blY2A8J8yQkkUtiSddyRychU9VlPzhR/TZ1R43t3cFPJOvQqRrjozMyoGARA4NQGLxZSC2WslfBLJTKJA91GeKBlEmmJOx0Gm4xhTo/nslUNSUy6RKIiqkohERJWKBJqCSGXvDgzDlSOw3qlHKcoHAQcI2CumHMz+WLjSxcN8dNg+UYIQNW0Ia+l+fTRDntwrkAn1hBBfjOn/pnezoDjhcVK4vFigs3crDjKFKa0RotqBoYEmggAIVCFgr5iOLwa5HQkDkXKy5jDFKGVbktJHWuoJga111Qg17XkUuV/KMS4QAIFzJmCvmHJ6kbwrN8NnoKaspQ1SQSseJvvFeheJ/vGcqnrF4C4QAAG3CdgrppzmQ3/9LE6Crq/HfmqJz35jnDj0iK1kGukwawqdfensFvD2QMluhNvDA60HARDQJWCvmHKm5Ao5oYQYDvyX1BKf8+4FqaG/HH+RKpGIhPcQtFKiiD3adKW68HEfCIBAfwhYnbaEXktajnfRzuhx6nzzxbpeVqja9qRXpuigP9y6rV3MCR9EKg59uGClzwp3ZglY7JnyMT27lVpvxcv3+2sfPdUaGqmfZ9UqAw+BAAj0hIDVnqlgXOb8sUc6oYN/OpjSWpgbM5wbfkyilSGrFIO/f3i/v81y+eu798e77Me+fxgOs29a/Pz+8827N5nbD74/GOYc5v345b39LXN3xUIKWphfdlFL4oHjhkWNDWAUZJgA0pYYBoriQAAEzpOA1cv88zQJeg0CIOAiAYipi1ZDm0EABKwjADG1ziRoEAiAgIsEIKYuWg1tBgEQsI4A0pZYZxKzDUI+ALM8URoIFBGAZ4qxAQIgAAIGCEBMDUA8zyKUUNpxgG01vrYM2Z2K3c2sTphL5jxNgV5bQQBiaoUZnGsE6eFy4j9TfG2+Xi6lnKrxtelj8TPbZOxucZdm1G/noKDB500AYnre9q/XexlJOw4Fs7oRPz4jlfSyUV/SagotrQcdT9lOAGJqu4UsbF+UGibVNorz5VHs7nSWw6SaQksttCiaZIIAxNQERZQhCaxuOOtWkAsh1lRVTaGlGCx9JQAx7atlu+oXC6rIZEiaGuYkjNUUWtqVXVDvyQlATE+OuH8VcBKEsvwFnJLQi5JjhWoKLe3faECPQgIQU4yF6gQoSQzleIkDzS4e0vuk8jQqTo4l1fSazq0a5Oiq3lA8AQLtEYCYtse6RzWJHC9ROpgvly98mp94x/SLmj2Wei7TygygpT0aBehKkoD9waFhsUYEEPC4ET48DALaBOCZaqPCjSAAAiBQTKDMMy1IdFGQXqIg/4WZRBdGclRUS8XhbD4PpOLApAeBtgkgbUnbxFEfCIBALwlgmd9Ls6JTIAACbROIPdP//b//ocr/6z//u+0moD4QAAEQcJ8APFP3bYgegAAIWEAg7Zn+89//w4JWoQkgAAIg4BgBeKaOGQzNBQEQsJMAxNROu6BVIAACjhH4f6OM6i2gWvyhAAAAAElFTkSuQmCC)

En este ejemplo podemos ver como todos los RESTful web services están escritos en lenguajes diferentes, tanto los clientes como el servidor. Además cada uno de los clientes está mandando sus peticiones en diferentes formatos. Esto es la INTEROPERABILIDAD y es posible gracias a MIME types (EE de ello más adelante).

## Métodos HTTP que se usan.

Cuando solicitamos una página web, podemos hacerlo por diferentes métodos, el más común es el GET, es el que usamos cuando digitamos una dirección en nuestro navegador, en ocasiones utilizamos POST, cuando enviamos un formulario con datos, pero las aplicaciones pueden usar otros métodos como PATCH, PUT, etc.

* Listar y leer: Usan el método GET
* Crear: Usan el método POST
* Actualizar: Usan el método PATCH para actualizar y PUT para reemplazar.
* Borrar: Usan el método DELETE

## Algunos códigos de estado HTTP.

Cuando se recibe una página HTML, también se recibe un código de estado HTTP (solo uno), en los web service RESTful, estos se usan para saber el estado de la ejecución del servicio, y estos son algunos de los usados:

* 200 (Ok), cuando una operación fue exitosa.
* 201 (Created), cuando se creó un registro (¿recuerdan? Con el método POST)
* 403 (Forbidden), cuando intentamos leer un registro para el que no tenemos acceso, por ejemplo los datos del perfil de otro usuario.
* 404 (Not found), cuando intentamos leer un registro que no existe.

## MIME types.

Los tipos MIME permiten a los navegadores reconocer el tipo de archivo que el servidor web ha enviado a través de HTTP. Los servidores insertan el encabezado MIME al comienzo de cualquier transmisión web.

Como resultado, el navegador (el cliente) puede elegir un método de visualización o reproductor adecuado.

Algunos de estos reproductores están integrados generalmente en el navegador (cliente) (por ejemplo, un reproductor de imágenes GIF y JPEG, así como la capacidad de manejar archivos HTML).

Los tipos MIME, también llamados a veces tipos de medios de Internet o tipos de contenido, describen el tipo de contenido de los medios, ya sea contenido en el correo electrónico o servido por servidores web o aplicaciones web, y están destinados a ayudar a guiar a un navegador web para que procese y muestre correctamente el contenido.

Ejemplos:

* text/html "for normal web pages"
* text/plain "for plain text"
* application/octet-stream meaning “download this file”
* application/x-java-applet "for Java™ applets"
* application/pdf "for Adobe® PDF documents."

Esto ayuda a que la arquitectura REST pueda leer multiplataforma.

Para conocer cuáles existen: <http://www.iana.org/assignments/media-types/media-types.xhtml>

## \*/\*/\*/ Django \*/\*/\*/

Django es un Framework web de código abierto escrito en python. Gracias a su repidez y flexibilidad puede crearse aplicaciones web en poco tiempo, partiendo de una arquitectura MVC (Modelo Vista Controlador).

Django pone énfasis en el re-uso, la conectividad, la extensibilidad de componentes, el desarrollo rápido y el pricipio de no te repitas (DRY).

Este framework te permite comunicar tus aplicaciones con bases de datos, utentificar a tus usuarios, crear formularios, manejar la seguridad de tu aplicación, crear interfaces html, tener un panel de administración para tu aplicación.

Django nos da las bases para crear aplicaciones web, pero este puede ser extendido con ayuda de otros frameworks, por ejemplo, Django REST Framework para crear aplicaciones conocidad como RESTfull API .

Es importante tener un poco de base en Frontend, es decir, conocer un poco de CSS, Html y JavaScrip, bases de datos (operaciones CRUD) y python.

## Django REST Framework

Django REST Framework es una extención de Django Framework, que permite a los desarrolladores el crear de forma fácil REST API, utilizando los conceptos de Django, como la generación de rutas, el panel de administrador, generar módulos y unirlos para crear una REST API.

Una REST API es una API con una estructura REST que permite que diferentes aplicaciones se comuniquen entre si, incluso cuando estas están escritas en códigos diferentes. Para que no haya ningún problema en la comunicación, se toma el protocolo http, y se usan los métodos http (GET, POST, PUT y DELETE), Con ellos el cliente realizará sus peticiones y las enviará a la REST API y REST define que para retornar información, será por medio de JSON, XML, etc, junto con un código de estado.

## Código de estado.

* 20X (Correcto)
* 30X (Cache - redireccionamiento)
* 40X (No encontrado)
* 50X (Error de servidor)

# REST in action

## Software Setup.

Vamos a comenzar el proyecto.

1. Creamos una carpeta que contendrá el proyecto.
2. Creamos un entorno virtual y lo activamos,
   1. Escribe en la consola >> pip install virtualenv, asegúrate de tener la ruta del programa ‘virtualenv’ dentro del ‘path’ de las variables de entorno.
   2. Escribe >> virtualenv venv

Con esto se creará una carpeta llamada ‘venv’, ahora nuestra carpeta (que represente al proyecto) ya será un entorno virtual, pero falta activarlo.

* 1. Para activarlo escribimos en consola >> .\venv\Scripts\activate
  2. Para activarlo presionamos ‘F1’ y escribimos <select interpreter>, seleccionamos aquella que sea <venv>.

1. Procedemos a instalar los elementos que vamos a utilizar.

>> pip3 install django

>> pip3 install djangorestframework

>> pip3 install mysqlclient (en el caso de que trabajaremos con MySQL)

1. No olvides crear tu fichero de "requirements"
2. Iniciamos un proyecto en django: django-admin startproject <Nombre del proyecto>
3. Iniciamos una app, dirigete con la terminal al interior de la carpeta del proyecto y escribe: python3 manage.py startapp <nombre de la app>
4. Dentro de setting.py en el apartado de ‘INSTALED\_APPS’, colocamos:

‘rest\_framework’

‘<El nombre de todas las apps que inicialicemos>’

1. Si gustas puedes a empezar a crear tu repositorio desde aquí

## Start Project.

1. En la terminal (venv) escribimos

>> django-admin startproject <nombre de proyecto> .

(no olvides el punto al final “ . ”). En <nombre de proyecto> se recomienda no usar nombres como ‘python’, ‘django’ o ‘test’, ya que son módulos que probablemente el framework utiliza y puede llegar a ocasionar errores más adelante. En este ejemplo se llamara “DRF\_CRUD”

1. Iniciamos una aplicación:

>> python manage.py startapp <nombre de la app>

En este caso lo nombraremos ‘projects’

Esta aplicación aun no es conocida por nuestro proyecto, por lo que hay que agregarlo a ‘DRF\_CRUD/settings.py -> INSTALLED\_APP’, al igual que la aplicación de ‘rest\_framework’.

INSTALLED\_APPS = [

    'django.contrib.admin',

    'django.contrib.auth',

    'django.contrib.contenttypes',

    'django.contrib.sessions',

    'django.contrib.messages',

    'django.contrib.staticfiles',

    'rest\_framework',

    'projects',

]

# Modelo de datos.

Vamos a crear un modelo de proyecto para que nuestra API pueda hacer uso de nuestra tabla. Nos dirigimos a ‘projects/models.py’ y creamos un modelo.

from django.db import models

class Project(models.Model):

    title = models.CharField(max\_length=200)

    description = models.TextField()

    technology = models.CharField(max\_length=200)

    created\_at = models.DateTimeField(auto\_now\_add=True)

Por último, debemos migrar los modelos a la base de datos para poder usarlas más adelante.

>> python manage.py makemigrations

>> python manage.py migrate

# API

Vamos a crear nuestra REST API, es momento de crear nuestros endpoints. Cuando nosotros ejecutamos nuestro módulo principal debemos crear un ‘ViewSet’, a través de Django podrá convertir los datos de python en objetos Json que luego podrán ser consultados por el cliente, también nos permite definir quién podrá acceder a estos datos. Para poder entender esto mejor continua la práctica.

Creamos un fichero en nuestra aplicación ‘projects/**serializers.py**’, aquí llamaremos un módulo especial de REST Framework (serializers).

from rest\_framework import serializers

Aquí indicaremos que esto está basado en un modelo que hemos creado anteriormente (class **Project**).

from .models import Project

Ahora hay que hacer que Django sepa que contestar cuando se haga alguna petición (Post, Put, Get, etc.)

# Esto convertirá un modelo en datos que puedan ser consultados

class ProjectSerializer(serializers.ModelSerializer):

    class Meta():

        # Nombre del modelo al que hacemos referencia.

        model = Project

        # Colocamos los campos que puedan ser consultados, es decir, que serán serializados.

        fields = ('id', 'title', 'description', 'technology', 'created\_at')

        # Definimos que campos son solo de lectura, es decir que no podrán ser modificados.

        read\_only\_fields = ('created\_at')

Con todo lo anterior ya tenemos a nuestro serializer. Ahora sí vamos a crear el ViewSet.

El **ViewSet** nos permite establecer quien puede consultar el **‘ProjectSerializer()’** del serializador.

Creamos un archivo ‘projects/api.py’ e importamos nuestro modelo.

from .models import Project

Importamos el módulo **Viewsets** y **permissions.**

from rest\_framework import viewsets, permissions

También vamos a importar el serializador que acabamos de crear hace poco para poder serializar los datos de ‘queryset’.

from .serializers import ProjectSerializer

Vamos a colocar lo siguiente en nuestro fichero actual, justo por debajo de nuestras importaciones.

# Qué consultas se podrán hacer.

class ProjectViewSet(viewsets.ModelViewSet):

    queryset = Project.objects.all()

    # Cualquier cliente o aplicación cliente podrá solicitar datos al servidor, más adelante puedes cambiarlo por 'IsAuthenticated' para que solo de acceso a los autentificados

    permission\_classes = [permissions.AllowAny]

    # A partir de que serializer se va serializar el queryset, es decir, cómo lo se va a convertir.

    serializer\_class = ProjectSerializer

Hasta aquí ya terminamos nuestra API, pero hace falta una URL que el cliente pueda consultar.

Creamos un fichero en nuestra app ‘projects/urls.py’

Podríamos crearlo manualmente como se ha hecho en otros ejemplos, donde hacemos uso de ‘urlpatterns = []’, y agregando las rutas una a una, pero con ayuda de DRF no hay necesidad de esto, pues contamos con la ayuda un módulo especial (**routers**) que nos ayudará a crear todas las rutas básicas (lo que se conoce como el CRUD).

from rest\_framework import routers

Este módulo router lo tenemos que ejecutar y con ayuda de ‘DefaultRouter’ vamos podremos crear el CRUD

router = routers.DefaultRouter()

Trabajaremos con el conjunto de datos que vienen del ViewSet que hicimos hace poco.

from .api import ProjectViewSet

Utilizando la variable creada ‘router’ (ya no ‘urlpatterns’), vamos a registrar el nombre de la ruta (‘api/projects’), indicaremos que está basado de ViewSet (ProjectViewSet) y por último nombraremos la ruta.

router.register('api/projects', ProjectViewSet, 'projects')

Y con esto ya tenemos una ruta creada con los verbos html (CRUD)