# 第1集-登陆新手村：JAVA的背景知识和JDK的安装和配置

1. 目前企业最流行的JAVA版本是？

JAVA8

1. JVM、JRE、JDK的全称分别是？

JVM: Java Virtual Machine

JRE: Java Runtime Environment

JDK: Java Development Kit

3. 实操：完成JDK的安装和配置。

1. 下载

2. 安装（和安装一般软件一样。建议安装到默认目录）

3. 配置环境变量

(1) 新建系统变量：JAVA\_HOME

(2) 修改path变量：%JAVA\_HOME%\bin

# 第2集-写出第一个JAVA程序和错误调试技巧

1. 完成自己的第一个JAVA程序（实操）

|  |
| --- |
| public class Welcome{  public static void main(String[] args){  System.out.println("Hello world！");  }  } |

1. 写出JAVA程序的运行过程（简答题）
2. 进入java源文件的目录
3. javac Welcome.java
4. java Welcome

3. 写出解决第一个bug的过程（简答题）

根据自己遇到的问题解决步骤，自己完成。

# 第3集-名字很重要：标识符\_变量\_JAVA关键字\_注释

**作业**

1. 如下合法的标识符是哪些？
2. age B. $123 C. 3a D. \_go E. 年龄
3. Salary#

答案：A,B,D,E

1. 针对自己的JAVA程序，写出单行、多行注释【实操】

略。简单写出注释即可。

1. 高猿猿在京东上班，月薪3万，每年15薪。计算出我的年收入。 【实操】

|  |
| --- |
| int monthlySalary = 30000; int monthNum = 15; int yearSalary = monthlySalary\*monthNum; System.*out*.println(yearSalary); |

# 第4集-盘点武器库：（数据类型有八种）基本数据类型\_整型\_浮点型(上)

**作业**

1. byte、short、int、long分别占用几个字节？以及表数范围是多少？【简答】

|  |  |  |
| --- | --- | --- |
| **类型** | **占用存储空间** | **表数范围** |
| byte | 1字节 | -27 ~ 27-1（-128~127） |
| short | 2字节 | -215 ~ 215-1 （-32768~32767） |
| int | 4字节 | -231 ~ 231-1 (-2147483648~2147483647) 约21亿 |
| long | 8字节 | -263 ~ 263-1 |

1. float、double分别占用几个字节？以及表述范围是多少？【简答】

|  |  |  |
| --- | --- | --- |
| **类型** | **占用存储空间** | **表数范围** |
| float | 4字节 | -3.403E38~3.403E38 |
| double | 8字节 | -1.798E308~1.798E308 |

1. 我拥有3万个比特币，按照今日市价，折算成人民币，我的身价是多少？如果用整型变量表示，用哪种类型合适？【实操】

|  |
| --- |
| int bitcoinNum = 30000;  int bitcoinValue = 50000; *//2020-3-8，网上查询的价格。按照整数计算,5万美金 // int myWorth = bitcoinNum\*bitcoinValue; //身价15亿。考虑到比特币升值情况，很快突破20亿。int就不够了，建议使用long* long myWorth = bitcoinNum\*bitcoinNum;   System.*out*.println(myWorth); |

1. long和float的表数范围，谁更大？【简答】

float是浮点数表数不精确，表数范围更大。

# 第5集-盘点武器库：(万物皆可数字化)\_字符集char\_boolean(下)

**作业**

1. char类型采用的是什么字符集？【简答】

Unicode字符集

1. 完成课堂上的测试代码【实操】

|  |
| --- |
| public class TestChar {  public static void main(String[] args) {    //测试char  char c1 = 'A';  char c2 = '高';    System.out.println(c1);  System.out.print(c2);    char c3 = '\n';  char c4 = '淇';  System.out.print(c2);  System.out.print(c3);  System.out.print(c4);    //字符串不是基本数据类型，是类！  String str = "\n\n我爱你，\t\t\"中国\"！China！";  System.out.print(str);      }      } |

1. 说明一下：ASCII、ISO88591、GBK、Unicode、UTF-8的关系？【简答】
2. ASCII字符集表示了英文字母、数字、特殊字符、控制符，所有字符集的老祖宗，大家都会兼容它。
3. ISO8859-1,别名叫latin-1, 包含了256个字符。前128个字符与ASCII中完全相同。后128个包括了西欧语言、希腊语、泰语、阿拉伯语、希伯来语对应的文字符号
4. GB2312/GBK、GB18030：两个字节表示1个汉字。两个字节可以表示65536个状态，汉字再多也能全部包含。后来，又有了。
5. Unicode字符集是为了给全世界所有字符一个唯一的编码，两个字节表示1个字符。

# 第6集-七十二变运算符基本运算符

1. 位运算&符号、&逻辑运算两个&符号它们区别

位运算&两边可以是数字，按位对数字进行运算。

&逻辑运算：是对boolean进行运算。

&&短路与：是逻辑运算的短路运算。

⒉.变量a小于100大于50如何表示

a<100&&a>50

3.描述一下短路与、短路或

短路与：前一个结果是false，则后面不做运算，返回false。

短路或：前一个结果是true，则后面不做运算，返回true。

4.完成老师课堂上敲的测试代码

|  |
| --- |
| public class TestOperator {  public static void main(String[] args) {  System.out.println("=======算术运算符========");  int a = 3;  int b = 4;  int c = (a+b)\*4;  System.out.println(c);  int d = 15/4;  System.out.println(d);  int d2 = 5%3; //结果是：余数2  System.out.println(d2);    a = 10;  //b = a++; //先赋值，后自增  //b = ++a; //先自增，后赋值  b = a--; //b = --a;      System.out.println(a);  System.out.println(b);    System.out.println("=======扩展运算符========");  a = 20;  b = 30;  a += b; //a = a+b;  System.out.println(a);  System.out.println(b);    System.out.println("=======关系运算符========");  a = 20;  b = 30;  boolean result = a<b;  System.out.println(result);    System.out.println("=======逻辑运算符========");  boolean b1 = true & false; //false  boolean b2 = true | false; //true  boolean b3 = !b2; //false  boolean b4 = true^true; //false    System.out.println(b1);  System.out.println(b2);  System.out.println(b3);  System.out.println(b4);      //短路与、短路或  // int w = 3/0;  boolean b5 = 3<4 || (4<4/0);  System.out.println(b5);    System.out.println("=======位运算符========");  int m = 3;  int n = 7;  int p2 = m|n;  int p1 = m&n;  int p3 = m^n; //^异或的意思；不是数学中的幂运算  int p4 = ~m; //按位取反    System.out.println(p1);  System.out.println(p2);  System.out.println(p3);  System.out.println(p4);    int m2 = 3<<3; //3\*2\*2\*2 24  int m3 = 12>>2; //12/2/2 3    System.out.println(m2);  System.out.println(m3);    System.out.println("=======字符串连接符========");  int r1 = 3;  int r2 = 4;  System.out.println(r1+r2); //7  System.out.println("结果是："+r1+r2); //结果是：34        System.out.println("=======条件运算符========");  int y1 = 300;  int y2 = 40;  int minY = y1<y2?y1:y2; //总是返回y1和y2比较小的值    System.out.println(minY);    }    } |

# 第7集-类型转换小暗器：数据类型自动和强制转换

1.人的心跳一分钟80次，人的一生活了80岁,计算出一共心跳多少次?

|  |
| --- |
| int heartbeatPerMinute = 80; *//每分钟心跳次数* int age = 80; long heartbeatNum = 1L\*heartbeatPerMinute\*80\*365\*24\*60; System.*out*.println(heartbeatNum); |

⒉.用户名、年龄、月薪整个的输入程序

|  |
| --- |
| /\*\*  \* 测试键盘输入  \*/  import java.util.Scanner;  public class TestSystemIn {    public static void main(String[] args) {  Scanner scanner = new Scanner(System.in);  System.out.println("请输入您的账户名：");  String username = scanner.nextLine();  System.out.println("请输入年龄：");  int age = scanner.nextInt();  System.out.println("请输入月薪：");  double salary = scanner.nextDouble();  System.out.println("=======录入的信息如下=========");  System.out.println("账户名："+username);  System.out.println("年龄："+age);  System.out.println("年薪："+(salary\*12));    }  } |

# 第8集-开发神器帮大忙：IDEA的安装和使用

1. 安装和配置IDEA

根据课堂视频，完成操作。

1. 完成你的第一个Java项目

根据课堂视频，完成操作。

# 第9集-正确选择是胜利：控制语句\_if\_else

1. 随机生成0-100的分数如果60以下则输出不及格；60-69则输出一般；70-79输出良好；80-89输出优秀；90以上输出天才；

|  |
| --- |
| int score = (int)(Math.*random*()\*100); System.*out*.println("分数："+score); if(score<60){  System.*out*.println("不及格！"); }else if(score<70){  System.*out*.println("一般！"); }else if(score<80){  System.*out*.println("良好！"); }else if(score<90) {  System.*out*.println("优秀！"); }else{  System.*out*.println("天才！"); } |

# 第10集-值选择真特殊：控制语句\_switch

1. 完成老师课堂上关于switch的代码

|  |
| --- |
| /\*\*  \* 测试switch语句  \*/  public class TestSwitch {  public static void main(String[] args) {  //grade表示大学年级  int grade = 1;  if(grade==1) {  System.out.println("大学一年级，可以放松一下，学着谈谈恋爱");  }else if(grade==2){  System.out.println("大学二年级，少玩点游戏，不空虚，不慌嘛？");  }else if(grade==3) {  System.out.println("大学三年级，专业课开始了，好好学，找份好工作");  }else{  System.out.println("大四了，要毕业了。因为跟着尚学堂学习，好工作搞定！");  }  switch (grade){  case 1:  System.out.println("大学一年级！");  break;  case 2:  System.out.println("大学二年级！");  break;  case 3:  System.out.println("大学三年级！");  break;  default:  System.out.println("大学四年级");  break;  }  int month = 2; //1表示1月，2表示2月...  if(month==1||month==2||month==3) {  System.out.println("春季！");  }else if(month==4||month==5||month==6){  System.out.println("夏季！");  }else if(month==7||month==8||month==9){  System.out.println("秋季！");  }else{  System.out.println("冬季！");  }  switch (month) {  case 1:  case 2:  case 3:  System.out.println("春季！");  break;  case 4:  case 5:  case 6:  System.out.println("夏季！");  break;  case 7:  case 8:  case 9:  System.out.println("秋季！");  break;  default:  System.out.println("冬季！");  break;  }  String car = "比亚迪";  //switch表达式接收的：整数、枚举、字符串  switch (car){  case "奥迪":  System.out.println("我买了一个奥迪车！");  break;  case "奔驰":  System.out.println("买了一个大奔！");  break;  case "比亚迪":  System.out.println("比亚迪，挺好！");  break;  default:  System.out.println("吉利！");  break;  }  }  } |

1. 使用switch语句完成。生成代表星期的随机数字（0代表星期日，1代表星期一，2代表星期二，...）。如果是1，则输出“星期一”，如果是2，则输出“星期二”，以此类推。

|  |
| --- |
| *//生成代表星期的随机数字（0代表星期日，1代表星期一，2代表星期二，...）* int weekday = (int)(Math.*random*()\*7); System.*out*.println("随机数："+weekday);  String weekStr = ""; switch (weekday){  case 0:  weekStr="星期日";  break;  case 1:  weekStr="星期一";  break;  case 2:  weekStr="星期二";  break;  case 3:  weekStr="星期三";  break;  case 4:  weekStr="星期四";  break;  case 5:  weekStr="星期五";  break;  case 6:  weekStr="星期六";  break; } System.*out*.println(weekStr); |

# 第11集-重复一定生力量：控制语句\_循环(while/for)

1. 分别使用while和for循环，打印出1-100之间的数字

|  |
| --- |
| int i=1; while(i<=100){  System.*out*.println(i);  i++; } |
| *for(int i=0;i<=100;i++){  System.out.println(i); }* |

1. 分别使用while和for循环，计算1+2+...+100的和。

|  |
| --- |
| int i=0;  int sum = 0;  while(i<=100){ *// sum = sum + i;* sum += i;  i++;  }   System.*out*.println("和："+sum); |
| int sum02 = 0; for(int m=0;m<=100;m++) {  sum02 += m; } System.*out*.println(sum02); |

# 第12集-重复重复成天才：控制语句\_嵌套循环

1. 使用嵌套循环，打印输出5\*5的排版方阵，格式如下：

\* # \* # \*

# \* # \* #

\* # \* # \*

# \* # \* #

\* # \* # \*

|  |
| --- |
| for(int i=0;i<5;i++) {  for(int j=0;j<5;j++) {  if(j%2==0) {  System.*out*.print("\*\t");  }else{  System.*out*.print("#\t");  }  }  System.*out*.println(); } |

# 第13集-停止重复想静静：break和continue语句

1. 产生100以内的随机数，直到随机数为88时终止循环

|  |
| --- |
| public static void main(String[] args) {  //产生100以内的随机数，直到随机数为88时终止循环  int count = 0;  while (true) {  int m = (int)(Math.random()\*100);  System.out.println(m);  count++;  if(m==88){  break;  }  }  System.out.println("一共循环次数："+count);  } |

1. 把100~150之间不能被3整除的数输出，并且每行输出5个

|  |
| --- |
| public static void main(String[] args) {  //把100~150之间不能被3整除的数输出，并且每行输出5个  int count = 0; //计数器：表示每行输出几个  for(int i=100;i<=150;i++) {  if(i%3==0) {  continue;  }  System.out.print(i+"\t");  count++;  if(count%5==0) {  System.out.println();  }  }  } |

# 第14集 融会贯通任督脉：控制语句综合练习

1. 使用for循环，打印出从a-z的26个字母。

|  |
| --- |
| //使用for循环，打印出从a-z的26个字母  char c = 'a';  for(int i=0;i<26;i++){  char temp = (char)(c+i);  System.out.print(temp+",");  } |

1. 打印输出9×9乘法表

|  |
| --- |
| //打印99乘法表  for(int n=1;n<=9;n++) {  for(int m=1;m<=n;m++){  System.out.print(m+"\*"+n+"="+(m\*n)+"\t");  }  System.out.println();  } |

1. 完成薪水计算器小软件的开发

|  |
| --- |
| import java.util.Scanner;  /\*\*  \* 年薪计算小软件  \*/  public class SalarySoft {  public static void main(String[] args) {  Scanner scanner = new Scanner(System.in);  System.out.println("年薪计算小软件");  while(true) {  System.out.println("请输入月薪：");  int monthSalary = scanner.nextInt();  System.out.println("请输入一年多少个月薪资：");  int months = scanner.nextInt();  int yearSalary = monthSalary\*months;  System.out.println("您的年薪："+yearSalary);  if(yearSalary>=100000&&yearSalary<=200000) {  System.out.println("您表现不错，已经超过90%的国人！");  }  if(yearSalary>200000) {  System.out.println("您是大款，已经超过98%的国人！");  }  System.out.println("请输入命令88[退出],66[继续]");  int commandNum = scanner.nextInt();  if(88==commandNum) {  System.out.println("退出软件");  break;  }  if(66==commandNum) {  System.out.println("请重新输入数据...");  continue;  }  }  }  } |

# 第15集 有了方法万事通：方法的定义\_内存结构

1. 定义一个计算器类，类实现了两个数字的相加、相减、相乘、相除。

|  |
| --- |
| public class Calculator {   public static int add(int a,int b) {  return a+b;  }  public static int minus(int a,int b) {  return a-b;  }   public static int multiple(int a,int b) {  return a\*b;  }   public static int division(int a,int b) {  return a/b;  }   public static void main(String[] args) {  int num1 = 100;  int num2 = 200;  int sum = *add*(num1,num2);   } } |

1. 画出课堂上，调用add()方法时，add()方法对应栈帧的示意图。【选做】

![](data:image/png;base64,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)

# 第16集 同名方法大比拼：方法的重载

1. 完成课堂上关于重载的代码练习。

|  |
| --- |
| /\*\*  \* 测试方法的重载  \*/  public class TestOverload {  public static void main(String[ ] args) {  add(100.25,200);  add(100,200,300);  }  /\*\* 求和的方法 \*/  public static int add(int n1, int n2) {  int sum = n1 + n2;  return sum;  }  //方法名相同，参数类型不同，构成重载  public static double add(double n1, int n2) {  double sum = n1+n2;  return sum;  }  //方法名相同，参数个数不同，构成重载  public static int add(int n1, int n2,int n3) {  int sum = n1 + n2 + n3;  return sum;  }  //方法名相同，参数顺序不同，构成重载  public static double add(int n1, double n2) {  double sum = n1+n2;  return sum;  }  /\*  //编译错误：只有返回值不同，不构成重载  public static void add(int n1, double n2) {  double sum = n1+n2;  return sum;  }  \*/  /\*  //编译错误：只有参数名称不同，不构成重载  public static double add(int m1, double m2) {  double sum = m1+m2;  return sum;  }  \*/  } |

1. 重载的方法是完全不同的方法，只是名字相同而已。这句话，对吗？

是的。

# 第17集 万事万物皆对象：面向对象编程\_类和对象

1. 按照课堂代码，定义一个学生类，包含：id、name、score、age四个属性。包含：study()方法。

|  |
| --- |
| public class Student {  //静态特征（数据）  int id;  String name;  int score;  int age;  //方法（动态行为）（对数据的操作）  public void study(){  System.out.println("正在学习："+name);  }  } |

1. 按照课堂代码，调用创建好的学生类。创建两个学生对象：
   * + 1. id：1001，name：高淇，score：90，age：18
       2. id：1002，name：高小二、score：80，age：19
       3. 调用其中一个对象的study()方法

|  |
| --- |
| //main方法是程序的入口！  public static void main(String[] args) {  Student stu01 = new Student();  stu01.id = 1001;  stu01.name = "高淇";  stu01.score = 90;  stu01.age = 18;  Student stu02 = new Student();  stu02.id = 1002;  stu02.name = "高晓尔";  stu02.score = 80;  stu02.age = 19;  stu01.study();  stu02.study();  } |

# 第18集 典型对象深掌握：面向对象编程\_一个典型的类定义和调用

1. 完成课堂上的学生类、电脑类的定义，并处理两个类之间的关系。

|  |
| --- |
| public class Computer {  String brand; //品牌  int price; //价格  } |
| public class BaizhanStudent {  int id;  String sname;  int age;  Computer computer;  void study(){  System.out.println("我正在学习！使用的电脑是："+computer.brand);  }  public static void main(String[] args) {  Computer c1 = new Computer();  c1.brand = "联想";  c1.price = 6000;  Computer c2 = new Computer();  c2.brand = "dell";  c2.price = 5000;  BaizhanStudent stu1 = new BaizhanStudent();  stu1.id = 1001;  stu1.sname = "高淇";  stu1.age = 18;  stu1.computer = c1;  stu1.study();  }  } |

# 第19集 毛坯房子装修美：面向对象编程\_构造方法详解

1. 构造方法也是方法，只是一种特殊的方法而已。请写出使用它的4个要点。
   1. 构造器通过new关键字调用。
   2. 构造器不能定义返回值类型(返回值的类型肯定是本类)，不能在构造器里使用return返回某个值。
   3. 如果我们没有定义构造器，则编译器会自动定义一个无参的构造方法。如果已定义则编译器不会自动添加！
   4. 构造器的方法名必须和类名一致！
2. 完成课堂上定义：二维点的练习。

|  |
| --- |
| /\*\*  \* 描述二维空间中的一个点  \*/  public class Point {  double x;  double y;  public Point(double \_x, double \_y){  x = \_x;  y = \_y;  }  public static void main(String[] args) {  Point p1 = new Point(3.0, 4);  System.out.println(p1.x);  }  } |

1. 完成课堂上“User”类，并重载多个构造方法。

|  |
| --- |
| /\*\*  \* 模拟网站的账户（用于测试构造方法的重载）  \*/  public class User {  int id;  String uname; //用户名  String pwd; //密码  User(){  }  public User(int \_id) {  id = \_id;  }  public User(int \_id, String \_uname, String \_pwd ) {  id = \_id;  uname = \_uname;  pwd = \_pwd;  }  public static void main(String[] args) {  User u1 = new User();  User u2 = new User(1001);  User u3 = new User(1002,"高淇","123456");  }  } |

# 第20集 内存图形底层通：图形化分析内存\_栈和堆\_类的加载和对象创建

1. 绘制课堂上TestPerson类执行时的内存变化图【简答和绘图】

参考视频，自行绘制。

1. 分别说明：虚拟机栈、堆、方法区的特点【简答】

**栈的特点如下：**

1. 栈描述的是方法执行的内存模型。每个方法被调用都会创建一个栈帧（存储局部变量、操作数、方法出口等）
2. 栈的存储特性是“先进后出，后进先出”
3. 栈是由系统自动分配，速度快！栈是一个连续的内存空间！

**其他特性（先了解，后面多线程中会深入）：**

1. JVM为每个线程创建一个栈，用于存放该线程执行方法的信息（实际参数、局部变量等）
2. 栈属于线程私有，不能实现线程间的共享！

**堆的特点如下：**

1. 堆用于存储创建好的对象和数组(数组也是对象)
2. 堆是一个不连续的内存空间，分配灵活，速度慢！
3. JVM只有一个堆，被所有线程共享

**方法区（又叫静态区,也是堆）特点如下：**

1. 方法区是JAVA虚拟机规范，可以有不同的实现。
   1. JDK8是“元数据空间”和堆结合起来。
2. 方法区实际也是堆，只是用于存储类、常量相关的信息！
3. 用来存放程序中永远是不变或唯一的内容。（类信息【Class对象，反射机制中会重点讲授】、静态变量、字符串常量等）
4. JVM只有一个方法区，被所有线程共享！

# 第21集 自我本我都是我：图形化分析内存\_this的本质

1. this的本质是什么？【简答】

this的本质就是“当前对象的地址”！普通方法中，this总是指向调用该方法的对象。构造方法中，this总是指向正要初始化的对象。

1. 课堂代码中，写出this在构造方法中的典型用法。【实操】

见作业3

1. 课堂代码中，写出this()调用重载构造方法的案例。【实操】

|  |
| --- |
| /\*\*  \* this的用法测试  \*/  public class User2 {  int id;  String name;  String pwd;  public User2(){  }  public User2(int id,String name) {  System.out.println("正在要初始化的对象："+this);  this.id = id;  this.name = name;  }  public User2(int id,String name,String pwd) {  this(id,name); //调用了重载的构造器！这种调用，必须位于构造方法的第一行！  this.pwd = pwd;  }  public void login(){  System.out.println("要登录："+this.name+",密码："+this.pwd);  }  public static void main(String[] args) {  User2 u = new User2(101,"高晓琪");  u.login();  User2 u3 = new User2(102,"高晓武","123456");  System.out.println(u3.pwd);  System.out.println(u3.name);  }  } |

# 第22集 类的下属都有谁：图形化分析内存\_static的本质

1. static修饰的属性和方法，从属于类。普通属性从属于对象。这句话对吗？

对。

1. 完成课堂代码，并画内存图或文字说明，说明“static方法中不能使用this的原因”。

|  |
| --- |
| /\*\*  \* 测试static的用法  \*/  public class TestStatic {  int id;  static String company = "北京尚学堂";  static int companyId = 0;  static {  System.out.println("类被初始化的调用！");  companyId = 111222;  }  static void printCompany(){  System.out.println(company);  // System.out.println(this); //static方法中不能使用非static成员！  }  void login(){  System.out.println("登陆");  }  public static void main(String[] args) {  TestStatic.printCompany();  TestStatic t1 = new TestStatic();  t1.login();  TestStatic t2 = new TestStatic();  t2.login();  }  } |

内存图，请参考视频自行绘制出。或者对视频截图。

# 第23集 百类千类用包管：面向对象编程\_package和import

1. package在java中的作用类似于“操作系统中文件夹的作用”。主要解决哪两个问题？

主要解决两个问题：多个类的管理、类的重名问题。

1. 完成课堂上导入“同名类”的处理代码，并说明如何处理？

com.itbaizhan.test2.Car car = new com.itbaizhan.test2.Car();

遇到同名类。类名前面增加包名区分即可。

1. 哪一个包中的代码，我们是不需要导入可以直接使用的？

java.lang核心包

# 第24集 父爱一切给孩子：面向对象编程\_继承\_方法重写

1. 完成课堂上关于继承的代码

|  |
| --- |
| package com.itbaizhan.inherit;  import java.util.Objects;  /\*\*  \* 测试继承的基本用法  \*/  public class TestExtends {  public static void main(String[] args) {  Student stu1 = new Student("高淇",172,"java");  stu1.rest();  stu1.study();  System.out.println(stu1.name);  //instanceof判断对象是否是这个类的实例对象  System.out.println(stu1 instanceof Student);  System.out.println(stu1 instanceof Person);  }  }  class Person {  String name;  int height;  public void rest(){  System.out.println("休息一会！");  }  }  class Student extends Person {  String major;  public void study(){  System.out.println("Student.study");  }  public Student(String name,int height,String major){  this.name = name;  this.height = height;  this.major = major;  }  } |

1. 完成课堂上关于方法重写的代码

|  |
| --- |
| package com.itbaizhan.inherit;  /\*\*  \* 测试重写  \*/  public class TestOverride {  public static void main(String[] args) {  Horse h1 = new Horse();  h1.run();  Plane p = new Plane();  p.stop();  }  }  class Vehicle{  //final修饰方法。则这个方法不能在子类中重写！  public final void addOil(){  System.out.println("oil!!!");  }  public void run(){  System.out.println("run....");  }  public void stop(){  System.out.println("stop...");  }  }  class Horse extends Vehicle {  public void run(){  System.out.println("四踢翻飞，嘚嘚...");  }  }  class Plane extends Vehicle {  public void run(){  System.out.println("天上飞..");  }  public void stop(){  System.out.println("在机场停下，不能再天上停");  }  } |

1. final修饰类、修饰变量、修饰方法分别代表什么意思？

final修饰变量：常量

final修饰方法：不可重写

final修饰类： 不能被继承

# 第25集 组合继承谁更好：面向对象编程\_继承和组合

1. 组合的核心实现原理是什么？

组合”的核心就是“将父类对象作为子类的属性”，然后，“子类通过调用这个属性来获得父类的属性和方法”。

1. is-a, has-a这两种关系，哪种使用继承？哪种使用组合？

is-a关系用继承；

has-a关系用组合；

1. 完成课堂上关于组合的测试代码

|  |
| --- |
| package com.itbaizhan.inherit;  /\*\*  \* 测试组合  \*/  public class TestComposition {  public static void main(String[] args) {  Stu stu = new Stu("高淇",172,"java");  stu.person.rest();  System.out.println(stu.person.name);  System.out.println(stu.person.height);  System.out.println(stu.major);  }  }  class Stu {  Person person = new Person();  String major;  public void study(){  System.out.println("Stu.study");  }  public Stu(String name,int height,String major){  this.person.name = name;  this.person.height = height;  this.major = major;  }  }  class CPU {  void calculate(){  System.out.println("CPU.calculate");  }  }  class Memory {  void store(){  System.out.println("Memory.store");  }  }  class Computer {  CPU cpu = new CPU();  Memory memory = new Memory();  } |

# 第26集 万物同宗道生一：面向对象编程\_Object类\_重写toString等方法

1. 学会查看Object类源码（注意：暂不要求看懂）

鼠标放到类上，ctrl+左键即可查看源码

1. 完成课堂上，重写toString的代码

见作业3

1. 完成课堂上，重写equals的代码

|  |
| --- |
| import java.util.Objects;  /\*\*  \* 测试Object类的用法  \*/  public class TestObject {  public static void main(String[] args) {  Employee e1 = new Employee(1001,"张三");  Employee e2 = new Employee(1001,"张三");  System.out.println(e1); //打印对象默认是调用的toString()  System.out.println(e1==e2); //两个对象是否相同！  System.out.println(e1.equals(e2)); //两个对象是否相等（逻辑上进行某些值的比较）  }  }  class Employee extends Object {  int id;  String name;  public Employee(int id, String name) {  this.id = id;  this.name = name;  }  @Override  public String toString() {  return "雇员编号："+id+"，姓名："+name;  }  @Override  public boolean equals(Object o) {  if (this == o) return true;  if (o == null || getClass() != o.getClass()) return false;  Employee employee = (Employee) o;  return id == employee.id;  }  @Override  public int hashCode() {  return Objects.hash(id);  }  } |

# 第27集 向上追根好溯源：面向对象编程\_super和继承内存分析

1. 创建子类对象的过程中，实际只创建了一个子类对象并没有创建父类对象。 这句话，对吗？

是的。

1. super就是父类对象的引用。这句话，对吗？

为了方便理解super可以看做父类对象的引用。但是，创建子类对象过程并没有产生父类对象，super只是代表了父类的特征。

1. 完成课堂上关于super的测试代码。

|  |
| --- |
| public class TestSuper {  public static void main(String[] args) {  Child c = new Child();  c.show();  }  }  class Parent {  int num = 300;  public void show(){  System.out.println("父类中，show()");  }  public Parent(){  // super();  System.out.println("初始化父类对象！");  }  }  class Child extends Parent{  int num = 1000;  public Child(){  super();  System.out.println("初始化子类对象！");  }  @Override  public void show() {  System.out.println("子类中，show()");  super.show();  System.out.println("子类中，num："+num);  System.out.println("父类的num："+super.num);  }  } |

# 第28集 内聚低耦是封装：面向对象编程\_封装

1. 将下表内容填出来：

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **访问权限修饰符** | | | | |
| **修饰符** | **同一个类** | **同一个包中** | **子类** | **所有类** |
| private | **√** |  |  |  |
| default | **√** | **√** |  |  |
| protected | **√** | **√** | **√** |  |
| public | **√** | **√** | **√** | **√** |

1. 完成课堂上的封装实现的测试代码。

由于有多个类。大家直接看课堂源代码即可。

# 第29集 一句多义即多态：面向对象编程\_多态\_对象的转型（向上、向下）

1. 一句话说：多态指的是什么？

**多态指的是同一个方法调用，由于对象不同可能会有不同的行为。**

1. 多态的三个必要条件是什么？

继承，方法重写，父类引用指向子类对象

1. 完成课堂中，多态的代码案例。

|  |
| --- |
| package com.itbaizhan.polymorphism;  public class Animal {  public void shout(){  System.out.println("Animal.shout");  }  }  class Dog extends Animal {  public void shout(){  System.out.println("汪汪汪！");  }  public void watchDoor(){  System.out.println("Dog.watchDoor");  }  }  class Cat extends Animal {  public void shout() {  System.out.println("喵喵喵！");  }  } |
| package com.itbaizhan.polymorphism;  public class TestPolym {  public static void main(String[] args) {  Dog d = new Dog();  animalCry(d);  Cat c = new Cat();  animalCry(c);  //对象的转型  Animal a = new Dog();  a.shout();  // a.watchDoor();  //强制转型  Dog a2 = (Dog)a;  a2.watchDoor();  // Cat a3 = (Cat)a; //运行时报错：java.lang.ClassCastException  }  static void animalCry(Animal a){  System.out.println("step1");  a.shout(); //多态的三个必要条件：继承、方法的重写、父类引用指向子类对象  System.out.println("step2");  }  } |

1. 完成课堂中，对象转型的代码案例。

见作业3.

# 第30集 共同特征是抽象：面向对象编程\_抽象类和抽象方法

1. 抽象方法是什么？如何定义？

使用abstract修饰的方法，没有方法体，只有声明。

2. 包含抽象方法的类一定是抽象类。对吗？

是的。

1. 完成课堂上，抽象方法和抽象类的测试代码。

|  |
| --- |
| package com.itbaizhan.abstractClass;  //抽象类  public abstract class Animal {  //抽象方法  public abstract void shout();  public void sleep(){  System.out.println("Animal.sleep");  }  public static void main(String[] args) {  Dog d = new Dog();  d.shout();  // Animal a = new Animal();  }  }  class Dog extends Animal {  @Override  public void shout() {  System.out.println("Dog.shout");  }  }  class Cat extends Animal {  @Override  public void shout() {  System.out.println("Cat.shout");  }  } |

1. 完成课堂上，模板方法模式的测试案例。

|  |
| --- |
| package com.itbaizhan.abstractClass;  //模板方法模式（抽象类的应用）  public abstract class DBOperator {  //1. 建立连接 2. 打开数据库 3. 使用数据库 4. 关闭连接  public abstract void connection();  public void open(){  System.out.println("打开数据库");  }  public void use(){  System.out.println("使用数据库");  }  public void close(){  System.out.println("关闭连接");  }  public void process(){  connection();  open();  use();  close();  }  public static void main(String[] args) {  // new MySqlOperator().process();  new OracleOperator().process();  }  }  class MySqlOperator extends DBOperator {  @Override  public void connection() {  System.out.println("建立和Mysql数据库的连接");  }  }  class OracleOperator extends DBOperator {  @Override  public void connection() {  System.out.println("建立和Oracle数据库的连接");  }  } |

# 第31集 最最抽象是接口：面向对象编程\_接口

1. 普通类、抽象类、接口的区别是什么？

普通类：只有具体实现

抽象类：有具体实现、有抽象方法

接口： 只有抽象方法（JDK8以前）

1. 完成课堂代码，接口的定义和使用。

|  |
| --- |
| /\*\*  \* 测试接口的语法，基本用法  \*/  public class TestInterface {  public static void main(String[] args) {  Volant a = new Angel();  a.fly();  Honest h = new Angel();  h.helpOthers();  }  }  /\*\*  \* 飞行接口  \*/  interface Volant {  int FLY\_HEIGHT = 100; //public static final  void fly(); //public abstract void fly();  }  /\*\*  \* 善良接口  \*/  interface Honest {  void helpOthers();  }  class Angel implements Volant,Honest {  @Override  public void fly() {  System.out.println("我是天使，飞呀飞呀！");  }  @Override  public void helpOthers() {  System.out.println("我是天使，喜欢扶老奶奶过马路！");  }  }  class BirdMan implements Volant {  @Override  public void fly() {  System.out.println("我是鸟人！像鸟一样飞！");  }  } |

1. 完成课堂代码，接口的多继承。

|  |
| --- |
| /\*\*  \* 测试接口的多继承  \*/  public class TestInterface2 implements C {  @Override  public void testa() {  System.out.println("TestInterface2.testa");  }  @Override  public void testb() {  System.out.println("TestInterface2.testb");  }  @Override  public void testc() {  System.out.println("TestInterface2.testc");  }  public static void main(String[] args) {  C c = new TestInterface2();  c.testa();  c.testb();  c.testc();  }  }  interface A {  void testa();  }  interface B{  void testb();  }  interface C extends A,B {  void testc();  } |

# 第32集 抽象具体混起来：面向对象编程\_接口的新特性

1. 完成课堂上，默认方法的测试代码
2. 完成课堂上，静态方法的测试代码

|  |
| --- |
| /\*\*  \* 测试接口的：默认方法、静态方法  \*/  public class TestInterface3 {  public static void main(String[] args) {  TestA ta = new TestA();  ta.moren1();  A1.staticMethod(); //通过接口名称直接调用静态方法  TestA.staticMethod(); //调用实现类的静态方法  TestB tb = new TestB();  tb.moren1();  }  }  interface A1 {  default void moren1(){  System.out.println("A1.moren1");  }  default void moren2(){  System.out.println("A1.moren2");  }  static void staticMethod(){  System.out.println("A1.staticMethod");  }  }  interface B1 {  default void moren1(){  System.out.println("B1.moren1");  }  }  class TestA implements A1 {  @Override  public void moren1() {  System.out.println("TestA.moren1");  }  static void staticMethod(){  System.out.println("TestA.staticMethod");  }  }  class TestB implements A1,B1 {  @Override  public void moren1() {  System.out.println("TestB.moren1");  }  } |

# 第33集 内部类像画中画：面向对象编程\_内部类

1. 完成课堂上，非静态内部类的定义和调用代码。

|  |
| --- |
| public class Outer1 {  private int age = 18;  public void show(){  System.out.println("外部类，age："+age);  }  //内部类。定义在外部类Outer1里面  //非静态内部类不能有静态的方法、静态的属性、静态初始化块  class Inner1 {  private int id = 10001;  private int age = 28;  public void test1(){  System.out.println("Inner1.test1");  System.out.println("内部类的属性，age："+this.age);  System.out.println("外部类的属性，age："+Outer1.this.age); //通过：外部类名.this.属性名，访问外部类的属性  Outer1.this.show();  }  }  } |

1. 完成课堂上，匿名内部类的代码。

|  |
| --- |
| /\*\*  \* 测试匿名内部类  \*/  public class TestAnonymousInnerClass {  public void test(A3 a){  System.out.println("TestAnonymousInnerClass.test");  a.run();  }  public static void main(String[] args) {  TestAnonymousInnerClass tc = new TestAnonymousInnerClass();  //匿名内部类只使用一次！！  tc.test(new A3() {  @Override  public void run() {  System.out.println("匿名内部类的run()");  }  });  tc.test(new A3() {  @Override  public void run() {  System.out.println("TestAnonymousInnerClass.run");  }  });  }  }  interface A3 {  void run();  } |

# 第34集 同类信息轻松存：数组和算法\_一维数组

1. 将如下这些数字：123,213,453,658保存到数组中，并分别使用三种初始化方式进行初始化。

|  |
| --- |
| *//静态初始化* int[] a = {123,213,453,658};  int[] b = new int[4]; System.*out*.println("默认初始化都是0："+b[0]); *//动态初始化* b[0] = 123; b[1] = 213; b[2] = 453; b[3] = 658; |

1. 完成课堂上，引用类型User放入数组中的测试代码。

|  |
| --- |
| /\*\*  \* 测试数组的使用  \*/  public class Test02 {  public static void main(String[] args) {  User[] users = new User[3];  //静态初始化  User user2[] = {  new User(101,"tome"),  new User(102,"smith"),  new User(101,"lily")  };  users[0] = new User(1001,"张三");  users[1] = new User(1002,"李四");  users[2] = new User(1003,"王五");  for(int i=0;i<users.length;i++) {  System.out.println(users[i]);  }  for(User u:user2) {  System.out.println(u);  }  }  }  class User {  private int id;  private String name;  public User(int id, String name) {  this.id = id;  this.name = name;  }  @Override  public String toString() {  return "User{" +  "id=" + id +  ", name='" + name + '\'' +  '}';  }  } |

1. 代码实现：定义一个数组[200,100,90,65,156]，用普通遍历和for-each两种方式遍历打印数组中大于100的元素。

|  |
| --- |
| int[] a = {200,100,90,65,156};  *//普通遍历* for(int i=0;i<a.length;i++) {  if(a[i]>100) {  System.*out*.println(a[i]);  } }  *//foreach遍历* for(int temp:a) {  if(a[i]>100) {  System.*out*.println(a[i]);  } } |

# 第35集 多维数组碟中谍：数组和算法\_多维数组

1. 完成课堂上，数组存储表格数据的练习。

|  |
| --- |
| import java.util.Arrays;  /\*\*  \* 测试二维数组：利用Object数组存储表格信息  \*/  public class Test06 {  public static void main(String[] args) {  Object[] a1 = {1001,"高淇",18,"讲师","2021-4-15"}; //包装类  Object[] a2 = {1002,"高小七",19,"助教","2021-4-10"};  Object[] a3 = {1003,"高小八",20,"班主任","2021-3-10"};  Object[][] emps = new Object[3][];  emps[0] = a1;  emps[1] = a2;  emps[2] = a3;  for(int i=0;i<emps.length;i++){  System.out.println(Arrays.toString(emps[i]));  }  Emp e1 = new Emp(1001,"高淇",18,"讲师","2021-4-15");  Emp e2 = new Emp(1002,"高小七",19,"助教","2021-4-10");  Emp e3 = new Emp(1003,"高小八",20,"班主任","2021-3-10");  Emp[] employees = {e1,e2,e3};  for(Emp temp:employees) {  System.out.println(temp);  }  }  }  class Emp {  private int id;  private String name;  private int age;  private String job;  private String hiredate;  @Override  public String toString() {  return "Emp{" +  "id=" + id +  ", name='" + name + '\'' +  ", age=" + age +  ", job='" + job + '\'' +  ", hiredate='" + hiredate + '\'' +  '}';  }  public Emp(int id, String name, int age, String job, String hiredate) {  this.id = id;  this.name = name;  this.age = age;  this.job = job;  this.hiredate = hiredate;  }  public int getId() {  return id;  }  public void setId(int id) {  this.id = id;  }  public String getName() {  return name;  }  public void setName(String name) {  this.name = name;  }  public int getAge() {  return age;  }  public void setAge(int age) {  this.age = age;  }  public String getJob() {  return job;  }  public void setJob(String job) {  this.job = job;  }  public String getHiredate() {  return hiredate;  }  public void setHiredate(String hiredate) {  this.hiredate = hiredate;  }  } |

1. 提高作业。如下表是一张商品信息表：

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| ID | 名称 | 型号 | 价格 | 折扣 |
| 1 | 百战牌鼠标 | BZ\_001 | 99.21 | 0.9 |
| 2 | 键盘侠玩偶 | WO\_102 | 403.00 | 0.7 |
| 3 | 实战java程序设计 | BK\_001 | 89.00 | 0.8 |
| 4 | 高淇牌西装 | GQ\_XF\_12 | 700.00 | 0.5 |
| 5 | 大米牌手机 | DM\_PH\_13 | 900.00 | 0.3 |

完成功能：

1. 定义一个类表示上表中的商品。
2. 创建5个对象存储上面表的信息。
3. 创建一个数组，存储这5个对象。
4. 再创建一个方法，遍历（toString()）这个数组，打印表的信息。
5. 创建一个方法：查询最终购买价，大于指定数字的所有商品。

|  |
| --- |
| package array;  public class Test {   public static void main(String[] args) {  GoodsInfo goods0 = new GoodsInfo(1,"百战牌鼠标","BZ\_001",99.21,0.9);  GoodsInfo goods1 = new GoodsInfo(2,"键盘侠玩偶","WO\_102",403.00,0.7);  GoodsInfo goods2 = new GoodsInfo(3,"实战java程序设计","BK\_001",89.00,0.8);  GoodsInfo goods3 = new GoodsInfo(4,"高淇牌西装","GQ\_XF\_12",700.00,0.5);  GoodsInfo goods4 = new GoodsInfo(5,"大米牌手机","DM\_PH\_13",900.00,0.3);   GoodsInfo[] infos = new GoodsInfo[5];  infos[0]=goods0;  infos[1]=goods1;  infos[2]=goods2;  infos[3]=goods3;  infos[4]=goods4;   *printInfos*(infos);  *selectByPrice*(infos,100);   }   public static void selectByPrice(GoodsInfo[] infos,double price) {  System.*out*.println("=====商品查询（按价格）=======");  System.*out*.println("最终购买价大于"+price+"的商品如下：");  for(GoodsInfo info:infos) {  double resultPrice = info.getPrice()\*info.getDiscount();  if(resultPrice>price){  System.*out*.println(info.getName()+",最终购买价："+resultPrice);  }   }  }  public static void printInfos(GoodsInfo[] infos){  System.*out*.println("ID\t名称\t\t\t\t型号\t\t价格\t\t折扣");  for(GoodsInfo gi:infos) {  System.*out*.println(gi.getId()+"\t"+  gi.getName()+"\t\t"+  gi.getType()+"\t"+  gi.getPrice()+"\t"+  gi.getDiscount());  }  }  }  *//商品信息* class GoodsInfo {  private int id; *//商品编号* private String name; *//商品名称* private String type; *//类型* private double price; *//价格* private double discount; *//折扣* public GoodsInfo(int id, String name, String type, double price, double discount) {  this.id = id;  this.name = name;  this.type = type;  this.price = price;  this.discount = discount;  }   public int getId() {  return id;  }   public void setId(int id) {  this.id = id;  }   public String getName() {  return name;  }   public void setName(String name) {  this.name = name;  }   public String getType() {  return type;  }   public void setType(String type) {  this.type = type;  }   public double getPrice() {  return price;  }   public void setPrice(double price) {  this.price = price;  }   public double getDiscount() {  return discount;  }   public void setDiscount(double discount) {  this.discount = discount;  } } |

# 第36集 排序算法更优化：数组和算法\_冒泡算法和优化

1. 完成冒泡排序的代码实现
2. 完成课堂上，冒泡排序的优化代码。

|  |
| --- |
| import java.util.Arrays;  /\*\*  \* 测试冒泡排序  \*/  public class Test07 {  public static void main(String[] args) {  int[] values = {3,1,6,2,9,0,7,4,8,5};  bubbleSort(values);  }  public static void bubbleSort(int[] values){  //int[] values = {3,1,6,2,9,0,7,4,8,5};  System.out.println("排序前,数组:"+ Arrays.toString(values));  int temp; //用于交换的临时变量  //定义一个布尔类型变量，标记数组是否已达到有序状态  boolean flag = true;  for(int i=0;i<values.length;i++){  for(int j=0; j<values.length-i-1;j++){  if(values[j]>values[j+1]){  //两两比较。如果大于，则互换元素  temp = values[j];  values[j] = values[j+1];  values[j+1] = temp;  //本趟发生了交换，表明该数组在本趟处于无序状态，需要继续排序。  flag = false;  }  System.out.println("第"+i+"趟:第"+j+"次:"+Arrays.toString(values));  }  //冒泡排序的优化  if(flag){  System.out.println("结束排序！");  break;  }else{  flag = true; //重置回原值！  }  System.out.println("第"+i+"趟,完成时:"+Arrays.toString(values));  }  }  } |

# 第37集 二分查找快如电：数组和算法\_二分法查找（折半查找）

1. 二分查找只适用：排好序的数组。 这句话，对吗？

正确。

1. 完成课堂上二分法查找的代码实现

|  |
| --- |
| import java.util.Arrays;  /\*\*  \* 测试二分法查找元素  \*/  public class Test08 {  public static void main(String[] args) {  int[] arr = {30,20,50,10,80,9,7,12,100,40,8};  int searchWord = 80; //所要查找的值  System.out.println(searchWord+"索引位置:"+binarySearch(arr,searchWord));  }  /\*\*  \* 二分法查找  \* @param array 目标数组  \* @param value 所要查找的值  \* @return 如果查找到，则返回这个值在数组中索引；如果未找到，则返回-1  \*/  public static int binarySearch(int[] array, int value){  //二分法查找的数组，必须先做排序  Arrays.sort(array);  System.out.println(Arrays.toString(array));  int low = 0;  int high = array.length-1;  while(low<=high){  int middle = (low+high)/2;  if(value==array[middle]){  return middle; //查询到这个值，返回对应的索引位置！  }  if(value>array[middle]) {  low = middle+1;  }  if(value<array[middle]){  high = middle-1;  }  }  return -1; //上面循环完毕，说明未找到，返回-1  }  } |

# 第38集 不可变的字符串：常用类和JDK源码解读\_String类

1. String类代表字符串，是“不可变字符序列”。 √

2. 分别写出下面代码的打印结果：

String str1 = "abc";

String str2 = new String("abc");

String str3 = "abc";

System.out.println(str1 == str3);

System.out.println(str2 == str3);

System.out.println(str2.equals(str3));

答案如下：

true

false

true

3. 完成课堂代码中关于String类常用方法的测试（至少两遍）

|  |
| --- |
| import java.util.Arrays;  /\*\*  \* 测试String类的基本用法  \*/  public class TestString {  public static void main(String[] args) {  test3();  }  public static void test1(){  //String类的定义  String s1 = "abc"; //凡是字符串常量，都会放到字符串的常量池中  String s2 = new String("abc"); //建了一个新的字符串对象  String s3 = "abc";  String s4 = "aBC";  //比较字符串  System.out.println(s1==s2); //false  System.out.println(s1==s3); //true  System.out.println(s1.equals(s2)); //字符串的值是否相等  System.out.println(s1.equalsIgnoreCase(s4)); //忽略大小写  }  public static void test2(){  String s1 = "0123456789,How are you, How old are you";  System.out.println(s1.charAt(4)); //索引位置4的字符  System.out.println(s1.length());  //字符串转化成数组  char[] chars = s1.toCharArray();  System.out.println(Arrays.toString(chars));  String[] strs = s1.split(",") ;//可以传入正则表达式  System.out.println(Arrays.toString(strs));  //判断是否包含子字符串  System.out.println(s1.indexOf("are"));  System.out.println(s1.lastIndexOf("are"));  System.out.println(s1.contains("How"));  System.out.println(s1.startsWith("0123"));  System.out.println(s1.endsWith("you"));  }  public static void test3(){  String s1 = "0123456789,How are you";  String s2 = s1.replace(' ','&');  System.out.println(s1);  System.out.println(s2);  s2 = s1.substring(4);  System.out.println(s2);  s2 = s1.substring(4,10); //[4,10) 不包含10这个位置  System.out.println(s2);  s2 = s1.toLowerCase();  System.out.println(s2);  s2 = s1.toUpperCase();  System.out.println(s2);  //去除首尾空格  String s3 = " How are you ";  s2 = s3.trim();  System.out.println(s3);  System.out.println(s2);  }  } |

# 第39集 可变随改字符串：常用类\_StringBuilder和StringBuffer

1. 阅读源码，String类、StringBuilder、StringBuffter存储字符时，分别依赖的是什么属性？

答：字符数组

1. 完成课堂上，StringBuilder的测试代码。

|  |
| --- |
| public static void test1(){  String s = "";  StringBuilder sb = new StringBuilder();  StringBuffer sb2 = new StringBuffer();  sb.append("a");  sb.append("b");  sb.append("c").append("d").append("e");  System.out.println(sb);  sb2.append("北京尚学堂");  sb2.insert(0,"爱").insert(0,"我");  System.out.println(sb2);  sb2.delete(0,2); //[0,2) 包头不包尾  System.out.println(sb2);  sb2.deleteCharAt(0).deleteCharAt(0);  System.out.println(sb2);  System.out.println(sb2.reverse()); //字符串逆序  } |

1. 完成课堂上，String和StringBuilder在字符串频繁修改时的效率测试。

|  |
| --- |
| public static void test2(){  //使用String进行字符串的拼接  String str = "";  long num1 = Runtime.getRuntime().freeMemory(); //获取JVM剩余的内存空间，单位是字节  long time1 = System.currentTimeMillis(); //获取当前时间,单位是毫秒  for(int i=0; i<5000;i++){  str += i; //相当于产生5000个String对象  }  long num2 = Runtime.getRuntime().freeMemory();  long time2 = System.currentTimeMillis();  System.out.println("String占用内存："+(num1-num2));  System.out.println("String占用时间："+(time2-time1));  System.out.println("使用可变字符序列，完成拼接=========");  StringBuilder sb = new StringBuilder();  long num3 = Runtime.getRuntime().freeMemory(); //获取JVM剩余的内存空间，单位是字节  long time3 = System.currentTimeMillis(); //获取当前时间,单位是毫秒  for(int i=0; i<5000;i++){  sb.append(i);  }  long num4 = Runtime.getRuntime().freeMemory();  long time4 = System.currentTimeMillis();  System.out.println("StringBuilder占用内存："+(num3-num4));  System.out.println("StringBuilder占用时间："+(time4-time3));  } |

1. 说出如下代码，产生了多少个String对象：

|  |
| --- |
| String a = **"gao"**; **for**(**int** i=0;i<1000;i++){  a += i; } |

答：一共产生1001个String对象。

# 第40集 数字对象轻松转：常用类\_包装类

1. 写出八种基本数据类型对应的包装类的名字。

|  |  |
| --- | --- |
| **基本数据类型** | **包装类** |
| byte | Byte |
| boolean | Boolean |
| short | Short |
| **char** | **Character** |
| **int** | **Integer** |
| long | Long |
| float | Float |
| double | Double |

1. 课堂代码，完成“包装类的使用”测试代码。

|  |
| --- |
| /\*\*  \* Integer的基本用法  \*/  public static void testInteger(){  //基本数据类型转化成Integer对象  Integer int1 = Integer.valueOf(100);  //包装类对象转成基本数据类型  int int2 = int1.intValue();  long long1 = int1.longValue();  //字符串转成Integer对象  Integer int3 = Integer.parseInt("324");  System.out.println(int3);  System.out.println(int3.toString()); //包装类对象转成字符串  System.out.println("int能表示的最大整数："+Integer.MAX\_VALUE);  } |

1. 自动装箱和拆箱指的是什么？写出测试代码。

自动装箱和拆箱就是将基本数据类型和包装类之间进行自动的互相转换。JDK1.5后，Java引入了自动装箱(autoboxing)/拆箱(unboxing)。

自动装箱与拆箱的功能事实上是编译器来帮的忙，编译器在编译时依据您所编写的语法，决定是否进行装箱或拆箱动作。

|  |
| --- |
| public static void testAutoBox(){  Integer a = 100; //自动装箱。编译器添加：Integer a = Integer.valueOf(100);  int b = a; //自动拆箱。编译器添加：int b = a.intValue();  //空指针异常  Integer c = null;  // int d = c; //自动拆箱。编译器添加:int d = c.intValue();  } |

1. Integer类缓存处理的范围是什么？请打开源代码寻找，确认范围。

整型、char类型所对应的包装类，在自动装箱时，对于-128~127之间的值会进行缓存处理，其目的是提高效率。

5.【提高作业】自定义一个简单的包装类MyIneger（模仿老师课堂代码）。

|  |
| --- |
| /\*\*  \* 自定义一个简单的包装类。仅用于学习和娱乐！  \*/  public class MyInteger {  private int value;  private static MyInteger[] cache = new MyInteger[256];  public static final int LOW = -128;  public static final int HIGH = 127;  //静态初始化块：是在类被加载的时候，初始化类的静态属性  static {  for(int i=MyInteger.LOW;i<=HIGH;i++){  //-128,0;-127,1;-126,2;  cache[i+(-LOW)] = new MyInteger(i);  }  }  public static MyInteger valueOf(int i){  //如果在-128到127之间，则返回数组中缓存的对象；否则创建新的对象  if(i>=LOW&&i<=HIGH) {  return cache[i+(-LOW)];  }else{  return new MyInteger(i);  }  }  public int intValue(){  return value;  }  @Override  public String toString() {  return value+"";  }  private MyInteger(int i) {  this.value = i;  }  public static void main(String[] args) {  MyInteger a = MyInteger.valueOf(100);  MyInteger b = MyInteger.valueOf(100);  System.out.println(a==b);  MyInteger c = MyInteger.valueOf(400);  MyInteger d = MyInteger.valueOf(400);  System.out.println(c==d);  }  } |

# 第41集 时间转化字符串：常用类\_时间转化字符串

1. 课堂代码，完成课堂上Date类的测试代码。

|  |
| --- |
| /\*\*  \* 测试Date类  \*/  public static void test1(){  long nowNum = System.currentTimeMillis(); //返回当前时刻的毫秒数  System.out.println(nowNum);  Date d1 = new Date();  System.out.println(d1.getTime());  Date d2 = new Date(1000L\*3600\*24\*365\*150); //距离1970年150年后的日期。忽略闰月。  System.out.println(d2);  Date d3 = new Date();  d3.getDate(); //方法被废弃。可以用，但是不建议使用！  } |

1. DateFormat的作用是什么？

完成字符串和Date对象的转换。

1. DateFormat和SimpleDateFormat的关系是什么？

DateFormat是抽象类。

SimpleDateFormat是DateFormat的子类。

1. 课堂代码，完成SimpleDateFormat的测试代码。

|  |
| --- |
| /\*\*  \* 测试DateFormat类的使用：时间和字符串之间互相转换  \*/  public static void test2() throws ParseException {  DateFormat df = new SimpleDateFormat("yyyy-MM-dd hh:mm:ss");  Date d2 = new Date(1000L\*3600\*24\*365\*150);  String str2 = df.format(d2);  System.out.println(str2);  String str3 = "2049-10-1 10:10:20";  Date d3 = df.parse(str3);  System.out.println(d3.getTime());  DateFormat df2 = new SimpleDateFormat("yyyy年MM月dd日");  //利用格式化字符可以方便的做一些其他的事：获取当前时间是今年的第几天  DateFormat df3 = new SimpleDateFormat("D");  Date date3 = new Date();  System.out.println(df3.format(date3));  } |

1. Calendar类的作用是什么？

Calendar用于日期计算。

1. 课堂代码，完成Canlendar类的测试代码。

|  |
| --- |
| /\*\*  \* 测试日期类Calendar  \*/  public static void test3(){  //月份：0-11。 0:1月，1:2月，...，11:12月  //星期：1-7. 1:周日，2：周一，... 7:周六  Calendar calendar = new GregorianCalendar(2999,9,10,11,25,40);  int year = calendar.get(Calendar.YEAR);  int month = calendar.get(Calendar.MONTH);  System.out.println(year);  System.out.println(month);  calendar.set(Calendar.YEAR,2049);  System.out.println(calendar.get(Calendar.YEAR));  System.out.println(calendar.getTime()); //返回对应的Date对象  System.out.println(calendar.getTimeInMillis());//返回对应的毫秒数  //日期的计算  calendar.add(Calendar.DATE,1000); //往后1000天  System.out.println(calendar.getTime());  calendar.add(Calendar.YEAR,-30); //往前30年  System.out.println(calendar.getTime());  } |

# 第42集 异常到底是什么：异常机制1

1. 说出如下异常的含义：

ArithmeticException：数学异常

NullPointerException：空指针异常

ClassCastException：类型转换异常

ArrayIndexOutOfBoundsException：数组下标越界异常

NumberFormatException：数字格式化异常

2. 完成课堂代码

|  |
| --- |
| package com.itbaizhan;  import java.util.regex.Matcher;  import java.util.regex.Pattern;  public class Test01 {  public static void main(String[] args) {  test3();  }  public static void test1(){  System.out.println("111");  int a = 1/0;  System.out.println("222");  }  public static void test2(){  System.out.println("111");  try {  int a = 1/0; //ctrl+alt+t快捷键：增加try,catch  } catch (Exception e) {  e.printStackTrace();  }  System.out.println("222");  }  /\*\*  \* RunTimeException需要程序员做逻辑处理  \*/  public static void test3(){  //ArithmeticException:by Zero  int a = 1;  int b = 0;  // System.out.println(a/b);  if(b!=0) {  System.out.println(a/b);  }  //空指针异常：NullPointerException  String str = null;  if(str!=null) {  System.out.println(str.charAt(2));  }  //数字格式化异常:NumberFormatException  String str2 = "234abc";  // int c = Integer.parseInt(str);  // System.out.println(c);  Pattern p = Pattern.compile("^\\d+$");  Matcher m = p.matcher(str2);  if(m.matches()){  System.out.println(Integer.parseInt(str2));  }else{  System.out.println("数字格式不对！");  }  //数组下标越界异常:ArrayIndexOutOfBoundsException  int[] arrs = new int[5];  int f = 5;  if(f>=0&&f<arrs.length) {  System.out.println(arrs[f]); //[0,length-1]  }  //类型转化异常：ClassCastException  Animal am = new Dog();  // Cat cat = (Cat) am;  if(am instanceof Cat) {  Cat cat = (Cat) am;  }  }  }  class Animal {}  class Dog extends Animal {}  class Cat extends Animal {} |

# 第43集 抓住异常搞定它：异常机制2

1. CheckException和RuntimeException的区别是什么？

CheckedException：编译期处理的异常

RuntimeException：运行时异常

1. 完成课堂上，try-catch-finally的测试代码。

|  |
| --- |
| //测试try-catch-finally  public static void test1(){  FileReader reader = null;  try {  reader = new FileReader("d:/eeee.txt");  char c1 = (char)reader.read();  char c2 = (char)reader.read();  System.out.println("文件的内容："+c1+c2);  } catch (FileNotFoundException e) {  e.printStackTrace();  } catch (IOException e) {  e.printStackTrace();  }finally {  if(reader!=null) {  try {  reader.close();  } catch (IOException e) {  e.printStackTrace();  }  }  }  } |

1. 完成课堂上，try-witch-resouce的测试代码。

|  |
| --- |
| /\*\*  \* "try-with-resource":可以自动关闭实现了Closable接口的类。  \* 将try-catch-finally:try-catch  \* 其实一种语法糖。编程器帮我们做了处理，转化成了：try-catch-finally  \*/  public static void test3(){  try(FileReader reader = new FileReader("d:/a.txt")){  char c1 = (char)reader.read();  char c2 = (char)reader.read();  System.out.println("文件的内容："+c1+c2);  }catch (Exception e) {  e.printStackTrace();  }  } |

# 第44集 看见意味被消灭：可视化bug追踪

1. 完成课堂上关于如何百度解决异常的案例。

|  |
| --- |
| import java.util.Scanner;  /\*\*  \* 测试通过百度/google搜索解决问题  \*/  public class Test04 {  public static void main(String[] args) {  String str = null;  if(str!=null) {  System.out.println(str.substring(0));  }  Scanner scanner = new Scanner(System.in);  System.out.println("请输入您的年龄：");  int age = scanner.nextInt();  scanner.nextLine();  System.out.println("请输入您的姓名：");  String name = scanner.nextLine();  System.out.println("============");  System.out.println("姓名："+name+",年龄："+age);  //尽量精确的描述问题：Scanner nextInt nextLine 跳过 没有执行  }  } |

1. 完成课堂上关于IDE调试功能的测试案例。

|  |
| --- |
| /\*\*  \* 测试调试功能  \*/  public class Test05 {  private int num = 10;  public void run(int a) {  System.out.println("Test05.run");  for(int i=0;i<a;i++) {  num += a;  go();  }  }  public void go(){  System.out.println("Test05.go");  System.out.println("num\*10="+(num\*10));  }  public static void main(String[] args) {  Test05 test05 = new Test05();  test05.run(3);  }  } |

# 第45集 元素编号可重复：容器\_List的用法

1. ArrayList、LinkedList、Vector的区别是什么？

**ArrayList：**ArrayList底层是用数组实现的存储。 特点：查询效率高，增删效率低，线程不安全。

**LinkedList：**LinkedList底层用双向链表实现的存储。特点：查询效率低，增删效率高，线程不安全。

**Vector：**Vector底层是用数组实现的List，相关的方法都加了同步检查，因此“线程安全,效率低”。

1. 如何选用ArrayList、LinkedList、Vector？

* 需要线程安全时，用Vector。
* 不存在线程安全问题时，并且查找较多用ArrayList（一般使用它）。
* 不存在线程安全问题时，增加或删除元素较多用LinkedList。

1. 完成课堂上关于List的测试代码。

|  |
| --- |
| import java.util.ArrayList;  import java.util.Arrays;  import java.util.LinkedList;  import java.util.List;  /\*\*  \* 测试List接口的常用方法  \*/  public class ListTest {  public static void main(String[] args) {  test03();  }  //测试isEmpty,add,remove,size,contains,toArrays等常见方法.  //这些方法多位于Collection接口中。  public static void test01(){  //有序、可重复  List list = new ArrayList(); //泛型  System.out.println(list.isEmpty());  list.add("高淇");  System.out.println(list);  System.out.println(list.isEmpty());  list.add("高三");  list.add("高四");  System.out.println(list);  System.out.println("list的大小："+list.size());  System.out.println("是否包含指定的元素："+list.contains("高淇"));  list.remove("高四");  System.out.println(list);  Object[] objs = list.toArray();  System.out.println("转化成Object数组："+ Arrays.toString(objs));  list.clear();  System.out.println(list);  }  //测试和索引操作相关的方法  public static void test02(){  //List存储的是：有序、可重复  List list = new ArrayList();  list.add("A");  list.add("B");  list.add("C");  list.add("D");  System.out.println(list);  list.add(2,"高");  System.out.println(list);  list.remove(2);  System.out.println(list);  list.set(2,"张");  System.out.println(list);  System.out.println(list.get(1));  list.add("B");  System.out.println(list);  System.out.println(list.indexOf("B")); //从左到右找到第一个  System.out.println(list.lastIndexOf("B")); //从尾到头找到第一个  }  //测试两个容器之间的元素处理  public static void test03(){  // List list = new ArrayList();  List list = new LinkedList();  list.add("高淇");  list.add("高qi");  list.add("GQ");  List list2 = new ArrayList();  list2.add("高淇");  list2.add("张三");  list2.add("李四");  System.out.println(list);  System.out.println(list.containsAll(list2));  list.addAll(list2);  System.out.println(list);  // list.removeAll(list2); //删除掉list2和list中存在的元素  // System.out.println(list);  System.out.println("list:"+list);  System.out.println("list2:"+list2);  list.retainAll(list2); //取交集  System.out.println(list);  }  } |

# 第46集 独一无二不重复：容器\_Set的用法

1. Set的不可重复实现的核心是：equals()方法。对吗？

是的。如果equals()返回true，则认为是重复的。否则不重复。

1. 完成课堂测试HashSet的代码。

|  |
| --- |
| import java.util.HashSet;  import java.util.Objects;  import java.util.Set;  /\*\*  \* 测试Set  \* Set：无序、不可重复  \*/  public class SetTest {  public static void main(String[] args) {  test02();  }  //Set的常用方法  public static void test01(){  Set s = new HashSet();  s.add("hello");  s.add("world");  s.add("hello"); //相等的元素不会再被加入！  System.out.println(s);  //其他的方法和List一致。因为Set和List都是Collection接口的子接口！  System.out.println(s.size());  System.out.println(s.isEmpty());  }  //Set中不可重复的核心：equals()方法  public static void test02(){  Emp e1 = new Emp(1001,"张三");  Emp e2 = new Emp(1002,"李四");  Emp e3 = new Emp(1001,"王五");  Set s = new HashSet();  s.add(e1);  s.add(e2);  s.add(e3); //相当(equals()返回true)的元素不会再被加入！  System.out.println(s);  }  }  class Emp {  private int id;  private String ename;  @Override  public boolean equals(Object o) {  if (this == o) return true;  if (o == null || getClass() != o.getClass()) return false;  Emp emp = (Emp) o;  return id == emp.id;  }  @Override  public int hashCode() {  return Objects.hash(id);  }  public Emp(int id, String ename) {  this.id = id;  this.ename = ename;  }  @Override  public String toString() {  return "Emp{" +  "id=" + id +  ", ename='" + ename + '\'' +  '}';  }  public int getId() {  return id;  }  public void setId(int id) {  this.id = id;  }  public String getEname() {  return ename;  }  public void setEname(String ename) {  this.ename = ename;  }  } |

# 第47集 成对存取更高效：容器\_Map的用法

1. Map主要用于成对存储信息的场景。对吗？

是的。

1. 完成HashMap的常见用法测试代码。

|  |
| --- |
| //Map的常见用法  public static void test01(){  Map m1 = new HashMap(); //new HashTable();  m1.put(1,"one");  m1.put(2,"two");  m1.put(3,"three");  m1.put(2,"二"); //如果键重复(equals()为核心进行判断)，则替换掉旧的键值对  Object obj = m1.get(2);  System.out.println(obj);  System.out.println(m1);  System.out.println(m1.size());  System.out.println(m1.isEmpty());  System.out.println(m1.containsKey(4));  System.out.println(m1.containsValue("three"));  m1.remove(3); //从Map容器中移除这个键值对  System.out.println(m1);  Map m2 = new HashMap();  m2.put("yi","1111");  m2.put("er","2222");  m2.put(3,"3333");  m1.putAll(m2);  System.out.println(m1);  } |

1. 完成Map的遍历方式测试代码。

|  |
| --- |
| //泛型的简单用法  public static void test02(){  List<String> list = new ArrayList<>();  list.add("aaa");  String str = list.get(0);  System.out.println(str);  Set<Integer> set = new HashSet<>();  // set.add("dddd");  Map<String,String> map = new HashMap<>();  map.put("一","one");  map.put("二","two");  }  //遍历List、Set  public static void iterateListSet(){  List<String> s = new ArrayList<>();  // Set<String> s = new HashSet<>();  s.add("aa");  s.add("bb");  s.add("cc");  //通过索引遍历List (只适用于List)  for(int i=0;i<s.size();i++) {  String temp = s.get(i);  System.out.println(temp);  }  //增强for循环（foreach) （适用于：List、Set）  for(String temp:s) {  System.out.println(temp);  }  //使用Iterator对象 （适用于：List、Set）  for(Iterator<String> iter=s.iterator();iter.hasNext();) {  String temp = iter.next();  System.out.println(temp);  }  }  //遍历Map（遍历Key、遍历Value）  public static void test03(){  Map<String,String> map = new HashMap<>();  map.put("one","一");  map.put("two","二");  map.put("three","三");  //遍历键  Set<String> keys = map.keySet();  for(String temp:keys) {  // System.out.println(temp);  System.out.println(map.get(temp));  System.out.println(temp+"----"+map.get(temp));  }  //遍历值  Collection<String> values = map.values();  for(String temp:values) {  System.out.println(temp);  }  //使用EntrySet遍历key、value  Set<Map.Entry<String,String>> entrySet = map.entrySet();  for(Map.Entry e:entrySet) {  System.out.println(e.getKey()+"===="+e.getValue());  }  } |

# 第48集 表格数据容器存：容器\_存取二维表格信息

1. 完成课堂上使用List+Map存储表格信息的代码

|  |
| --- |
| //Map对应一行数据；  public static void test01(){  Map<String,Object> m1 = new HashMap<>();  m1.put("id",1001);  m1.put("title","我爱java");  m1.put("createTime","2021-8-10");  m1.put("length",300); //300秒  Map<String,Object> m2 = new HashMap<>();  m2.put("id",1002);  m2.put("title","我爱百战");  m2.put("createTime","2021-9-10");  m2.put("length",400);  Map<String,Object> m3 = new HashMap<>();  m3.put("id",1003);  m3.put("title","我爱编程");  m3.put("createTime","2021-10-10");  m3.put("length",500);  //存储了整个表格的信息  List<Map<String,Object>> list = new ArrayList();  list.add(m1);  list.add(m2);  list.add(m3);  System.out.println("id\t\ttitle\t\tcreateTime\tlength");  for(int i=0;i<list.size();i++) {  Map<String,Object> temp = list.get(i);  System.out.println(temp.get("id")+"\t"  +temp.get("title")+"\t\t"  +temp.get("createTime")+"\t"  +temp.get("length"));  }  } |

1. 完成课堂上使用List+Javabean存储表格信息的代码

|  |
| --- |
| package com.itbaizhan;  import java.util.ArrayList;  import java.util.HashMap;  import java.util.List;  import java.util.Map;  /\*\*  \* 使用容器的不同方式，存储表格信息  \*/  public class StoreTable {  public static void main(String[] args) {  test02();  }  //List+Javabean的方式  public static void test02(){  VideoInfo v1 = new VideoInfo(1001,"我爱java","2021-8-10",300);  VideoInfo v2 = new VideoInfo(1002,"我爱百战","2021-9-10",400);  VideoInfo v3 = new VideoInfo(1003,"我爱编程","2021-10-10",5000);  List<VideoInfo> list = new ArrayList<>();  list.add(v1);  list.add(v2);  list.add(v3);  System.out.println("id\t\ttitle\t\tcreateTime\tlength");  for(VideoInfo temp:list) {  System.out.println(temp);  }  }  }  class VideoInfo {  private int id;  private String title;  private String createTime;  private int length; //秒为单位  public VideoInfo(int id, String title, String createTime, int length) {  this.id = id;  this.title = title;  this.createTime = createTime;  this.length = length;  }  @Override  public String toString() {  return  getId() + "\t"  + getTitle() + "\t\t"  +getCreateTime()+"\t"  +getLength();  }  public int getId() {  return id;  }  public void setId(int id) {  this.id = id;  }  public String getTitle() {  return title;  }  public void setTitle(String title) {  this.title = title;  }  public String getCreateTime() {  return createTime;  }  public void setCreateTime(String createTime) {  this.createTime = createTime;  }  public String getLength(){  //超过60秒，显示几分几秒；超过3600秒，显示，几小时几分几秒  String lengthInfo = "";  if(this.length<60) {  return this.length+"秒";  }else if(this.length<3600) {  int minutes = length/60;  int seconds = length%60;  return minutes+"分"+seconds+"秒";  }else {  int hours = length/3600;  int minutes = (length%3600)/60;  int seconds = (length%3600)%60;  return hours+"时"+minutes+"分"+seconds+"秒";  }  }  public void setLength(int length) {  this.length = length;  }  } |

# 第49集 容器存取贴标签：泛型详解\_自定义泛型

1. 说一下，使用泛型的两个好处。

第一好处：代码可读性更好【不用强制转换】

第二好处：程序更加安全【只要编译时期没有警告，运行时期就不会出现ClassCastException异常】

1. 完成泛型的测试代码。

|  |
| --- |
| import java.util.ArrayList;  import java.util.List;  /\*\*  \* 测试泛型的基本用法  \*/  public class GenericTest1 {  public static void main(String[] args) {  }  public static void test1(){  List<String> list = new ArrayList<>();  list.add("ddd");  // list.add(2332);  Generic1<Integer> g1 = new Generic1<>();  g1.aa(22);  Generic1<String> g2 = new Generic1<>();  g2.aa("hello");  }  }  //定义的一个简单的泛型类  class Generic1<T> {  public T aa(T obj) {  System.out.println(obj);  return obj;  }  public <N> void bb(N obj){  System.out.println(obj);  }  }  interface MyList<E> {  int size();  boolean isEmpty();  void add(E e);  E get(int index);  }  class MyArrayList<E> implements MyList<E> {  @Override  public int size() {  return 0;  }  @Override  public boolean isEmpty() {  return false;  }  @Override  public void add(E e) {  }  @Override  public E get(int index) {  return null;  }  } |
| import java.util.ArrayList;  import java.util.List;  /\*\*  \* 通配符？和上下限限定  \*/  public class GenericTest2 {  //Dog和他的子类  public static void test01(List<? extends Dog> list){  System.out.println(list);  }  public static void test02(List<? super Dog> list){  System.out.println(list);  }  public static void main(String[] args) {  List<Animal> list1 = new ArrayList<>();  List<Dog> list2 = new ArrayList<>();  List<Taidi> list3 = new ArrayList<>();  // test01(list1);  test01(list2);  test01(list3);  test02(list1);  test02(list2);  // test02(list3);  }  }  class Animal {}  class Dog extends Animal{}  class Taidi extends Dog{} |

# 第50集 数据底层做容器：手写容器\_自定义实现ArrayList1

完成课堂上手写MyArrayList的代码实现！

|  |
| --- |
| import java.util.ArrayList;  import java.util.List;  /\*\*  \* 自定义的MyList接口。模仿的是：List接口  \* @param <E>  \*/  public interface MyList<E> { //Element  // List list = new ArrayList();  int size();  boolean isEmpty();  void add(E obj);  public void add(int index, E obj);  public E set(int index, E obj);  public E get(int index);  public boolean contains(E obj);  Object[] toArray();  boolean remove(E obj);  void remove(int index);  void clear();  } |
| import java.util.Arrays; import java.util.LinkedList;  public class MyArrayList<E> implements MyList<E> {   private int size;  private Object[] elementData;    @Override  public int size() {  return size;  }   @Override  public boolean isEmpty() {  return size==0;  }   public MyArrayList(){  this(10);  }   public MyArrayList(int initialCapacity){  if(initialCapacity<0) {  try {  throw new Exception("容器初始化大小不能为负数！");  } catch (Exception e) {  e.printStackTrace();  }  }  elementData = new Object[initialCapacity];  }   public static void main(String[] args) {  MyArrayList<String> list = new MyArrayList<>(10);  System.*out*.println(list);  list.add("aa");  list.add("bb");  list.add("cc");  list.add("dd");  list.add("ee");  list.add("ff");  list.add(2,"gaoqi");  }    @Override  public void add(E obj) {  if(size==elementData.length) { *//需要数组扩容* Object[] newArray = new Object[elementData.length\*2+1];  System.*arraycopy*(elementData,0,newArray,0,elementData.length);  elementData = newArray;  }   elementData[size] = obj;  size++;   }   @Override  public void add(int index, E obj) { *//在index位置处插入一个元素；其余元素后移！* rangeCheck(index);   ensureCapacity();   System.*arraycopy*(elementData,index,elementData,index+1,size-index);  elementData[index] = obj;  size++;  }   @Override  public E set(int index, E obj) {  return null;  }   @Override  public E get(int index) {  return null;  }   @Override  public boolean contains(E obj) {  return false;  }   @Override  public Object[] toArray() {  return new Object[0];  }   @Override  public boolean remove(E obj) {  return false;  }   @Override  public void remove(int index) {   }   @Override  public void clear() {   }   private void ensureCapacity(){  *//如果已经放满了元素，则扩容* if(size==elementData.length) { *//需要数组扩容* Object[] newArray = new Object[elementData.length\*2+1];  System.*arraycopy*(elementData,0,newArray,0,elementData.length);  elementData = newArray;  }  }   private void rangeCheck(int index) {  *//索引是否合法的判断* if(index<0||index>=size) { *//0,size-1* try {  throw new Exception("索引必须位于0到size-1之间");  } catch (Exception e) {  e.printStackTrace();  }  }  }    } |

# 第51集 容器存取四方法：手写容器\_自定义实现ArrayList2

完成课堂上手写MyArrayList的代码实现！

|  |
| --- |
| import java.util.Arrays; import java.util.LinkedList;  public class MyArrayList<E> implements MyList<E> {   private int size;  private Object[] elementData;    @Override  public int size() {  return size;  }   @Override  public boolean isEmpty() {  return size==0;  }   public MyArrayList(){  this(10);  }   public MyArrayList(int initialCapacity){  if(initialCapacity<0) {  try {  throw new Exception("容器初始化大小不能为负数！");  } catch (Exception e) {  e.printStackTrace();  }  }  elementData = new Object[initialCapacity];  }   public static void main(String[] args) {  MyArrayList<String> list = new MyArrayList<>(10);  System.*out*.println(list);  list.add("aa");  list.add("bb");  list.add("cc");  list.add("dd");  list.add("ee");  list.add("ff");  list.add(2,"gaoqi");  list.set(3,"z");   String str = list.get(4);  System.*out*.println(str);  System.*out*.println(list.contains("eee")); *// list.remove(2);* list.remove("z"); *// list.clear();* System.*out*.println(list);  }   @Override  public String toString() {  StringBuilder sb = new StringBuilder();  sb.append("[");  for(int i=0;i<size;i++) {  sb.append(elementData[i]+"\t");  }  sb.append("]");  return sb.toString();  }   @Override  public void add(E obj) {  if(size==elementData.length) { *//需要数组扩容* Object[] newArray = new Object[elementData.length\*2+1];  System.*arraycopy*(elementData,0,newArray,0,elementData.length);  elementData = newArray;  }   elementData[size] = obj;  size++;   }   @Override  public void add(int index, E obj) { *//在index位置处插入一个元素；其余元素后移！* rangeCheck(index);   ensureCapacity();   System.*arraycopy*(elementData,index,elementData,index+1,size-index);  elementData[index] = obj;  size++;  }   private void ensureCapacity(){  *//如果已经放满了元素，则扩容* if(size==elementData.length) { *//需要数组扩容* Object[] newArray = new Object[elementData.length\*2+1];  System.*arraycopy*(elementData,0,newArray,0,elementData.length);  elementData = newArray;  }  }   private void rangeCheck(int index) {  *//索引是否合法的判断* if(index<0||index>=size) { *//0,size-1* try {  throw new Exception("索引必须位于0到size-1之间");  } catch (Exception e) {  e.printStackTrace();  }  }  }   @Override  public E set(int index, E obj) { *//在指定索引位置，替换元素;并且将旧的元素返回* rangeCheck(index);   *//a b c d e* Object oldValue = elementData[index];  elementData[index] = obj;   return (E)oldValue;  }   @Override  public E get(int index){  rangeCheck(index);  return (E)elementData[index];  }   @Override  public boolean contains(E obj) {  for(int i=0;i<size;i++) {  if(elementData[i].equals(obj)) {  return true;  }  }  return false;  }   @Override  public Object[] toArray() {  return elementData;  }   @Override  public boolean remove(E obj) { *//删除指定的对象* for(int i=0;i<size;i++) {  if(elementData[i].equals(obj)) {  remove(i);  return true;  }  }  return false;  }   @Override  public void remove(int index) { *//删除指定位置的元素* rangeCheck(index);   *//删除指定位置的对象：a b c d e f ==> a b d e f null size-（index+1)* int numMoved = size-(index+1);  if(numMoved>0) {  System.*arraycopy*(elementData,index+1,elementData,index,numMoved);  }   size--;  elementData[size]=null;   }   @Override  public void clear() {  for(int i=0;i<size;i++) {  elementData[i] = null;  }   size=0;  } } |

# 第52集 链表底层造容器：手写容器\_自定义实现LinkedList1

完成课堂上手写MyLinkedList的代码实现！

|  |
| --- |
| package collection3;  import java.util.LinkedList;  public class MyLinkedList<E> implements MyList<E> {   private int size;   private Node first; *//第一个节点* private Node last; *//最后一个节点* @Override  public int size() {  return size;  }   @Override  public boolean isEmpty() {  return size==0;  }   @Override  public void add(E obj) {  *//给容器中增加一个obj，对应实际上需要增加一个节点（使用这个节点存储obj）* Node n = new Node();  if(first==null) {  *//增加第一个节点* n.setPrevious(null);  n.setObj(obj);  n.setNext(null);   *//first指向第一个节点；由于只有一个，last也指向这个节点* first = n;  last = n;   }else{  n.setPrevious(last);  n.setObj(obj);  n.setNext(null);   last.setNext(n);   last = n;   }   size++;   }   @Override  public void add(int index, E obj) {    }   @Override  public E set(int index, E obj) {  return null;  }   @Override  public E get(int index) {  return null;  }   @Override  public boolean contains(E obj) {  return false;  }   @Override  public Object[] toArray() {  return new Object[0];  }   @Override  public boolean remove(E obj) {  return false;  }   @Override  public void remove(int index) {   }   @Override  public void clear() {   }   public static void main(String[] args) {  MyLinkedList<String> list = new MyLinkedList<>();  list.add("aa");  list.add("bb");  list.add("cc");  list.add("dd");   }  }  */\*\*  \* 链表中的节点类  \*/* class Node {  Node previous; *//上一个节点* Node next; *//下一个节点* Object obj; *//真正存储的信息* public Node(Node previous, Node next, Object obj) {  this.previous = previous;  this.next = next;  this.obj = obj;  }   public Node(){}   public Node getPrevious() {  return previous;  }   public void setPrevious(Node previous) {  this.previous = previous;  }   public Node getNext() {  return next;  }   public void setNext(Node next) {  this.next = next;  }   public Object getObj() {  return obj;  }   public void setObj(Object obj) {  this.obj = obj;  } } |

# 第53集 链表元素手拉手：手写容器\_自定义实现LinkedList2

完成课堂上手写MyLinkedList的代码！

|  |
| --- |
| package collection3;  import java.util.LinkedList;  public class MyLinkedList<E> implements MyList<E> {   private int size;   private Node first; *//第一个节点* private Node last; *//最后一个节点* @Override  public int size() {  return size;  }   @Override  public boolean isEmpty() {  return size==0;  }   @Override  public void add(E obj) {  *//给容器中增加一个obj，对应实际上需要增加一个节点（使用这个节点存储obj）* Node n = new Node();  if(first==null) {  *//增加第一个节点* n.setPrevious(null);  n.setObj(obj);  n.setNext(null);   *//first指向第一个节点；由于只有一个，last也指向这个节点* first = n;  last = n;   }else{  n.setPrevious(last);  n.setObj(obj);  n.setNext(null);   last.setNext(n);   last = n;   }   size++;   }   public static void main(String[] args) {  MyLinkedList<String> list = new MyLinkedList<>();  list.add("aa");  list.add("bb");  list.add("cc");  list.add("dd");   Node n = list.node(2);  list.add(2,"gaoqi");  Node n2 = list.node(2);   String str = list.get(2);  System.*out*.println(str);  System.*out*.println(list.toString());  }   @Override  public String toString() {  StringBuilder sb = new StringBuilder();  sb.append("[");  for(int i=0;i<size;i++) {  sb.append(node(i).obj+"\t");  }  sb.append("]");  return sb.toString();  }   private void rangeCheck(int index) {  *//索引是否合法的判断* if(index<0||index>=size) { *//0,size-1* try {  throw new Exception("索引必须位于0到size-1之间");  } catch (Exception e) {  e.printStackTrace();  }  }  }   private Node node(int index){   rangeCheck(index);   Node temp = null;  if(first!=null) {  if(index<(size>>1)) {  temp = first;   for(int i=0;i<index;i++) {  temp = temp.next;  }  }else{  temp = last;  for(int i=size-1;i>index;i--) {  temp = temp.previous;  }  }   }   return temp;  }   @Override  public void add(int index, E obj) {  Node temp = node(index);   Node newNode = new Node();  newNode.obj = obj;   if(temp!=null) {  Node up = temp.previous;  up.next = newNode;  newNode.previous = up;   newNode.next = temp;  temp.previous = newNode;  }   size++;   }   @Override  public E set(int index, E obj) {  rangeCheck(index);   Node temp = node(index);  temp.obj = obj;  return (E)temp.obj;  }   @Override  public E get(int index) {  return (E)node(index).obj;  }   @Override  public boolean contains(E obj) {  for(int i=0;i<size();i++) {  if(node(i).obj.equals(obj)) {  return true;  }  }   return false;  }   @Override  public Object[] toArray() {  Object[] objs = new Object[size];   for(int i=0;i<size;i++) {  objs[i] = node(i).obj;  }   return objs;  }   @Override  public boolean remove(E obj) {  for(int i=0;i<size;i++) {  if(node(i).obj.equals(obj)) {  remove(i);  return true;  }  }  return false;  }   @Override  public void remove(int index) {   rangeCheck(index);   Node temp = node(index);   if(temp!=null) {  Node up = temp.previous;  Node down = temp.next;   up.next = down;  down.previous = up;   size--;   }  }   @Override  public void clear() {  for(int i=0;i<size;i++) {  remove(i);  }  } }  */\*\*  \* 链表中的节点类  \*/* class Node {  Node previous; *//上一个节点* Node next; *//下一个节点* Object obj; *//真正存储的信息* public Node(Node previous, Node next, Object obj) {  this.previous = previous;  this.next = next;  this.obj = obj;  }   public Node(){}   public Node getPrevious() {  return previous;  }   public void setPrevious(Node previous) {  this.previous = previous;  }   public Node getNext() {  return next;  }   public void setNext(Node next) {  this.next = next;  }   public Object getObj() {  return obj;  }   public void setObj(Object obj) {  this.obj = obj;  } } |

# 第54集 数组链表成Hash：手写容器\_自定义实现HashMap1

完成本次课堂MyHashMap的代码实现

|  |
| --- |
| package collection3;  import java.util.Arrays; import java.util.HashMap;  */\*\*  \* 手工实现的HashMap  \* 仅用于学习！  \*/* public class MyHashMap<K,V> implements MyMap<K,V> {  *// HashMap map;* private static final int *INITIAL\_CAPACITY* = 16;   private int size;   private Entry[] table;    public MyHashMap(){  table = new Entry[*INITIAL\_CAPACITY*];  }   public static void main(String[] args) {  MyMap<String,String> map = new MyHashMap<>();  System.*out*.println(map);  }    @Override  public void put(K key, V value) {    }   @Override  public V get(K key) {  return null;  }   @Override  public boolean containsKey(K key) {  return false;  }   @Override  public boolean containsValue(V value) {  return false;  }   @Override  public void remove(K key) {   }   @Override  public int size() {  return 0;  }   @Override  public boolean isEmpty() {  return false;  } }  class Entry<K,V> {  K key;  V value;  int hash;  Entry next; *//下一个节点* public Entry(K key, V value, int hash, Entry next) {  this.key = key;  this.value = value;  this.hash = hash;  this.next = next;  }   public Entry(){}  } |

# 第55集 大厂面试问Hash：手写容器\_自定义实现HashMap2

完成本次课MyHashMap的代码实现(put和get方法)

|  |
| --- |
| package collection3;  import java.util.Arrays; import java.util.HashMap;  */\*\*  \* 手工实现的HashMap  \* 仅用于学习！  \*/* public class MyHashMap<K,V> implements MyMap<K,V> {  *// HashMap map;* private static final int *INITIAL\_CAPACITY* = 16;   private int size;   private Entry[] table;    public MyHashMap(){  table = new Entry[*INITIAL\_CAPACITY*];  }   public static void main(String[] args) {  MyMap<String,String> map = new MyHashMap<>();  System.*out*.println(map);  map.put("a","AAA");  map.put("b","BBB");  map.put("c","CCC");  map.put("d","DDD");  map.put("a","啊啦啊");   String val = map.get("a");  System.*out*.println(val);  }    @Override  public void put(K key, V value) {   int index = hash(key);   Entry entry = new Entry(key,value,index,null);   if(table[index]==null){  table[index] = entry;  }else{  Entry e = table[index];  Entry last = e;   while(e!=null) {  if(e.key.equals(key)){  e.value = value; *//如果key相等，则直接覆盖value！* return;  }  last = e; *//保存最后一个* e = e.next;  }   *//上面整个循环结束，没有return；则说明整个单向链表中没有Entry的key和传入的key相等。  //则添加到链表的最后* last.next = entry;  }   size++;   }    private int hash(Object key){  int hashcode = key.hashCode(); *//返回的是int，有可能是负数* hashcode = hashcode<0?-hashcode:hashcode; *//确保正数  // int index = hashcode/hashcode; //最差的算法。hashmap退化成链表。 // int index = hashcode%table.length; //早起的jdk就是这样的算法。* return hashcode&(table.length-1); *//位运算，效率较高。产生[0,length-1]范围的一个数字* }    @Override  public V get(K key) {   int index = hash(key);   if(table[index]!=null){  Entry e = table[index];   while(e!=null) {  if(e.key.equals(key)){  return (V)e.value; *//如果key相等，则返回对应的value* }   e = e.next;  }   }    return null;  }   @Override  public boolean containsKey(K key) {  return false;  }   @Override  public boolean containsValue(V value) {  return false;  }   @Override  public void remove(K key) {   }   @Override  public int size() {  return 0;  }   @Override  public boolean isEmpty() {  return false;  }   }  class Entry<K,V> {  K key;  V value;  int hash;  Entry next; *//下一个节点* public Entry(K key, V value, int hash, Entry next) {  this.key = key;  this.value = value;  this.hash = hash;  this.next = next;  }   public Entry(){} } |

# 第56集 Set底层是Hash：手写容器\_自定义实现HashMap3\_HashSet

1. 完成本次课堂MyHashMap最终版代码

|  |
| --- |
| package collection3;  import java.util.Arrays; import java.util.HashMap;  */\*\*  \* 手工实现的HashMap  \* 仅用于学习！  \*/* public class MyHashMap<K,V> implements MyMap<K,V> {  *// HashMap map;* private static final int *INITIAL\_CAPACITY* = 16;   private int size;   private Entry[] table;    public MyHashMap(){  table = new Entry[*INITIAL\_CAPACITY*];  }   public static void main(String[] args) {  MyMap<String,String> map = new MyHashMap<>();  System.*out*.println(map);  map.put("a","AAA");  map.put("b","BBB");  map.put("c","CCC");  map.put("d","DDD");  map.put("a","啊啦啊");   String val = map.get("a");  System.*out*.println(val);  System.*out*.println(map);  map.remove("a");  System.*out*.println(map);  map.remove("c");  System.*out*.println(map);   }   @Override  public String toString() {  StringBuilder sb = new StringBuilder();  *//[{a:123,b:456},{a:123,c:333}]* sb.append("[");  for(Entry e:table) {  while(e!=null){  sb.append("{"+e.key+":"+e.value+"},");  e = e.next;  }  }  sb.append("]");  return sb.toString();  }   @Override  public void put(K key, V value) {   int index = hash(key);   Entry entry = new Entry(key,value,index,null);   if(table[index]==null){  table[index] = entry;  }else{  Entry e = table[index];  Entry last = e;   while(e!=null) {  if(e.key.equals(key)){  e.value = value; *//如果key相等，则直接覆盖value！* return;  }  last = e; *//保存最后一个* e = e.next;  }   *//上面整个循环结束，没有return；则说明整个单向链表中没有Entry的key和传入的key相等。  //则添加到链表的最后* last.next = entry;  }   size++;   }    private int hash(Object key){  int hashcode = key.hashCode(); *//返回的是int，有可能是负数* hashcode = hashcode<0?-hashcode:hashcode; *//确保正数  // int index = hashcode/hashcode; //最差的算法。hashmap退化成链表。 // int index = hashcode%table.length; //早起的jdk就是这样的算法。* return hashcode&(table.length-1); *//位运算，效率较高。产生[0,length-1]范围的一个数字* }    @Override  public V get(K key) {   int index = hash(key);   if(table[index]!=null){  Entry e = table[index];   while(e!=null) {  if(e.key.equals(key)){  return (V)e.value; *//如果key相等，则返回对应的value* }   e = e.next;  }   }    return null;  }   @Override  public boolean containsKey(K key) {  return false;  }   @Override  public boolean containsValue(V value) {  return false;  }   @Override  public void remove(K key) {   int index = hash(key);   if(table[index]!=null) {  Entry e = table[index];  Entry previous = null; *//上一个节点。如果没有上一个节点，则为null* while(e!=null) {  if(e.key.equals(key)){  if(previous==null){  *//说明是第0个节点* table[index] = e.next; *//它的下一个节点前移* }else{  *//说明是第n多个节点* previous.next = e.next; *//相当于把当前节点跳过（从链表中移除了）* size--;  }   }   previous = e;  e = e.next;   }   }     }   @Override  public int size() {  return size;  }   @Override  public boolean isEmpty() {  return size==0;  } }  class Entry<K,V> {  K key;  V value;  int hash;  Entry next; *//下一个节点* public Entry(K key, V value, int hash, Entry next) {  this.key = key;  this.value = value;  this.hash = hash;  this.next = next;  }   public Entry(){}  } |

1. 完成本次课堂MyHashSet的代码实现

|  |
| --- |
| package collection3;  */\*\*  \* 自定义实现的HashSet  \*/* public class MyHashSet {  MyHashMap map;  private static final Object *PRESENT*= new Object();  public MyHashSet(){  map = new MyHashMap();  }   public int size(){  return map.size();  }   public void add(Object obj){  map.put(obj,*PRESENT*); *//set的不可重复就是利用了map里面键对象不可重复的特点！* }   public static void main(String[] args) {  MyHashSet set = new MyHashSet();  set.add("aa");  set.add("bb");  set.add("cc");   }  } |