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# **Introdução**

No âmbito da disciplina de Laboratórios de Informática III do 2º ano da Licenciatura de Engenharia Informática, no presente ano letivo 2023-2024, fomos desafiados a expandir os nossos conhecimentos de programação, nomeadamente da linguagem C.

Temos como objetivo principal, aprender a manipular datasets, utilizando estruturas de dados; modularidade e encapsulamento; gestão de memória etc....

Para tal, foram nos fornecidos 4 datasets, com informações relativas a voos, passageiros, reservas e utilizadores. Cada dataset está entreligado com pelo menos outro dataset.

***Exemplo:***

*O dataset dos voos tem informações relativas a um voo como por exemplo, a data de partida ou o número do voo. Por sua vez o dataset dos passageiros, tem informação acerca dos passageiros que viajam em um determinado voo.*

Nas próximas páginas, iremos abordar os métodos de resoluções que utilizámos para os desafios propostos.

# **1. Estruturas de dados**

# **1.1. Representação gráfica**

Os ficheiros CSV’s dos utilizadores, reservas e voos são enviados para o Parser que, com ajuda de um módulo de Datas (que contem funções que tratam datas e horas) guarda nos respetivos módulos. Já o ficheiro CSV dos passageiros, é enviado para o Parser de Passageiros, junto com os módulos de datas dos utilizadores e voos, para a sua informação poder ser tratada e posteriormente atualizar os módulos dos voos e dos utilizadores no módulo Passageiros. Os três módulos são enviados para o módulo das Queries.

Paralelamente, o ficheiro de input é enviado para o Parser Queries, onde a informação de cada linha é tratada e enviada para o módulo das Querys.

Finalmente, a partir do módulo das Queries, é gerado o output de cada querie.

## **1.2 Estruturas de dados**

No âmbito de fazermos o parsing relativo aos datasets, tivemos que decidir quais seriam as estruturas utilizadas para guardar todos os dados. Surgiu então a ideia de utilizarmos hashtables pois, não só o tempo de procura era nulo, como era simples aplicar aos nossos dados. No entanto, surgiu a dúvida de como seria possível caso quiséssemos acessar a todos os elementos de um dado tipo (e.g. utilizadores). Face a esta dúvida, decidimos aplicar um array com todos os elementos de um dado tipo.

Para podermos guardar os elementos de um dado dataset, utilizámos várias structs para cada tipo de dados. Desta forma, tanto poderíamos associar a struct ao array, como à hashtable.

Temos estruturas para guardar voos, reservas, utilizadores e hoteis; é de realçar que, a partir da leitura de um dos datasets, podemos inserir informações em outra estrutura de outro dataset, como é o exemplo das reservas, que são inseridas também informações nos utilizadores.
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![](data:image/png;base64,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)

## **1.3 Datas**

Para o tratamento das datas, escolhemos armazená-las em formato de string. Consequentemente, utilizamos a função **dataToArray**, que transforma a string num array, contendo a posição 0 o ano, a 1 o mês, etc.

Para fazer cálculos com as datas, escolhemos usar anos. Considerando a data atual do sistema como 2023/10/01, ou seja, 2023.836 anos.

# **2. Parser**

Uma das funções mais importantes, que é a base do nosso programa, é a função de parser, que tem como objetivo ler dos ficheiros dos datasets e, associar cada linha, caso seja válida, a uma dada estrutura de dados.

Para tal, a nossa função de parser, começa por ler linha a linha dos ficheiros e, a cada uma, ele retira os “pontos e vírgulas”, utilizando a função **strsep**, e guarda cada uma das palavras num array auxiliar.

Com o array auxiliar criado, é chamada a função **verifica**, que é diferente para cada estrutura de dados e, como o próprio nome diz, verifica se uma dada linha pode ser válida, verificando se não existe nenhuns tipos de erros possíveis que nos são mencionados no guião do trabalho. Caso uma linha não for válida por falhar qualquer condição, será impressa no ficheiro de erros; caso contrário, é inserida na sua struct respetiva e inserida num array.

Por fim, a fase anterior repete-se até à última linha do dataset e, finda esta fase, é chamada a função **organiza**, que recebe como argumento a o array que foi criado até então com as linhas válidas e, associa então cada linha a uma dada hashtable. Por exemplo, uma linha do dataset dos *utilizadores*, é guardada numa hashtable em que a sua chave será o id do utilizador. É criada então a struct de Save\_x (onde x pode ser users, reservations ou voos), que contém a hashtable de cada estrutura e o seu array de structs com todos os elementos válidos.

# **3. Queries**

O que se segue são as nossas respetivas resoluções para cada query que desenvolvemos na primeira fase do trabalho.

## ***Query* 1**

A função da **query 1** recebe um id (que tanto pode ser de uma reserva, de um voo, ou de um utilizador); as estruturas de dados dos utilizadores, dos voos e das reservas; um inteiro **i** com o objetivo de gerar o nome do arquivo de saída e um inteiro **type**, que decide se a função a forma como o output será impresso.

A função tem como objetivo procurar o objeto associado ao id e imprimir as suas informações relativas no arquivo de saída. Em primeiro lugar, a função verifica qual é o tipo de id que se trata (utilizadores, voos e reservas) e, após esta verificação, utiliza a função **g\_hash\_table\_lookup** para ir buscar as suas informações à correspondente hashtable e, imprime no ficheiro de output. É de realçar que, caso sejam pedidas informações acerca de um utilizador, apenas são retornados valores caso o estado da sua conta seja ativo.

## ***Query 2***

A função da **query 2** recebe como argumentos, um id de um utilizador e o tipo de dados que quer imprimir, voos, reservas ou ambos e tem como objetivo também, organizar os dados por data.

Para tal, a função principal começa por criar verificar se tal id é válido e existe na hashtable dos utilizadores. De seguida, antes de realizar qualquer operação, tal como acontece na query 1, a função verifica se o usuário está ativo e, caso isto for verdadeiro, prossegue para os próximos passos.

Depois, verifica qual o tipo de dados que o input quer acerca do utilizador (reservas, voos ou ambos), caso quiser ambos, o input será apenas o número da query e o id. Posto isto, conforme o input, verifica se as datas estão organizadas e, caso não estejam, são chamadas funções auxiliares para as organizar (**organizaVoosUser**, **organizaReservasUser** e **organiza\_VoosEReservasUse**r) e, por fim, chama as funções de impressão.

## ***Query* 3**

A **query 3**, tem o objetivo de apresentar a classificação média de um hotel, a partir do seu identificador.

Para tal, a função começa por validar o identificador do hotel e, posteriormente, é chamada a função **calculaMediaHotel**, que calcula a média do hotel que nos é fornecido no input. Por fim, como todas as outras funções sobre queries, imprime no seu respetivo ficheiro.

## ***Query 4***

A query 4 tem o objetivo de listar as reservas de um hotel, ordenadas por data de início (da mais recente para a mais antiga), caso ambas as datas forem iguais, aparece em primeiro lugar a reserva que tiver o menor identificador.

Começa então por verificar se o hotel dado no input é válido e, caso seja, é chamada a função **sortBookingHoteis**. Esta função recebe os dados de todos os hotéis e reservas e, procura o tal hotel na sua hashtable. De seguida, com o intuito de organizar as reservas por data, verifica reserva a reserva qual é a sua data de início, utilizado a estrutura das reservas. Desta forma, comparando as datas, organiza-as. Por fim, é passado novamente este algoritmo, mas que desta vez verifica as datas e, caso duas sejam iguais, verifica qual é a que tem menor id e coloca-a em primeiro lugar.

Por fim, é chamada a função de impressão da query.

## ***Query 7***

A query 7 tem como objetivo listar o top N aeroportos com a maior mediana de atrasos (caso dois aeroportos tenham a mesma mediana, o nome do aeroporto deverá ser usado como critério de desempate).

Para responder a esta query criamos uma nova struct: um array de aeroportos, em que cada aeroporto contém: o seu nome, o número total de voos, um array com os delays de cada voo que partiu desse aeroporto e a própria mediana de delays.

Através da função criaSaveAeroportos, que percorre a estrutura de dados dos voos e vai verificando se um voo, vindo de uma dada origem existe, se sim, atualiza o conteúdo na nova estrutura, se não, acrescenta-o à estrutura.

No final de todos os voos serem percorridos, utilizamos a função calculaMedianaDelays, que primeiro, usando a função qsort, ordena os delays de cada voo por ordem crescente e de seguida calcula a mediana desse conjunto.

De seguida, usamos a função ordenarPorMedianaDecrescente, que usa a função qsort para ordenar por ordem decrescente o array de aeroportos de acordo com as suas medianas de delays ou por ordem alfabética caso se aplique.

Na função da query 7 que recebe esta base de dados de aeroportos, imprime os aeroportos, conforme o N que o input pedir.

## ***Query 9***

A query 9 tem como objetivo listar todos os utilizadores cujo nome começa pelo prefixo dado no input.

Em primeiro lugar, tiramos possíveis caracteres (aspas) que não façam parte de um nome, do prefixo. De seguida, copiámos o array dos utilizadores para um array auxiliar, com o objetivo de organizar os nomes. Assim, é chamada função qsort, em que os argumentos são o array auxiliar, o tamanho desse array, o tamanho da struct, e a função **compararUsers**, que tem o objetivo de organizar os nomes por ordem alfabética.

Por fim, passámos pelo array dos utilizadores e verificámos se o nome do utilizador começa com o prefixo e se tal tem a conta ativa. Verificadas estas condições, damos print no ficheiro conforme o nosso input.

# **4. Main**

Na função Main, primeiro verificamos se o número de argumentos é diferente de 3, caso seja, dá erro, pois precisamos de 3 argumentos para executar o modo batch.

Depois, procedemos à abertura e envio dos 4 ficheiros CSV para o respetivo parser, para que possam ser tratados e armazenados.

Se seguida procedemos à organização das novas estruturas de dados usadas para certas queries.

Posteriormente, abrimos o ficheiro de input e enviamos para o parser de queries que vai ser responsável também por enviar cada linha tratada para a função que escolhe qual a query que vai ser executada.

No final, damos free as estruturas que usamos.

# **5. Conclusão**

Para finalizar o nosso trabalho da 1ª fase, gostaríamos de mencionar que achámos que fizemos um bom trabalho para aquilo que nos foi proposto, no entanto, pretendemos para a segunda fase, melhorar algumas das nossas funções para que, sejam mais eficientes e mais rápidas e também explorar mais a modularidade e melhor o encapsulamento das nossas funções.

Gostaríamos de realçar ainda que, esta primeira fase enriqueceu os nossos conhecimentos acerca de estruturas de dados e manipulação de ficheiros, visto que, nunca nos tínhamos aprofundado tanto neste tema, como nesta U.C. de Laboratórios de Informática III.