High Performance Ring Networks

ARACHNE

This manual describes how to set up and run MPI+OMP version of ring networks ARACHNE on a computers cluster. The general scenario of the simulation is as follows. User works on a host computer using MATLAB installed under Windows. MATLAB program generates input MAT-file and uploads it to remote HPC cluster operated under Linux. Then it starts a simulation on the cluster and drops connection. User connects to a remote process from time to time to a) know what current number of iteration is and b) download intermediate results of the simulation (the results are shown in MATLAB Plots and save to the output file). When simulation completes, MATLAB host program downloads output MAT-file and visualises the final results to an user.
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# Preparing for the first launch

## Local machine side (under Windows)

Download the following directory from GITHUB repository to your local computer:

<https://github.com/LeonidSavtchenko/Arachne>

To test the software the cluster, located at 144.82.46.83, is already prepared. The following directory contains preinstalled software:

/home/reviewer/worker

Password: reviewer1

1. To start a simulation:
2. Launch the following Matlab script: “<root>\host\START\_GammaSimulator.m”.
3. When GUI appears, go to “HPC” panel and adjust the following three elements:

* checkbox “fakeMPI” -- unchecked,
* editbox “nt” = the number of processor cores per one cluster node,
* checkbox “backgroundMode” -- checked.

1. After that you can click “OK” -- the simulation will be conducted on the remote cluster at 144.82.46.83.

If you want to reinstall the application on this cluster or to install it on other Linux clusters, then do the following:

## Preparing HPC cluster (under Linux)

1. Before installation the software, one need to be sure that “mpic++” compiler is present in the system path.
2. Download the folder “worker” with all its content from the GitHub repository. This folder must be saved to the place shared between cluster nodes. For example, it can be saved in the directory “/home/<username>”.
3. Compile the application running script “<root>/worker/build/lin\_release.sh.” If the compilation is successful, the file “gs.exe” must appear in the parental directory.

## Preparing your local computers (under Windows)

1. Make sure that Matlab is installed on the local computer.
2. Download the folder “host” with its contents from GitHub repository to the local machine.
3. Open file “<root>\host\Code\scripts\win-lin\params.bat” and adjust the following 4 variables: “HEADNODEIP”, “LOGIN”, “PASSWORD”, “HEADNODEWORKERDIR” to be consistent with your cluster, where HEADNODEIP is IP address of the cluster, HEADNODEWORKERDIR is a working directory of the cluster.
4. Open file “<root>\host\Code\BasicParams\BasicParams.m”, set remoteHPC = true and initialize “availableNodes” cell array with your cluster node names.
5. Launch the following Matlab script: “<root>\host\START\_GammaSimulator.m”.
6. When GUI appears, go to “HPC” panel and adjust the following three elements:

* checkbox “fakeMPI” -- unchecked,
* editbox “nt” = the number of processor cores per one cluster node,
* checkbox “backgroundMode” -- checked.

1. After that you can click “OK” -- the simulation will be conducted on the remote cluster.

# How to run the simulation on your local computer without cluster.

1. Make sure that you have Matlab installed on the machine.
2. Make sure that you have Visual Studio Community installed on the machine. This free IDE can be downloaded here:

<https://www.visualstudio.com/en-us/products/visual-studio-community-vs.aspx>

The “Visual C++” option must be checked during installation.

1. Download the folders “host” and “worker” keeping the structure and all of its content from GitHub repository to your local machine.
2. Open file “<root>\worker\build\vars.bat” in any text editor and adjust the following three paths to be consistent with your machine: “VSDIR”, “MLDIR”, “GSDIR”. VSDIR is a director with Visual Studio, MLDIR is a director with Matlab, GSDIR is a directory with gs.exe
3. Run script “win\_fakeMPI\_release.bat” located in this directory. The file “gs\_fakeMPI.exe” should appear in the parental directory after that.
4. Open file “<root>\host\Code\scripts\win-win\params.bat” and adjust the following 2 paths: “MATLABHOSTDIR”, “WORKERDIR”.
5. Open file “<root>\host\Code\BasicParams\BasicParams.m” and set remoteHPC = false.
6. Launch the following Matlab script: “<root>\host\START\_GammaSimulator.m”.
7. When GUI appears, go to “HPC” panel and adjust the following three elements:

* checkbox “fakeMPI” -- checked,
* editbox “nt” = the number of cores in your processor,
* checkbox “backgroundMode” -- unchecked.

1. After that you can click “OK” -- the simulation will be conducted on your local machine instead of the cluster.

# Running the simulation

## Single experiment

1. Wake up all nodes of the cluster. (Alternatively, you can run simulation on the master node only.)
2. Open file “host\Params\HpcParams.m” and specify *remoteHPC = true*.

Specify number of processes “np” you are going to run on the cluster. (The number should not exceed the total number of processors on available cluster nodes.) Specify number of threads per process “nt”. (The number should not exceed the number of cores of a processor.)

1. Open file “host\START\_GammaSimulator.m” in MATLAB and press F5.

If everything is OK, you will see messages in MATLAB console reporting about:

1. Uploading of input MAT-file to the head node of the cluster.
2. Progress of simulation.
3. Downloading of output MAT-file from the head node.

Then windows with graphical representation of the results must appear.

If you need to stop the simulation, click on Command Window in MATLAB and press Ctrl + Break. This stops the client (local computer) part of simulation, but not the server performance. In order to stop server operations, one needs to run the first or the second script from the following:

1. “SCRIPT\_TerminateBackgroundProcess.m”.
2. “SCRIPT\_KillBackgroundProcess.m”.

## Scalability test

1. Open file “host\Params\HpcParams.m” and specify *scalTest = true*.

Specify maximum number of processes “np” and maximum number of threads per process “nt” you are going to use in the test.

1. Specify the minimum number of processes “minNP” taking into account that a very large number of neurons and too small number of processes may cause memory deficit (see the paragraph below). On the other hand, make sure that the number of neurons is large enough to show the real scalability.

Here are some examples:

1. minNP = 1; np = 9; nt = 4; num\_e = 200; num\_i = 100; t\_final = 500; radius\_e = 250; radius\_i = 200; v = 0.1; scmType\_XY = KrnDense; distMatPVH = false;

BAD — not enough neurons to show real scalability;

1. minNP = 1; np = 9; nt = 4; num\_e = 8600; num\_i = 4300; t\_final = 0.2; radius\_e = 250; radius\_i = 200; v = 0.1; scmType\_XY = KrnDense; distMatPVH = false;

BAD — memory deficit happens for number of processes less than 5 (the amount of required physical memory per cluster node exceeds 1700 MB);

1. minNP = 8; np = 9; nt = 4; num\_e = 8600; num\_i = 4300; t\_final = 0.2; radius\_e = 250; radius\_i = 200; v = 0.1; scmType\_XY = KrnDense; distMatPVH = false;

GOOD.

1. Open file “host\START\_GammaSimulator.m” in MATLAB and press F5.

If everything is OK, you will see messages in MATLAB console reporting that simulation is run for number of processes equal *minNP, minNP + 1, …, np* and number of threads per process equal *1, 2, …, nt* in sequence.

At the end the window must appear showing set of scalability curves. Each curve y(x) corresponds to specific number of threads and is defined by “x” being number of processes and “y” being inverse time of execution.

# Non-remote simulation modes

Besides the remote simulation mode described above, the simulator can be run in the following two modes:

1. Running from MATLAB on local machine under Windows on the same machine.
2. Running from MATLAB on head node of Linux cluster on the same cluster.

These two modes were developed mostly for debugging and testing purposes. In order to use the first mode, you need to adjust variables defined in the script “host\scripts\win-win\params.bat.” Usage of the second mode requires adjustment of variables defined in “host\scripts\lin-lin\params.sh.” The parameter “remoteHPC” defined in “host\Params\HpcParams.m” should be specified as “false” in both cases.

The first mode needs compilation of HPC kernel under Windows. The compilation requires the following software installed:

1. Microsoft Compute Cluster Pack SDK available for free by the following reference:

<http://www.microsoft.com/en-us/download/details.aspx?id=239>

1. Microsoft Visual Studio 2012 or other C++ compiler. Notice that compilation with other C++ compiler may require changes in the code of HPC kernel because each compiler has its own specific requirements to the code.
2. MATLAB R2013a. Usage of some other version may require changes in code of HPC kernel.

MATLAB is necessary because it provides compile-time libraries and run-time libraries used for MAT-file read/write staff. The directory with MATLAB libraries must be added to the system path variable. You can access the variable as following:

1. Go to Windows Explorer -> My Computer -> Properties -> Advanced -> Environment Variables.
2. Select the variable with name “Path” and click “Edit” button.
3. Add “C:\Program Files\MATLAB\R2013a\bin\win64” to the end of the string. (Your addition to the string will be other if you installed MATLAB to some non-default location.)

Alternatively, you can copy stuff of the directory “C:\Program Files\MATLAB\R2013a\bin\win64” to the directory containing ARACHNE executable “gs.exe.”

Compilation of HPC kernel under Windows is performed with one of the following scripts located in the directory “worker”:

1. build\_Windows\_DEBUG.bat.
2. build\_Windows\_RELEASE.bat.

# Changing ARACHNE parameters

## The file “ModelParams.m”

This file corresponds to the file “params.m” of the original software. A group of new parameters was added to support new features of ring networks ARACHNE and some model parameters were moved to other place or deleted.

The new model parameters are as follows:

1. **radius\_e, radius\_i**

These two variables specify the radii of ring networks in micrometres. Variable “radius\_e” determines radius of e-network and variable “radius\_i” specifies radius of i-network. The numbering of neurons in ring networks guarantees that the distance between the first neuron of e-network and the first neuron of i-network is minimal (see picture 1).
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Picture 1. *radius\_e = 250*, *radius\_i = 200*

1. **v**

The parameter specifies the rate of signal propagation in micrometres per millisecond.

1. **sclModel**

The parameter determines which synaptic connections localization model will be used.

BSS — bell-shaped strength and uniform density of connections.

BSD — uniform strength and bell-shaped density of connections.

Notice that parameters “g\_hat\_XY” with “XY” being “ee”, “ei”, “ie” and “ii” have an influence on the model only when *sclModel = BSD* or *scmType\_XY = AllEqual*.

For more information about synaptic connections localization models see [the next paragraph](#_Synaptic_connections_localization).

1. **w\_XY\_max** with XY being ee, ei, ie and ii

These four parameters specify the maximum heights of corresponding bells.

1. **sigma\_XY** with XY being ee, ei, ie and ii

These four parameters specify the standard deviations of corresponding normal distributions.

1. **useHC**

The parameter specifies whether to correct synaptic conductance matrices according to Hebbian theory (spike-timing-dependant plasticity).

true — to do Hebbian correction for all synaptic conductance matrices.

false — not to do Hebbian correction.

By default the formula defining how the synaptic strength is modified due to the position of Action potential is the following:

.

If you need to change this formula, see the paragraph [below](#_Changing_parameters_of) for instructions.

*Parameters 7-8 are used only if useHC = true*

1. **hcPeriod**

The parameter specifies how often the Hebbian correction is done.

The correction is done once per “hcPeriod” iterations; each time only impulses appeared on last “hcPeriod” iterations are analysed.

1. **hcParams**

The variable contains all parameters of Hebbian correction. It is a matrix with four rows and arbitrary number of columns. Each row of matrix “hcParams” contains parameters of Hebbian correction for one synaptic conductance matrix. By default there are eight parameters for each matrix. If you need to change the number of Hebbian correction parameters, see the paragraph [below](#_Changing_parameters_of) for instructions.

Four densities of synaptic connection “p\_XY” with “XY” being “ee”, “ei”, “ie” and “ii” were removed from the model because they have no influence on synaptic conductance matrices of ring networks.

One more change is that 2 parameters (functions) were moved to other place. These functions are:

1. I\_i(t) — deterministic external drive to I-cells.
2. I\_e(t) — deterministic external drive to E-cells.

The MPI+OMP version of the simulator does not define external drives in MATLAB anymore. They migrated to C++ code of HPC kernel for performance. The drive arrays returned by the functions became distributed vectors. (In other words, each node of the cluster keeps only some part of each vector.) The new home of the functions is the file “worker/ExternalDrives.cpp.”

By default, the drives are constants defined as follows: I\_e(t) = 0.5, I\_i(t) = 0.0 for each element of vector. If you need to change the default drives, see the paragraph [below](#_Changing_deterministic_external) for instructions.

Calculation of variables “m\_steps”, “delta\_ee”, “delta\_ei”, “delta\_ie”, “delta\_ii”, “max\_delay\_e” and “max\_delay\_i” was moved to this file from the file “gamma\_simulator.m” of prototype. Notice that when set of parameters “num\_e”, “num\_i”, “radius\_e”, “radius\_i” and “v” is unbalanced, i.e. at least one of variables “delta\_XY” is equal to zero, results of computation can be incorrect.

## Changing parameters and formula of Hebbian correction

1. Open the file “host\Params\ModelParams.m” and change the matrix “hcParams”.
2. Change or delete the validation of Hebbian correction parameters located after definition of this matrix.
3. Log in to the tuxmaster node and open the following file:

“/home/reviewer/gs/worker/DistMatrix.h”.

1. Update the code for the function “AtomicCorrection” as you need. Notice that in C++ the numbering of array elements begins from zero.
2. Compile HPC kernel running script “build\_Linux\_RELEASE.sh” living in the same directory.

If compilation is successful, the MATLAB host program being run for the next time will use the new just compiled HPC kernel.

## Changing deterministic external drives to E- and I-cells

1. Log in to the tuxmaster node and open the following file:

“/home/reviewer/gs/worker/ExternalDrives.cpp”.

1. Update the code for the functions “ComputeExternalDrive\_e” and “ComputeExternalDrive\_i” as you need.

You can follow the example provided in the file “ExternalDrives.cpp” for the case of “I\_e” being

I\_e(t, idx) = sin(PI **·** idx / (num\_e – 1)) **·** exp(–0.5 **·** t)

with “idx” being end-to-end index of the distributed vector: idx = 0, 1, …, num\_e – 1.

1. Compile HPC kernel running script “build\_Linux\_RELEASE.sh” living in the same directory.

If compilation is successful, the MATLAB host program being run for the next time will use the new just compiled HPC kernel.

## Synaptic connections localization models

There are two models of synaptic connections localization. In both model the normal distribution of one synaptic connection parameter is used:

.

The first model consists in bell-shaped strength and uniform density of connections. Synaptic conductance matrices of this model are presented at the picture 2 with following set of parameters:

num\_e = 1000; num\_i = 500;

w\_ee\_max = 1.3; w\_ii\_max = 0.35; w\_ei\_max = 0.5; w\_ie\_max = 0.15;

sigma\_ee = 100; sigma\_ei = 75; sigma\_ie = 75; sigma\_ii = 50.
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Picture 2

The second model consists in uniform strength and bell-shaped density of connections. If in this model the parameter “w\_XY\_max” is more than unit, the density of connections between neurons becomes saturated (compare matrices “g\_ee” and “g\_ie” at the picture 3). Synaptic conductance matrices of this model are presented at the picture 3 with following set of parameters:

num\_e = 1000; num\_i = 500;

g\_hat\_ie = 1.2; g\_hat\_ei = 1.0; g\_hat\_ii = 1.0; g\_hat\_ee = 1.0;

w\_ee\_max = 2; w\_ii\_max = 0.8; w\_ei\_max = 0.9; w\_ie\_max = 0.3;

sigma\_ee = 100; sigma\_ei = 75; sigma\_ie = 75; sigma\_ii = 50.

![](data:image/png;base64,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)

Picture 3

In this model of localization of synaptic connections the value w\_XY\_max >= 1 gives saturated density of connections.

In both models the elements on principal diagonals of intranetwork matrices (“g\_ee” and “g\_ii”) are always equal to zero to avoid influence of neuron on itself.

## The file “HpcParams.m”

This file contains the new parameters added specially to adjust High Performance Computing settings of ARACHNE.

The parameters are as follows:

1. **remoteHPC**

The variable specifies whether to use the remote HPC server.

true — to call HPC kernel on remote machine/cluster.

false — to call HPC kernel on this machine/cluster (see [the paragraph](#_Non-remote_simulation_modes) above).

1. **np**

The parameter specifies the number of parallel processes to launch.

When you’re changing it and going to run simulation on the cluster, make sure that “np” does not exceed the number of available cluster nodes. The number of available nodes is specified in the files “hostfile\_BusyMaster” and “hostfile\_IdleMaster” living in the directory “/home/reviewer/gs/worker/hostfiles”. The first file corresponds to the case when the master node works the same as a slave; the second file is for the case when the master node is not loaded. In the case of scalability test (see “scalTest” parameter below) “np” specifies the maximum number of processes in the test.

1. **nt**

The parameter specifies the number of threads per process.

While one process is run on one processor, one thread is run on one core of the processor. The best performance is achieved when the number of processes equals number of cluster nodes (i.e. the total number of processors) and the number of threads per process equals number of processor cores. In the case of scalability test “nt” specifies the maximum number of threads per processes in the test.

1. **scmType\_XY** with XY being ee, ei, ie, and ii

These 4 parameters specify the types of synaptic conductance matrices. The type of a matrix determines how and where the matrix will be created and populated, and what algorithm will be used for computation of the current on actual iteration.

Types **AllZeros** and **AllEqual**:

**AllZeros** — all matrix elements are zeroes;

**AllEqual** — all matrix elements are equal.

The matrix is not generated explicitly because it has primitive structure. The main advantages of these types are:

a) matrix can have giant size not requiring a lot of memory;

b) calculation of the current on actual iteration has excellent performance.

But it’s clear that these models of synaptic conductance matrix are too simple and make sense only in combination with other types.

Notice that these two types of matrices can be used only when *useHC = false* (see [the paragraph](file:///C:\Users\lsavtchenko\AppData\Roaming\Skype\My%20Skype%20Received%20Files\ModelParams.m#_The_file_) above).

Types **HstDense** and **HstSparse**:

**HstDense** — the matrix is generated in a dense form in MATLAB;

**HstSparse** — the matrix is generated in a sparse form in MATLAB.

The matrix is generated in MATLAB host program, saved to the input MAT-file with other data, uploaded to the head node of the cluster and scattered among all nodes. The difference between dense and sparse storage scheme is that only nonzero elements positions and values are stored in the second case. It provides memory economy in the case if the number of nonzero elements is much less than the number of zeroes.

The main advantage of these two types is that the matrices can be populated in MATLAB in variety of ways. There is no restriction on number of different values in a matrix. There is no need to recompile HPC kernel if algorithm of matrix population is changed.

The disadvantages are as follows:

a) amount of physical memory on local machine and head node of cluster puts limitation on matrix size;

b) uploading big matrices to the head node may take a lot of time;

c) scattering matrices from the head node to all nodes takes time as well.

Notice that type “HstSparse” can be used only when *sclModel = BSD* and *useHC = false* (see [the paragraph](file:///C:\Users\lsavtchenko\AppData\Roaming\Skype\My%20Skype%20Received%20Files\ModelParams.m#_The_file_) above).

Types **KrnDense** and **KrnSparse**:

**KrnDense** — the matrix is generated in distributed dense form in HPC kernel;

**KrnSparse** — the matrix is generated in distributed sparse form in HPC kernel.

The matrix is generated in HPC kernel before 1st iteration already in distributed form.  
These types are counterparts of types HstDense and HstSparse that provide the advantage that there is no need to upload and scatter big matrices. Since matrices are generated already in distributed form, the total amount of memory required by a matrix is divided by number of cluster nodes. As a result, bigger matrices can be generated in comparison with types HstDense and HstSparse. The disadvantage is that there is no such flexible way to populate synaptic conductance matrices. If any changes in the algorithm, HPC kernel should be recompiled.

Notice that type “KrnSparse” can be used only when *sclModel = BSD* and *useHC = false* (see [the paragraph](file:///C:\Users\lsavtchenko\AppData\Roaming\Skype\My%20Skype%20Received%20Files\ModelParams.m#_The_file_) above).

Type **KrnOneBit**:

An element of the matrix is stored in one bit.

The matrix has dense structure and is generated in HPC kernel before 1st iteration already in distributed form.

The advantage of this mode compared with “KrnDense” type is that the matrix stored in bit-packed format requires significantly less memory than the matrix stored in the floating-point format. The matrix of type “KrnOneBit” can be populated with only two different values: zero value and some other value.

The feature of type “KrnOneBit” in comparison with other ones is that it requires rounding of number of rows in the matrix: the number of rows has to be evenly divisible by 64. If this is not the case, the rounding is performed automatically to the nearest integer that fits the requirement. As a result, the number of neurons used in simulation becomes less.

Notice that type “KrnOneBit” can be used only when *sclModel = BSD* and *useHC = false* (see [the paragraph](file:///C:\Users\lsavtchenko\AppData\Roaming\Skype\My%20Skype%20Received%20Files\ModelParams.m#_The_file_) above).

Type **KrnInPlace**:

Each element is generated each time it’s used.

The matrix is re-generated on each iteration once again. The random number generator that produces the sequence of elements of the matrix is reseed with the same seed before each computation of the matrix-to-vector product. This type of synaptic conductance matrix provides vanishing limitations of the model size, but the performance of this type is the worst among all other types. The reason is that the call of random number generator for each element takes considerable time in total.

Notice that type “KrnInPlace” can be used only when *useHC = false* (see [the paragraph](file:///C:\Users\lsavtchenko\AppData\Roaming\Skype\My%20Skype%20Received%20Files\ModelParams.m#_The_file_) above).

1. **scalTest**

On/off scalability test.

true — to run HPC kernel for number of processes equal minNP, minNP + 1, …, np and number of threads per process equal 1, 2, …, nt. Plot set of scalability curves at the end of the test.

false — to run HPC kernel for number of processes equal “np” and number of threads per process equal “nt” only.

*Parameter 6 is used only if scalTest = true*

1. **minNP**

The parameter specifies the minimum number of processes (cluster nodes) used in scalability test. (The maximum number equals np.) Usage of this parameter is worth when

1. memory deficit does not allow running scalability test for small number of loaded cluster nodes;
2. testing for small number of processes is expected to be too long or does not provide an interest.
3. **showSCM**

The parameter specifies whether to show synaptic conductance matrices.

true — to show plots of synaptic conductance matrices at the end of simulation.

false — not to show matrices.

If this option is enabled, the program can require more memory (see the paragraph [below](#_Memory_requirements)).

Notice that this parameter can be equal “true” only when *useHC = true* (see [the paragraph](file:///C:\Users\lsavtchenko\AppData\Roaming\Skype\My%20Skype%20Received%20Files\ModelParams.m#_The_file_) above).

1. **useSPA**

The parameter specifies whether to use Single Precision Arithmetics instead of double precision one.

true — to use float data type in all computations. (4-byte floating-point numbers provide approx. 7 decimal digits accuracy.)

false — to use double data type. (8-byte floating-point numbers provide approx. 16 decimal digits accuracy.)

In general, usage of floats instead of doubles leads to the better performance and worse accuracy.

But in the case of ARACHNE the worse accuracy is not relevant because the algorithm of simulation is so that the noise is introduced into the data on each iteration explicitly. Therefore, the difference between single-precision results and double-precision ones can be considered as a part of the intrinsic noise.

*Parameter 9 is used only if useSPA = false*

1. **use32BitRng**

The parameter specifies whether to use coarse-grained 32-bit random number generator or fine-grained 64-bit one.

true — to use coarse-grained 32-bit random number generator.

false — to use fine-grained 64-bit random number generator.

The 32-bit generator (std::mt19937) provides higher performance and worse quality of random numbers, while the 64-bit generator (std::mt19937\_64) provides lower performance and better quality of the numbers. Usage of the 64-bit generator makes sense only with double precision arithmetics (*useSPA = false*). See also [the paragraph](#_Choosing_and_initialization) below.

1. **distMatPVH**

The parameter specifies in which mode matrices of presynaptic voltage history are held.

true — matrices are held in distributed mode (each node of cluster keeps only part of each matrix).

false — matrices are held in local mode (each node of cluster keeps each matrix in whole).

If this option is enabled, amount of required physical memory per cluster node decreases, but the time of simulation session considerably increases due to communication between processes.

Use *distMatPVH = true* only if there isn’t enough memory for local mode of presynaptic voltage history matrices. In this case the number of processes has to be as little as it is possible.

1. **stabAnalysis**

On/off stabilization analysis mode.

true — to compute “Frequency\_e”, “Frequency\_i”, “syncoef\_e”, “syncoef\_i” on each iteration and to show plots at the end of simulations.

false — to compute “Frequency\_e”, “Frequency\_i”, “syncoef\_e”, “syncoef\_i” just once at the end of simulations.

Notice that computation of the parameters on each iteration affects performance.

1. **reportPeriodIter**

The parameter specifies how often HPC kernel should report its progress (i.e. the number of current iteration and the duration of an iteration). The report is done once per “reportPeriodIter” iterations.

1. **saveIntermMat**

The parameter specifies whether to save intermediate data file “intermediate.mat” that makes it possible to continue simulation from the same point after completion or termination.

The file is saved when:

1. specified t\_final is reached;
2. termination is requested by user;
3. *saveBackupMats = true* and current iteration number is evenly divisible by backupPeriodIter;
4. simulation is working in background mode and user runs the script SCRIPT\_GetSnapshot.m (see [the paragraph](#_Structure_of_Matlab) below).

Notice that for avoidance of unpractical usage of physical memory this parameter can be equal “true” only when *distMatPVH = false*.

1. **saveBackupMats**

The parameter specifies whether backup files should be saved periodically. Saving backup files makes it possible to recover simulation progress in the case of abnormal termination (see [the paragraph](#_Structure_of_Matlab) below).

If *saveIntermMat = false*, then only “output.mat” is saved, if *saveIntermMat = true*, then both “output.mat” and “intermediate.mat” are saved periodically.

*Parameter 14 is used only if saveBackupMats = true*

1. **backupPeriodIter**

The parameter specifies how often backup files should be saved. The saving is done once per “backupPeriodIter” iterations.

1. **backgroundMode**

The parameter specifies whether to run HPC kernel in background mode.

true — HPC kernel is run in background mode (MATLAB can be idle).

false — HPC kernel is run in foreground mode (MATLAB is busy).

The key difference between foreground and background modes is that the second mode does not require persistent connection between MATLAB host program and HPC kernel at time of the whole simulation session. In the first mode HPC kernel dumps information about current progress into console and MATLAB host shows this output to user as is. In the second case HPC kernel dumps information about current progress into status file from time to time and MATLAB host picks it up periodically, analyses and shows current progress to user.

*Parameters 16-18 are used only if backgroundMode = true*

1. **c4sPeriodSec**

The parameter specifies how often MATLAB host should check the status of HPC kernel. The status check means that the host program determines if HPC kernel is running and if so, what the current iteration number is and what the duration of iteration is. The status is checked once per c4sPeriodSec seconds. (c4s = Check For Status.)

1. **c4cPeriodIter**

The parameter specifies how often HPC kernel should check for a command from MATLAB host. There are two commands: terminate, dump snapshot (see [the paragraph](#_Structure_of_Matlab) below). The check is done once per c4cPeriodIter iterations. (c4c = Check For Command.)

1. **c4ePeriodSec**

The parameter specifies how often MATLAB host should check if HPC kernel has executed the requested command. There are two commands: terminate, dump snapshot (see [the paragraph](#_Structure_of_Matlab) below). The check is done once per c4ePeriodSec seconds. (c4e = Check For Execution.)

*Parameters 19-20 are used only if simulation is running on a cluster*

1. **idleMaster**

The parameter specifies whether the master node of the cluster idles.

true — all slave nodes do a job, the master node idles.

false — all slave nodes and the master node do a job.

1. **memPerNodeLimit**

The parameter specifies the limit of physical memory usage per cluster node (in megabytes). The simulation will not start if the limit is exceeded. The estimate of required physical memory depends on numbers of neurons, ring networks parameters, types of 4 synaptic conductance matrices, the mode of presynaptic voltage history matrices, the number of processes and on whether single-precision or double-precision arithmetics is used. The equations used for estimation of required physical memory are in [this](#_Memory_requirements) paragraph.

*Parameter 21 is used only if remoteHPC = true*

1. **zipMatFiles**

The parameter specifies whether input/output MAT-files should be zipped before and unzipped after transferring between local machine and head node of the cluster.

true — files are compressed before and decompressed after transferring.

false — files are transferred without compression.

## Changing system of equations

The system of equations is defined by the following functions: “h\_e\_inf”, “h\_i\_inf”, “m\_e\_inf”, “m\_i\_inf”, “n\_e\_inf”, “n\_i\_inf”, “tau\_h\_e”, “tau\_h\_i”, “tau\_n\_e”, “tau\_n\_i”.

Each function is defined in a separate CPP file under the following directory:

“/home/reviewer/gs/worker”.

The exception is for functions “m\_e\_inf” and “m\_i\_inf”. They are in both C++ files (“m\_e\_inf.cpp” and “m\_i\_inf.cpp”) and MATLAB files (“m\_e\_inf.m” and “m\_i\_inf.m”). If any changes, make sure that the code is identical in corresponding files.

When you are changing any functions, follow these rules:

1. Make sure that a function does not encounter uncertainty for some specific values of input argument.

For example, function “m\_e\_inf” encounters uncertainty 0 / 0 in the cases when input argument v equals –54 and –27.

You must provide special handling of the cases because otherwise the function can return NaN (Not-A-Number) at some moment of simulation making all further process spoiled.

1. Avoid usage of types float or double explicitly, use template type T instead.

Each function is compiled in two versions: T = float and T = double.

The version used at time of simulation depends on value of variable “useSPA” specified in file “HpcParams.m”.

Do not specify rational constants as 1.2 or 3.4 because they would have double type, specify them as T(1.2) and T(3.4) instead.

However, integer constants can be specified without indication of type T.

1. Avoid division of integer numbers. For example, defining variable x as

T x = T(0.5) + 1 / 3;

you will actually have x equal T(0.5). The reason is that quotient of integer numbers is rounded to integer.

The correct forms are:

T x = T(0.5) + T(1) / 3;

T x = T(0.5) + 1 / T(3);

1. Do not forget to compile HPC kernel running script “build\_Linux\_RELEASE.sh” living in the same directory.

If you added some new functions, make sure that they are specified with “inline” keyword and listed in files “GammaSimulator.h” and “GammaSimulator.cpp”.

## Choosing and initialization of random number generators

Random number generators are used in three places.

1. The MATLAB host program uses one to prepare input data for the simulation.

The generator is initialized with the seed specified by variable “seed” in file “PrepareInputData.m”.

1. If “scmType\_XY” is equal to “KrnDense”, “KrnSparse”, “KrnOneBit” or “KrnInPlace”, then the C++ worker program uses one generator per thread to initialize local chunks of distributed matrices “g\_ee”, “g\_ei”, “g\_ie”, and “g\_ii”. Each thread must have random number generator initialized with unique seed. If “scmType\_XY” is equal to “KrnInPlace”, then the matrices are generated SAME on different iterations.

The seeds for all threads of all processes are collected into one-dimensional array “scmSeeds” defined in file “PrepareInputData.m”. This array is saved to input MAT-file with other data. Each value of a seed, including positive values and negative values, corresponds to unique state of random number generator.

The requirements for “scmSeeds” are as follows:

a) “scmSeeds” must be integer vector of length not less than np **·** nt **·** 4;

b) “scmSeeds” must contain values in range [-2147483648, 2147483647] except 0;

c) “scmSeeds” must not contain equal values;

d) “scmSeeds” must not overlap with “uSeeds” (see below).

1. The C++ part of the software uses one generator per thread to initialize the local chunks of distributed vectors “u\_e” and “u\_i” in the file “DoSimulation.cpp”. Each thread must have random number generator initialized with a unique seed. The DIFFERENT vectors are generated on different iterations.

The seeds for all threads of all processes are collected into one-dimensional array “uSeeds” defined in the file “START\_GammaSimulator.m.” This array is saved to the input MAT-file with other data. Each value of a seed, including positive values and negative values, corresponds to unique state of random number generator.

The requirements for “uSeeds” are as follows:

a) “uSeeds” must be integer vector of length not less than np **·** nt;

b) “uSeeds” must contain values in range [-2147483648, 2147483647] except 0;

c) “uSeeds” must not contain equal values;

d) if “scmType\_XY” is equal to “KrnDense”, “KrnSparse”, “KrnOneBit” or “KrnInPlace”, then “uSeeds” must not overlap with “scmSeeds”.

It’s possible to choose quality of random number generators used in HPC kernel. Boolean variable “use32BitRng” defined in the file “HpcParams.m” switches between 32-bit and 64-bit random number generators.

32-bit generator std::mt19937 produces integer random numbers in the interval [0, 232). When these numbers are converted to floating-point ones and projected to the interval [0, 1), the step of the grid becomes equal approx. 2.3283 · 10–10. It's sufficient when useSPA = true because the step supported by the floats

eps(single(1)) = 1.1921 **·** 10–7.

But it's not sufficient when useSPA = false because the step supported by the doubles

eps(double(1)) = 2.2204 **·** 10–16.

64-bit generator std::mt19937\_64 produces integer random numbers in the interval [0, 264). When these numbers are converted to floating-point ones and projected to the interval [0, 1), the step of the grid becomes equal approx. 5.4210 **·** 10–20. It’s sufficient for reaching the limit of granularity of double-precision arithmetic.

## Changing parameters in the case of simulation continuation

If the parameter “saveIntermMat” is specified as true, then HPC kernel saves all necessary data so that simulation can be continued after stopping. In that case you cannot change any parameters of simulation; it will continue with the same parameters independently on any changes made in files “HpcParams.m” and “ModelParams.m”. The only exception is for the following three parameters:

1. np — the number of processes;
2. nt — the number of threads per process;
3. idleMaster — the flag indicating whether the master node idles.

You can change these parameters, and this change will be applied in the next simulation session. The only restriction is that the product np **·** nt must be the same as before.

# Model restrictions, memory requirements and performance

## Bit synaptic conductance matrices

Synaptic conductance matrices have a bit structure if *scmType\_XY = KrnOneBit*. They provide compromise between the cases “performance is low, but big models are allowed” (*scmType\_XY = KrnInPlace*) and “performance is high, but big models are not allowed” (*scmType\_XY = KrnDense*). The principal limitation of the 1-bit mode is that a synaptic conductance matrix can be populated with only two different values (zero and some other value).

In order to achieve the best performance, the number of rows in 1-bit element matrix should be evenly divisible by 64. If this is not the case, then the number of rows (and the number of neurons of a type) is rounded to the nearest less integer that is evenly divisible by the factor.

Let’s consider the following example:

num\_e = 3000; num\_i = 5000;

scmType\_ee = KrnSparse; scmType\_ei = KrnOneBit;

scmType\_ie = KrnSparse; scmType\_ii = KrnSparse.

The type “scmType\_ei” requires rounding of number of neurons (since it is equal to “KrnOneBit”), while three other types do not require any rounding. The number of rows in matrix “g\_ei”, i.e. “num\_e”, should be evenly divisible by 64. As a result, the numbers of neurons will be rounded as follows:

num\_e = 2944; num\_i = 5000.

## Memory allocated on a cluster node

The memory requirements are checked by the function that lives in the file “host\OtherUtils\CheckMemReq.m”. If memory allocated by four synaptic conductance matrices and four matrices of presynaptic voltage history exceeds the threshold “memPerNodeLimit”, then the function prevents simulation launching to avoid the memory deficit on cluster nodes.

Each type of synaptic conductance matrix specified by “scmType\_XY” parameter has specific memory requirements checked by the function that lives in the file “host\OtherUtils\CountMatrixMemReq.m”. The requirements for physical memory per cluster node (in MB) for synaptic conductance matrices are estimated as follows:

|  |  |
| --- | --- |
| **Synaptic conductance matrix type** | **Memory allocated for the matrix on a cluster node (in MB)** |
| AllZeros  AllEqual  KrnInPlace | **reqMemPerNode = 0**.  This is a rough estimate that takes into scope that the matrices are not stored in memory explicitly. |
| HstDense | **reqMemPerNode = numElem · elemSize · (np + 1) / np / 220**  with “numElem” being the number of elements in the matrix,  “elemSize” being the size of an element. The size is equal 4 if *useSPA = true* and 8 otherwise.  This estimate takes into scope that the most memory is allocated on the master node after loading of the matrix from MAT-file and scattering. |
| HstSparse | **reqMemPerNode = (f(intSize) + f(intSize / 2) / np) / 220**  with **f(size) = numElem · (elemSize + size) + (numCols + 1) · size**,  “numElem” being the rough estimate of the number of nonzero elements in the matrix which depends on the height and the standard deviation of the bell:  **numElem = round(w\_max · (exp(-A2) - 1 + A · sqrt(π) · erf(A)) / B),**  **B = A2 / (numRows - 1) / (numCols - 1),**  **A = sqrt(0.5) · (max(numRows, numCols) - 1) / sigma**,  “elemSize” being equal to 8 (MATLAB does not support single-precision sparse arrays),  “intSize” being equal to 8 (MATLAB does not support 4-bit integer sparse arrays).  This estimate takes into scope that the most memory is allocated on the master node after loading of the matrix from MAT-file and scattering. |
| KrnDense | if *useHC = true* and *saveIntermMat = true* or *showSCM = true*  **reqMemPerNode = numElem · elemSize · (np + 1) / np / 220**  else  **reqMemPerNode = numElem · elemSize / np / 220**.  The estimate is similar to that one for “HstDense”, but if we don’t need to gather the matrix on the master node for writing to MAT-file this estimate is (np + 1) times lower. |
| KrnSparse | **reqMemPerNode = (numElem · (elemSize + intSize) + (numCols + 1) · intSize) / np / 220**.  with “numElem” being similar to that one for “HstSparse”,  “intSize” being equal 4,  “elemSize” being the size of an element. The size is equal 4 if *useSPA = true* and 8 otherwise. |
| KrnOneBit | **reqMemPerNode = numElem / blockSize · intSize / np / 220**  with “numElem” being the number of elements in the matrix,  “blockSize” being 64,  “intSize” being 8. |

When scalability test is run, the worst value for number of processes “minNP” is substituted instead of “np”.

Notice that mode “KrnOneBit” requires the number of rows in the matrix to be evenly divisible by the 64. If this is not the case, rounding to the nearest lower integer value that fits the requirement is performed. As a result, allocated memory becomes lower (see [previous paragraph](#_1-bit_synaptic_conductance)).

The requirements for physical memory per cluster node (in MB) for presynaptic voltage history matrices depend on value of variable “distMatPVH” (see the paragraph [The file "HpcParams.m"](file:///C:\Users\lsavtchenko\AppData\Roaming\Skype\My%20Skype%20Received%20Files\HpcParams.m#_The_file_)) and are estimated as follows:

|  |  |
| --- | --- |
| **distMatPVH** | **Memory allocated for the matrix on a cluster node (in MB)** |
| false | **reqMemPerNode = numElem · elemSize / 220**  with “numElem” being the number of elements in the matrix,  “elemSize” being the size of an element. The size is equal 4 if *useSPA = true* and 8 otherwise. |
| true | **reqMemPerNode = numElem · elemSize / np / 220**  The estimate is similar to that one for *distMatPVH = false*, but np times lower |

Notice that if *saveIntermMat = true*, we have to gather presynaptic voltage history matrices for writing them to intermediate MAT-file, i.e. the memory for whole matrix has to be allocated on master node. Therefore this value of variable “saceIntermMat” is forbidden when *distMatPVH = true* to avoid unpractical usage of memory.

## Limitations of the number of neurons caused by memory requirements

Let’s consider the following example:

num\_e = 2 · num\_i; radius\_e = 250; radius\_i = 200; v = 0.1; sclModel = BSD; useHC = false;

w\_ee\_max = 2; w\_ii\_max = 0.8; w\_ei\_max = 0.9; w\_ie\_max = 0.3;

sigma\_ee = 100; sigma\_ei = 75; sigma\_ie = 75; sigma\_ii = 50;

np = 9; useSPA = true; saveIntermMat = false; memPerNodeLimit = 1700.

The maximum number of neurons with which simulation can be launched is estimated as follows:

|  |  |  |
| --- | --- | --- |
| **scmType\_XY** | **Maximum number of neurons** | |
| **distMatPVH = true** | **distMatPVH = false** |
| KrnDense | num\_e = 29000; num\_i = 14500 | num\_e = 8800; num\_i = 4400 |
| KrnSparse | num\_e = 39600; num\_i = 19800 | num\_e = 8800; num\_i = 4400 |
| KrnOneBit | num\_e = 39400; num\_i = 19700 | num\_e = 8800; num\_i = 4400 |
| KrnInPlace | num\_e = 40000; num\_i = 20000 | num\_e = 9000; num\_i = 4500 |

## Performance of ARACHNE

The main parameters that determine ARACHNE performance are the following:

1. the number of processes “np”;
2. the number of threads “nt”;
3. the numbers of neurons “num\_e” and “num\_i”;
4. the parameters of ring networks “radius\_e”, “radius\_i” and “v”;
5. the types of synaptic conductance matrices “scmType\_XY” with “XY” being “ee”, “ei”, “ie”, “ii”;
6. the mode of presynaptic voltage history matrices “distMatPVH”;
7. the variable “useHC” which specifies whether to correct synaptic conductance matrices according to Hebbian theory;
8. the maximum heights of corresponding bells “w\_XY\_max” (for sparse matrix only);
9. the standard deviations of corresponding normal distributions “sigma\_XY” (for sparse matrix only).

In general case, the most time-consuming operation performed on each iteration is computation of the actual current. This operation has quadratic complexity while other operations have linear complexity. The current is computed 8 times on each iteration. For each matrix of synaptic conductance (“g\_ee”, “g\_ei”, “g\_ie”, “g\_ii”) the operation is provided twice.

Let’s consider complexity of current computation for a matrix “g\_XY” of size “num\_X” by “num\_Y”. Denote *N1 = num\_X + num\_Y* — the sum of height and width of the matrix, *N2 = num\_X · num\_Y* — the number of elements in the matrix, *N3* — the number of nonzero elements in sparse matrix which depends on “num\_X”, “num\_Y”, “w\_XY\_max” and “sigma\_XY”, *n = np · nt* — the total number of workers. Then complexity of current computation for the matrix “g\_XY” is estimated as follows:

| **Synaptic conductance matrix type** | **Complexity** |
| --- | --- |
| AllZeros | O(num\_Y / n) |
| AllEqual | O(N1 / 2 / n) |
| HstDense  KrnDense  KrnOneBit  KrnInPlace | O(N2 / 2 / n) |
| HstSparse  KrnSparse | if *distMatPVH = false*  O(N3 / n)  if *distMatPVH = true*  O(N3 · num\_X / 2 / n) |

That means that doubling of the number of workers and preserving all other parameters unchanged brings halving of calculation time. The statement is true with the following remarks:

1. When ARACHNE is running with *distMatPVH = true*, this statement is true only if number of neurons and processes is rather little. The cause of this effect is that communication between processes on each iteration becomes huge when the number of neurons is rather big. Usually with little number of neurons and processes the mode *distMatPVH = false* with better performance can be used. If there is a memory deficit and ARACHNE can be running only with *distMatPVH = true*, the number of processes must be as little as it is possible.
2. When ARACHNE is running with *np > 1*, there is the overhead due to communication between processes. As a result, performance for *np = 2* becomes approximately twice better than performance for *np = 1* only when the number of neurons is large enough to compensate the overhead.
3. When ARACHNE is running with *nt > 1*, the overhead due to communication between threads is much less than overhead due to communication between processes. As a result, performance for *nt = 2* becomes approximately twice better than performance for *nt = 1* for much less number of neurons, than it was necessary in the point 1.
4. The “O” symbol used in the table denotes linear dependence on the argument, but does not state the slope coefficient. The slope depends on synaptic conductance matrix type. For example, the slope for “KrnInPlace” matrix type is higher that the slope for “KrnDense” matrix type. (The product is computed slower for the first type and faster for the second type.) At the same time, the slope coefficients are equal for the following types of synaptic conductance matrices:
5. “HstDense” and “KrnDense”;
6. “HstSparse” and “KrnSparse”.

## Scalability curves for different types of matrices

Let’s consider the following example:

num\_e = 8700; num\_i = 4350; radius\_e = 250; radius\_i = 200; v = 0.1;

sclModel = BSD; useHC = false; t\_final = 0.2;

w\_ee\_max = 2; w\_ii\_max = 0.8; w\_ei\_max = 0.9; w\_ie\_max = 0.3;

sigma\_ee = 1000; sigma\_ei = 750; sigma\_ie = 750; sigma\_ii = 500;

scalTest = true; np = 9; nt = 4; minNP = 8; useSPA = true; use32BitRng = true;

memPerNodeLimit = 1700; stabAnalysis = false; saveIntermMat = false; saveBackupMats = false.

When *distMatPVH = false* the simulation scales, but the scalability is far away from the ideal. The cause of this effect is memory deficit which make impossible to consider enough neurons to show real scalability.

|  |  |
| --- | --- |
|  |  |
| Picture 4.1. *scmType\_XY = KrnDense* | Picture 4.2. *scmType\_XY = KrnSparse* |
|  |  |
| Picture 4.3. *scmType\_XY = KrnOneBit* | Picture 4.4. *scmType\_XY = KrnInPlace* |

When *distMatPVH = true* there is no scalability in most cases because of active communication between processes. The simulation scales only with little number of neurons and processes, i. e. when communication between processes isn’t very sizeable, but in this case the option *distMatPVH = false* is better to use.

# Structure of MATLAB host program

The main file of the host program is “**START\_GammaSimulator.m”**. It’s used for

1. starting of simulation from scratch;
2. attaching to and monitoring of simulation running in background at the moment;
3. continuing previous simulation session or continuing simulation after a crash and a recovery;
4. running scalability test;
5. grabbing results of previous simulation session and showing them to user.

The next three scripts are used for servicing of background simulation mode:

1. **“SCRIPT\_GetSnapshot.m”** — this script does the request to HPC kernel to dump current results of simulation. After the dumping, the results file “output.mat” is taken by the host program (downloaded if *remoteHPC = true* or copied otherwise) and analysed. Then the results are shown to user graphically. When HPC kernel creates a snapshot, it also creates a backup point that can be used for progress recovery.
2. **“SCRIPT\_TerminateBackgroundProcess.m”** — this script does the request to HPC kernel to save current results and terminate.
3. **‘SCRIPT\_KillBackgroundProcess.m”** — this scripts terminates all HPC kernel processes forcibly. Current progress is lost, but it’s possible to recover some old progress from backup file(s) if the variable “saveBackupMats” was equal “true”.

Notice that the scripts 1 and 2 described above execute asynchronous operations between host and kernel, therefore, require some time. They are controlled by variables c4cPeriodIter and c2ePeriodIter defined in the file “HpcParams.m”.

The next two scripts are used for other servicing of ARACHNE:

1. **“SCRIPT\_RecoverBackupProgress.m”** — this script recovers progress of simulation from the latest backup file(s). It’s worth in the case if simulation was stopped unexpectedly for some reason not depending on the program (e.g. impact of hardware, network, other software etc.). In order to make ARACHNE save backup file(s) periodically, specify *saveBackupMats = true* in the file “HpcParams.m”. Both files “output.mat” and “intermediate.mat” are subjects of recovery, but the latter file can be recovered only if simulator was set up to save the file (i.e. *saveIntermMat = true*). There are two backup storages used by HPC kernel in turn and backup storage pointer file that points to the storage that will be used for saving next time. Such approach makes it possible to recover even in the case if crash happens at the moment of backup file(s) saving.
2. **“SCRIPT\_CleanUp.m”** — this script cleans up HPC kernel I/O directories (see [the paragraph](#_I/O_directories) below). After running of the script, it’s impossible to get results of the latest simulation, continue or recover progress. All the data are deleted. Simulation can be run only from scratch.

The script **“UTILITY\_GetMaxModelSize.m”** is used to get the maximum size of model which meets memory requirements. It calls “ModelParams.m” and “HpcParams.m” to initialize all required parameters except of “num\_e” and “num\_i”, asks user to enter the ratio “num\_i / num\_e” and computes the maximum number of neurons for adjusted model and HPC parameters.

# Structure of HPC kernel

## Source code

|  |  |
| --- | --- |
| **File** | **Description** |
| main.cpp | The file contains ARACHNE HPC kernel entry point function “main”. It reads variables “useSPA” and “use32BitRng” from input MAT-file and calls templated function “main\_templated” with appropriate type arguments. The templated function calls three modules to read all other stuff of the MAT-file, run the simulation itself and save results to output MAT-file(s). |
| MatFileIOUtils.h  MatFileIOUtils.cpp | Utility functions to read scalars, vectors and matrices from input MAT-file and broadcast or scatter them among processes.  Utility functions to save scalars, vectors and matrices to output MAT-files. |
| GammaSimulator.h  GammaSimulator.cpp | Templated class containing all data and functions comprising internal logic of33 simulation. |
| ReadAllocateWrite.cpp | The modules of ARACHNE responsible for reading of all variables from input MAT-file, allocating memory for them and other internal objects, writing of simulation results to output MAT-files. |
| DoSimulation.cpp | The time evolution cycle module. |
| UpdateIdxTNumSpikes.cpp | Selection of cells spiked at current time step. Update of the arrays that track spiked cells. |
| h\_e\_inf.cpp  h\_i\_inf.cpp  m\_e\_inf.cpp  m\_i\_inf.cpp  n\_e\_inf.cpp  n\_i\_inf.cpp  tau\_h\_e.cpp  tau\_h\_i.cpp  tau\_n\_e.cpp  tau\_n\_i.cpp | The functions defining system of equations. In the most they migrated from the original software without changes. The only new feature is the control of uncertainties added to avoid spoiling of simulation in the case if a function encounters division 0 / 0. |
| ExternalDrives.cpp | The functions defining external drives to E- and I-cells (migrated from file “params.m”). |
| LocalVector.h  LocalVector.cpp | Templated class representing local vector being analogue of one-dimensional dense array in MATLAB. |
| DistVector.h  DistVector.cpp | Templated class representing distributed vector, i.e. the vector with data evenly divided among processes. |
| ScmType.h | Enumerable that specifies the type of synaptic conductance matrix. |
| LocalMatrix.h  LocalMatrix.cpp | Templated class representing local dense matrix being analogue of two-dimensional dense array in MATLAB. |
| LocalSparseMatrix.h  LocalSparseMatrix.cpp | Templated class representing local sparse matrix being analogue of two-dimensional sparse array in MATLAB. The difference is that MATLAB does not support single-precision sparse arrays, while this class does support. |
| DistMatrixBase.h | Templated abstract base class for all distributed matrix classes: “ZeroDistMatrix”, “ConstDistMatrix”, “DistMatrix”, “DistSparseMatrix”, “OneBitDistMatrix” and “InPlaceDistMatrix”. The class represents a matrix with columns evenly divided among all processes (i.e. each process contains all the rows, but only some number of columns). All the classes derived from this class must implement the method that computes the current on actual iteration. |
| ZeroDistMatrix.h  ZeroDistMatrix.cpp | Templated class representing distributed matrix with all elements equal zero. The class is used if *scmType\_XY = AllZeros*. |
| ConstDistMatrix.h  ConstDistMatrix.cpp | Templated class representing distributed matrix with all equal elements. The value of all elements equal to is stored in an object of the class. The class is used if *scmType\_XY = AllEqual*. |
| DistMatrix.h  DistMatrix.cpp | Templated class representing distributed dense matrix with all elements stored in floating-point format. The class is used if *scmType\_XY = HstDense* or *scmType\_XY = KrnDense*. |
| DistSparseMatrix.h  DistSparseMatrix.cpp | Templated class representing distributed sparse matrix with all elements stored in floating-point format. The class is used if *scmType\_XY = HstSparse* or *scmType\_XY = KrnSparse*. |
| OneBitDistMatrix.h  OneBitDistMatrix.cpp | Templated class representing distributed dense matrix populated with only two different values. Each matrix element is stored in one bit of memory. Unset bit corresponds to zero matrix element, set bit corresponds to some value. (The value is a scalar contained in the class object.) The class is used if *scmType\_XY = KrnOneBit*. |
| InPlaceDistMatrix.h  InPlaceDistMatrix.cpp | Templated class representing distributed dense matrix generated in place. The matrix allocates just a little amount of physical memory; it’s reconstructed as a sequence of elements many times at time of simulation. The class object contains random number generator seeds to make each local chunk of the matrix re-generated same. The class is used if *scmType\_XY = KrnInPlace*. |
| DistMatrixFactory.h  DistMatrixFactory.cpp | Factory function that creates distributed synaptic conductance matrices with parameters read from the file "input.mat". If “scmType\_XY” is equal to “KrnDense”, “KrnSparse”, “KrnOneBit” or “KrnInPlace”, then each matrix is initialized with other set of seeds for random number generators. |
| ElementwiseOp1.cpp  ElementwiseOp2.cpp  ElementwiseOp3.cpp  ElementwiseOp4.cpp | Element-wise operations being part of mathematical core of ARACHNE. Each operation has many input vectors and many output vectors. The vectors are processed in element-wise manner by different processes/threads independently. |
| ComputeSynCoef.cpp | Method that computes synchronization coefficient between neuron spikes. |
| DistEnv.h  DistEnv.cpp | Distributed environment variable and utility function staff. |
| FixCurrentProgress.cpp | Method that prints overall progress and refreshes status file in background simulation mode.  Method that saves backup files. |
| OtherFileIOUtils.h  OtherFileIOUtils.cpp | I/O file utility functions that are not related to reading from and writing to MAT-files. They provide support of background simulation mode and backup saving of the progress. |
| DistributionWrapper.h  DistributionWrapper.cpp | Wrapper of the random number generator facade class std::uniform\_real\_distribution<T>. The wrapper itself plays minor technical role making it possible to use the generator in particular software. |
| GetTypeTagUtils.h | Templated utility functions that return MATLAB data type tag and MPI data type tag given template argument. |
| MathUtils.h  MathUtils.cpp | Various mathematical functions used in tests. |

Notice that functions “m\_e\_inf” and “m\_i\_inf” live not only in C++, but also in MATLAB files “m\_e\_inf.m” and “m\_i\_inf.m”. If any changes, make sure that the code is identical.

## I/O directories

All files HPC kernel works with live in the directory “worker/iofiles.” The directory contains some subdirectories listed below:

1. “iofiles/host-kernel” — this directory is used to store all files MATLAB host passes to HPC kernel. The files are:
2. “input.mat” — input data for simulation,
3. “terminate” — empty file signalling about termination request,
4. “snapshot” — empty file signalling about snapshot request.
5. “iofiles/kernel-host” — this directory is used to store all files HPC kernel passes to MATLAB host. The files are:
6. “output.mat” — the file with results of simulation,
7. empty file with name pattern “iter %i - %i; %g sec” or “iter %i (%i - %i); %g sec” used to report current progress of HPC kernel running in background mode.
8. “iofiles/kernel-host/snapshot”— this directory is used to store the snapshot file “output.mat” dumped by HPC kernel in background mode per user’s request.
9. “iofiles/kernel-kernel” — this directory is used to store the file “intermediate.mat” saved by HPC kernel and loaded afterwards to continue previous simulation session (the files “input.mat” and “output.mat” are read in that case as well).
10. “iofiles/backup” — this directory is used to store backup data. There are two backup storage directories: “iofiles/backup/backup-1” and “iofiles/backup/backup-2” used by HPC kernel in turn. Each backup storage directory contains two subdirectories: “kernel-host” for the file “output.mat” and “kernel-kernel” for the file “intermediate.mat.” There is empty pointer file in the directory “iofiles/backup” that points to the backup storage directory that will be used for the next backup saving. The name of the file “1” or “2” indicates the storage.

# Passing new parameters from host (MATLAB) to workers (C++)

## Passing a new scalar to an equation

Let’s consider the case when you need to make some equation dependent on some new floating-point scalar variable defined in MATLAB.

For example, you want to make function “tau\_n\_e” defined in file “tau\_n\_e.cpp” dependent on variable “myScalar” defined in MATLAB code.

1. Open file “PrepareInputData.m” and find “if useSPA” statement. Add your variable to the body of the statement as it was done for other variables.
2. Find “input = ...” statement and add the name “myScalar” to the list using single quotes (notice that MATLAB syntax uses single quotes ′ instead of double quotes ″ to denote string literals).
3. Log in to the tuxmaster node and open the file

“/home/reviewer/gs/worker/GammaSimulator.h”.

Find the place where the following variables “dt”, “dt05”, “v\_rev\_e”, … are declared and add the declaration of new variable “myScalar” in the same way.

1. Open file “/home/reviewer/gs/worker/ReadAllocateWrite.cpp” and find the place where the variables “dt”, “v\_rev\_e”, “v\_rev\_i”, … are read from MAT-file.

Add one more line for the new variable as follows:

myScalar = ReadCheckBroadcastScalar<T>("myScalar").

1. Open file “/home/reviewer/gs/worker/tau\_n\_e.cpp” and utilize the new variable as you need. For example, you can replace line

T beta\_n = T(0.5) **·** exp(–(v + 57) / 40);

with the following line:

T beta\_n = myScalar **·** exp(–(v + 57) / 40).

1. Run script “/home/reviewer/gs/worker/build\_Linux\_RELEASE.sh” to recompile the program.

## Passing a new vector to an element-wise operation

Let’s consider the case when you need to make some element-wise operation dependent on some new floating-point vector defined in MATLAB.

### The case of scattering of the vector

The scattering means that the vector read from input MAT-file on the master process is divided into parts so that each process receives only one part of the vector.

Let’s suppose that you want to make function “ElementwiseOperation1” defined in file “ElementwiseOp1.cpp” dependent on vector “myVector” of length “num\_e” defined in MATLAB code.

1. Open file “PrepareInputData.m” and find “if useSPA” statement. Add your vector to the body of the statement as it was done for other variables.
2. Find “input = ...” statement and add the name “myVector” to the list using single quotes.
3. Log in to tuxmaster node and open the file

“/home/reviewer/gs/worker/GammaSimulator.h”.

Find the place where the following vectors “v\_e”, “n\_e”, “m\_e”, … are declared and add the declaration of new vector “myVector” in the same way.

1. Open file “/home/reviewer/gs/worker/ReadAllocateWrite.cpp” and find the place where the vectors “v\_e”, “n\_e”, “m\_e”, … are read from MAT-file.

Add one more line for the new vector as follows:

myVector = ReadCheckScatterVector<T>("myVector", num\_e);

1. Open file “/home/reviewer/gs/worker/ElementwiseOp1.cpp” and utilize the new vector as you need. Use “myVector[idx]” to read an element of the vector in the cycle.
2. Run script “/home/reviewer/gs/worker/build\_Linux\_RELEASE.sh” to recompile the program.

### The case of broadcasting of the vector

The broadcasting means that the vector read from input MAT-file on master process is cloned among all processes. In general, passing a vector in such way from MATLAB to HPC kernel is similar to the case of scattering of the vector described above. The only differences are as follows:

1. The vector should be read form MAT-file with help of other method:

myVector = ReadCheckBroadcastVector<T>("myVector", num\_e);

1. Access to elements of broadcasted vectors in element-wise operations should not be done by the same indices as for scattered vectors. The reason is as follows. Length of local portion of scattered vector depends on number of processes while local length of broadcasted vector does not depend on number of processes. As a result, access by “myVector[idx]” may cause out-of-range error if “idx” is the same index variable used to access scattered vectors of length “num\_e”.