**模拟考试**

|  |  |  |  |
| --- | --- | --- | --- |
| 题目名称 | 数字三角形 | 跳跃滴球 | Ex |
| 文件名称 | number | jump | expression |
| 输入文件名称 | number.in | jump.in | expression.in |
| 输出文件名称 | number.out | jump.out | expression.out |
| 时间限制 | 1秒 | 1秒 | 1秒 |
| 内存限制 | 256M | 256M | 256M |
| 题目分值 | 100分 | 100分 | 100分 |

数字三角形

**题目描述：**

让人怀念的数字三角形。

给出一个如下的数字三角形：

1

1 2 1

1 2 3 2 1

1 2 3 4 3 2 1

……

你从三角形的顶部出发，假如右边有数，则移动到右边相邻的数上，否则，移动到下一行第一个数上，沿途取走所有经过的数，现在多次询问，若要使取走的数的和大于等于N，则至少需要经过多少个数？

**输入：**

第一行输入T，代表询问的次数，之后T行输入每次询问的N。

**输出：**

输出T行，每行表示询问的答案

**样例输入：**

5  
6  
9  
11  
21  
35

**样例输出：**

5

7

7

13

19

**数据规模：**

20%:T=1,N<=1000

40%:T<=10,N<=10000

100:T<=100000,N<=10^18

观察可得，数字三角形每行之和即为n^2，推出平方项的求和公式后二分，先确定所在的行，再确定该行的哪个数，在前一半还是后一半

![](data:image/png;base64,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)

#include<iostream>

#include<cstdio>

#include<cstring>

#include<algorithm>

#include<ctime>

#define ll long long

using namespace std;

int T;

ll n,ans;

ll Calc(ll x)

{

return (2ll\*x+1)\*(x+1ll)\*x/6ll;

}

ll calc(ll x)

{

return (x+1ll)\*x/2ll;

}

bool Check(ll x)

{

return Calc(x)<=n;

}

ll F(ll x)

{

if(!n)return 0;

if((x+1ll)\*x/2ll>=n)

{

ll l=1,r=x,mid;

while(l<r)

{

mid=(l+r)/2ll;

if((mid+1ll)\*mid/2ll>=n)r=mid;

else l=mid+1;

}

return l;

}

else

{

ll l=0,r=x-1,mid;

while(l<r)

{

mid=(l+r)/2ll;

if(1ll\*x\*x-calc(mid)>=n)l=mid+1;

else r=mid;

}

l--;

return 2\*x-l-1;

}

}

int main()

{

freopen("number10.in","r",stdin);

freopen("number10.out","w",stdout);

scanf("%d",&T);

for(int t=1;t<=T;t++)

{

scanf("%lld",&n);

ll l=1,r=1500000,mid;

while(l<r)

{

mid=(l+r)/2;

if(Check(mid))l=mid+1;

else r=mid;

}

n-=Calc(l-1);

ans=(l-1ll)\*(l-1ll)+F(l);

printf("%lld\n",ans);

}

return 0;

}

跳跃滴球

**题目描述：**

给你M个球，N个盒子，球与球，盒子与盒子之间互不相同，现在每个球都有预先指定的可以容纳它的两个盒子，你可以将这个球放进两个盒子中的任意一个。 现在，我们要求把所有的球放进盒子里，并且满足每个盒子里最多只有一个球，请求出有多少种满足要求的方案。

**输入：**

第一行输入两个数M,N，分别表示总共有M个球以及N个盒子

接下来输入M行，每行有两个整数x,y,（ 0<=x,y<N ）,表示该球所对应的两个盒子的编号，x可能等于y，这代表这个球只能被放在一个盒子里。

**输出：**

输出方案数对1 000 000 007 取模的结果,如果不存在一种合法方案，则输出0.

**样例输入1：**

4 5

0 1

1 2

3 4

4 3

**样例输出1：**

6

**样例输入2：**

3 2

0 0

1 1

0 1

**样例输出2：**

0

**数据规模：**

20%:N<=100,M<=15

40%:N<=1000,M<=1000

100:N<=100000,M<=100000

图上的归纳观察题目，首先，我们可以将每个球的两个地点连一条边，这样就形成了一张图。我们容易知道，最终题目的答案应该是每一部分连通图的放置方案数的乘积，那么现在问题转换成了如何计算一张连通图的放置方案数。

当一张n个点的图为一棵树时，其方案为n,因为我们只需要指定某一个点是空的，剩下的也就全部确定了。

当一张n个点的图存在且仅存在一个环时，若不为自环，则方案为2，即决策某条边上的决策，若为自环，则方案为1,这时方案本身已经确定了。

当一张n个点的图存在两个及以上的环时，边数就已经大于点数，显然没有合法方案。

#include<iostream>

#include<cstdio>

#include<cstring>

#include<algorithm>

using namespace std;

const int mod=1000000007;

int n,m,cnt=0,sign=0;

int fa[100005]={0},sn[100005]={0},sm[100005]={0};

bool visit[100005]={0},h[100005]={0};

int Get(int x)

{

if(fa[x]==x)return x;

return fa[x]=Get(fa[x]);

}

int main()

{

scanf("%d%d",&n,&m);

for(int i=0;i<m;i++){ fa[i]=i; sn[i]=1; sm[i]=0; visit[i]=0; h[i]=0; }

int x,y,X,Y;

for(int i=1;i<=n;i++)

{

scanf("%d%d",&x,&y);

X=Get(x); Y=Get(y);

if(x==y){ sm[X]++; visit[X]=1; continue; }

if(X==Y){ sm[X]++; continue; }

fa[X]=Y;

sn[Y]+=sn[X];

sm[Y]+=sm[X]+1;

if(visit[X])visit[Y]=1;

}

int ans=1;

for(int i=0;i<m;i++)

{

x=Get(i);

if(h[x])continue;

h[x]=1;

if(sm[x]>sn[x]){ ans=0; continue; }

if(sm[x]==sn[x]-1){ ans=(1ll\*ans\*sn[x])%mod; continue; }

if(visit[x])continue;

ans=(ans\*2ll)%mod;

}

printf("%d\n",ans);

return 0;

}

**Ex**

**题目描述：**

给你一个原始的运算式，它由正整数和三种位运算符组成（&，|，^），比如说1&2|3,或者1|2|3，其中三种位运算符的优先级是一样的。现在呢，这个原始的运算式里的运算符有一定概率与它右边相邻的数字一起消失，比如说1&2|3，假设其中第2个位置的&有0.5的概率和第3个位置的2一起消失，第4个位置的|有0.4的概率和第5个位置的3一起消失，那么总共就有4种可能，第一种，只剩一个1 = 1，概率P1=0.5\*0.4=0.2，第二种，剩下1&2 =0,概率P2=(1-0.5)\*0.4=0.2,第三种，剩下1|3 =3,概率P3=0.5\*(1-0.4)=0.3,第四种，剩下1&2|3 = 3,概率P4=（1-0.5）\*（1-0.4）=0.3，故期望得到的运算式的结果为P1\*1+P2\*0+P3\*3+P4\*3=2。

现在，给你这样一个运算式，以及运算式中每个位置上的运算符与它右边相邻的整数一起消失的概率，请求出它期望得到的结果是多少。

**输入：**

第一行为一个正整数n ( 0 < n <= 233 )

第二行为这个式子里从左往右的n+1个整数Ai(其中Ai小于2^20)，  
第三行为该式子中从左往右的n个位运算符，

第四行为n个0到1之间的浮点数，分别表示每个位置上的运算符与它右边相邻的整数一起消失的概率

**输出：**

输出期望值结果，保留到小数点后4位。

**样例输入1：**

2

2 3 5

^ ^

0.1 0.2

**样例输出1：**

3.6600

**样例输入2：**

2

1 4 11

^ ^

0.5 0.5

**样例输出2：**

7.5000

**部分分**

对于40%的数据保证n<=15

套路，按位拆开之后DP即可：

#include<iostream>

#include<cstdio>

#include<cstring>

#include<algorithm>

using namespace std;

int n,cnt=0;

int a[505]={0};

char s[505];

double p[505];

double Get(int x)

{

double b[300];

if(a[0]&(1<<x))b[0]=1;

else b[0]=0;

for(int i=1;i<=n;i++)

{

if(a[i]&(1<<x))

{

if(s[i]=='|')b[i]=p[i]\*b[i-1]+(1-p[i]);

if(s[i]=='&')b[i]=p[i]\*b[i-1]+(1-p[i])\*b[i-1];

if(s[i]=='^')b[i]=p[i]\*b[i-1]+(1-p[i])\*(1-b[i-1]);

}

else

{

if(s[i]=='|')b[i]=p[i]\*b[i-1]+(1-p[i])\*b[i-1];

if(s[i]=='&')b[i]=p[i]\*b[i-1];

if(s[i]=='^')b[i]=p[i]\*b[i-1]+(1-p[i])\*b[i-1];

}

}

return b[n];

}

int main()

{

cin>>n;

for(int i=0;i<=n;i++)cin>>a[i];

for(int i=1;i<=n;i++)cin>>s[i];

for(int i=1;i<=n;i++)cin>>p[i];

double ans=0;

for(int i=0;i<=20;i++)ans+=(1<<i)\*1.0\*Get(i);

cnt++;

printf("%.4lf\n",ans);

return 0;

}