分治算法

分治策略是：对于一个规模为n的问题，若该问题可以容易地解决（比如说规模n较小）则直接解决，否则将其分解为k个规模较小的子问题，这些子问题互相独立且与原问题形式相同，递归地解这些子问题，然后将各子问题的解合并得到原问题的解。这种算法设计策略叫做分治法。

可使用分治法求解的一些经典问题

1. 二分搜索
2. 大整数乘法
3. Strassen矩阵乘法
4. 棋盘覆盖
5. 合并排序
6. 快速排序
7. 线性时间选择
8. 最接近点对问题
9. 循环赛日程表
10. 汉诺塔

最大子数组问题

分治法：

[low,high]

I,j最大子数组的开始索引和结束索引

[low,mid] [mid + 1,high]

1. I,j同时位于低区间
2. I,j同时位于高区间
3. i位于低区间 j位于高区间

因为i和j是由mid分割的，所以分别取得在low mid里面的i值

树（数据结构的一种）

什么是树？

树是n个结点的有限集。n = 0时称为空树。在任意一颗非空树中：

1. 有且仅有一个特定的称为根（root）的结点；
2. 当n>1时，其余结点可分为m(m>0)个互不相交的有限T1、T2、Tm,其中每一个集合本身又是一棵树，并且称为根的子树（SubTree）,如图6-2-1所示。
3. 空树
4. 只有一个根节点的树

存储结构一般是 顺序存储和链式存储。

顺序存储的话其实就是使用数组了。

树的关系复杂 使用链式存储

链式存储呢，就是定义对象，对象间相互引用，互相访问。

如果用数组的话呢，这些节点的关系没法表示出来，比如说谁是父亲，是谁的父亲，谁是孩子，是谁的孩子。

链式存储有几种表示法

1. 双亲表示法 data parent 方便找到父亲，缺点是不太容易访问到兄弟结点，因为没保存兄弟结点。如果要访问兄弟结点的话，首先要找到父节点，然后遍历所有的结点，然后判断谁的父节点是它，然后这样的话才能得到它的兄弟。这样的话呢，就很麻烦，因为不能直接访问到。

如果我们想要找到当前结点的父亲的子节点也很难找到

1. 孩子表示法 data child1 child2 child3 优点：很方便的访问到它的所有孩子。

缺点：

很难得到双亲。

想访问兄弟的话，也很难访问到。

浪费空间

1. 孩子兄弟表示法 data firstchild rightcsib

优点：

1. 很方便的访问到所有的孩子
2. 很方便的访问到所有的兄弟

缺点：很难得到父亲。

二叉树

二叉树（Binary Tree）是n（n>=0）个结点的有限集合，该集合或者为空集（称为空二叉树），或者由一个根结点和两颗互不相交的、分别称为根结点的左子树和右子树的二叉树组成。

1. 空二叉树
2. 只有根结点
3. 大于两个结点

二叉树是在树的基础上做了一个限制，就是每个结点只能最多有两个结点，而且这两个结点是有左右顺序的。

满二叉树：

除了最后一层，其他层任意每个结点都有两个子结点。

完全二叉树：对一颗具有n个结点的二叉树按层序编号，如果编号为i(1<=i<=n)的结点与同样深度的满二叉树中编号为i的结点在二叉树中位置完全相同，则这颗二叉树称为完全二叉树。

在满二叉树的基础上，

满二叉树一定是完全二叉树，完全二叉树不一定是满二叉树。

完全二叉树，是在最后一层可以缺失的，从右往左的，并且是连续的。

二叉树的存储结构

一般的树来说是一对多的关系，使用顺序结构存储起来比较困难，但是二叉树是一种特殊的树，每个结点最多有两个子节点，并且子节点有左右之分，并且兄弟，父亲，孩子很可以很方便的通过编号得到，所以我们使用顺序存储结构使用二叉树的存储。

二叉树每个结点最多有两个孩子，所以为它设计一个数据域和两个指针域，我们称这样的链表为二叉链表。

缺点：

1. 占用内存比较高。
2. 对于一个完全树来说，链式存储的话，每个节点要占用三个格子，顺序存储的话只占用一个格子，相当于一个三倍的内存的差别，浪费内存。
3. 没有办法访问到父节点。
4. 方法：每个节点再添加一个字段，parent，解决问题。

二叉树的遍历

二叉树的遍历是指从根节点出发，按照某种次序一次访问二叉树中的所有结点，使得每个结点被访问一次且仅被访问一次。

1. 前序遍历

先输出当前结点的数据，再依次遍历输出左结点和右结点。

1. 中序遍历

先遍历输出左结点，再输出当前结点的数据，再遍历输出右结点。

1. 后序遍历

先遍历输出左结点，再遍历输出右结点，最后输出当前结点的数据。

1. 层序遍历
2. 从树的第一层开始，从上到下逐层遍历，在同一层中，从左到右对结点 逐个访问输出

因为我们不知道它存什么，所以用泛型。

二叉排序树，又称为二叉查找树。它或者是一颗空树，或者是具有下列性质的二叉树。

若它的左子树不为空，则左子树上所有的结点的值均小于根节点的值。

若它的右子树不为空，则右子树上所有结点的值均大于它的根节点的值。

它的左右子树也分别为二叉排序树。

1. 排序方便
2. 方便查找
3. 方便插入和删除

二叉排序树的存储

因为二叉排序树的存储，跟自身值的大小有关系，并不是像之前学习的完全二叉树使用顺序结构可以存储的，所以我们使用链式结构存储二叉排序树。

二叉排序树的删除操作

1. 叶子节点
2. 仅有左子树和右子树的节点
3. 左右子树都有

堆

堆是具有下列性质的完全二叉树：

每个结点的值都大于或等于左右孩子的结点的值，称为大顶堆；

或者每个结点的值都小于或等于其左右孩子结点的值，称为小顶堆！

堆排序

堆排序算法就是利用堆（小顶堆或者大顶堆）进行排序的方法。

将待排序的序列构造成一个大顶堆，此时整个序列的最大值就是根节点。将他移走（跟堆的最后一个元素交换，此时末尾元素就是最大值），然后将剩余的n-1个序列重新构造成一个堆，这样就会得到n个元素中的次小值。如此反复执行，便能得到一个有序序列了。