import numpy as np

数组 np.array()

获取np的版本：

np.\_\_vision\_\_

获取np的配置：

np.show\_config()

浮点数和整数比较、浮点数之间比较，用isclose、allclose函数。

array\_equal用来比较两个数组是否严格相等。

## 部分通用参数

### 1.order

* order：'C' -- 按行，'F' -- 按列，'A' -- 原顺序，'K' -- 元素在内存中的出现顺序。

### 2.打印控制

当ndarray里面的存放的数据维度过大时，在控制台会出现不能将ndarray完全输出的情况，中间部分的结果会用省略号打印出来。这时就需要用到numpy里面的set\_printoptions()方法。

set\_printoptions(precision=None,

threshold=None,

edgeitems=None,

linewidth=None,

suppress=None,

nanstr=None,

infstr=None,

formatter=None)

precision:输出结果保留精度的位数

threshold:array数量的个数在小于threshold的时候不会被折叠，始终不折叠为np.nan

edgeitems:在array已经被折叠后，开头和结尾都会显示edgeitems个数

formatter:这个很有意思，像python3里面str.format(),就是可以对你的输出进行自定义的格式化

其他的暂时没用到

## 生成数组：

### 方一：

lis=[1,2,3]

a=np.array(lis)

### 方二：

a=array([1,2,3])

### linespace方法：

a=np.linespace(0,1,4,endpoint=True)

endpoint指区间左闭右开还是左闭右闭。如上面是指是否包含1。

a.shape=2,2 #指定为2\*2矩阵。不加括号，默认为元组。

返回：

[[0. 0.33333333]

[0.66666667 1. ]]

即：从0到1的闭区间，平均分配4个数（包含0,1）

### 生成等差数组：

a=np.arange(0,80,10) arange（start,end,step）

a：array（[0,10,20,30,40,50,60,70]）

### 随机数组

**from** numpy.random **import** rand  
data = rand(100)

### 使用fill方法设定初始值

a.fill(-4.8)

输出：[-4 -4 -4 -4 -4 -4 -4 -4 -4 -4]

数组a的类型确定的情况下（即a.dtype），不能更改，填充的数值会自动转为该类型。此处，-4.8将会取整，为-4。即a中有10个-4。不管a是几维，都会被填满。

### frombuffer

numpy.frombuffer 用于实现动态数组。

输入字符串，生成单个字母数组。

numpy.frombuffer 接受 buffer 输入参数，以流的形式读入转化成 ndarray 对象。

numpy.frombuffer(buffer, dtype = float, count = -1, offset = 0)

**注意：**buffer 是字符串的时候，Python3 默认 str 是 Unicode 类型，所以要转成 bytestring 在原 str 前加上 b。

参数：

buffer 可以是任意对象，会以流的形式读入。返回数组的数据类型，可选。

count 读取的数据数量，默认为-1，读取所有数据。

offset 读取的起始位置，默认为0。

import numpy as np

s = b'Hello World'

a = np.frombuffer(s, dtype = 'S1')

print (a)

输出结果为：

[b'H' b'e' b'l' b'l' b'o' b' ' b'W' b'o' b'r' b'l' b'd']

### fromiter通过迭代器生成

从迭代对象中生成数组:

numpy.fromiter

numpy.fromiter 方法从可迭代对象中建立 ndarray 对象，返回一维数组。

numpy.fromiter(iterable, dtype, count=-1)

参数：

iterable 可迭代对象

dtype 返回数组的数据类型

count 读取的数据数量，默认为-1，读取所有数据

实例

import numpy as np # 使用 range 函数创建列表对象

list=range(5)

it=iter(list) # 使用迭代器创建 ndarray

x=np.fromiter(it, dtype=float)

print(x)

输出结果为：

[0. 1. 2. 3. 4.]

## 利用函数生成/连接数组

### 1.arange

arange 类似于\*\*Python\*\*中的 range 函数，只不过返回的不是列表，而是数组：

np.arange(start=0, stop=None, step=1, dtype=None)

产生一个在区间 [start, stop) 之间，以 step 为间隔的数组，包含start，但是不包含stop。但是对于单精度float，由于精度问题，有时可能包含stop，使用时要注意。

如果只输入一个参数， 则默认从 0 开始，并以这个值为结束：

np.arange(4)

out: array([0, 1, 2, 3])

与 range 不同， arange 允许非整数值输入，产生一个非整型的数组：

np.arange(0, 2 \* np.pi, np.pi / 4)

输出：array([0. , 0.78539816, 1.57079633, 2.35619449, 3.14159265,3.92699082, 4.71238898, 5.49778714])

可以不指定dtype来指定数组类型，自行判定。

也可以通过dtype来指定数组类型。

### 2. linspace(start, stop, N)

产生 N 个等距分布在 [start, stop] 间的元素组成的数组，包括 start, stop 。

np.linspace(0, 1, 5)

array([ 0. , 0.25, 0.5 , 0.75, 1. ])

### 3. logspace

logspace(start, stop, N)

包含初始值和结束值

先从start到stop中平均找出N个数，然后取10幂。

产生 N 个对数等距分布的数组，默认以10为底：

np.logspace(0, 1, 5)

输出：array([ 1. , 1.77827941, 3.16227766, 5.62341325, 10. ])

产生的值为[100,100.25,100.5,100.75,101]

### 4. meshgrid 行向量、列向量

有时候需要在二维平面中生成一个网格，这时候可以使用 meshgrid 来完成这样的工作：

x\_ticks = np.linspace(-1, 1, 5)

y\_ticks = np.linspace(-1, 1, 5)

x, y = np.meshgrid(x\_ticks, y\_ticks)

x

array([[-1. , -0.5, 0. , 0.5, 1. ],

[-1. , -0.5, 0. , 0.5, 1. ],

[-1. , -0.5, 0. , 0.5, 1. ],

[-1. , -0.5, 0. , 0.5, 1. ],

[-1. , -0.5, 0. , 0.5, 1. ]])

y

array([[-1. , -1. , -1. , -1. , -1. ],

[-0.5, -0.5, -0.5, -0.5, -0.5],

[ 0. , 0. , 0. , 0. , 0. ],

[ 0.5, 0.5, 0.5, 0.5, 0.5],

[ 1. , 1. , 1. , 1. , 1. ]])

x 对应网格的第一维， y 对应网格的第二维。

x为[-1 , -0.5, 0, 0.5, 1]

y=[-1 , -0.5, 0, 0.5, 1]T

x每一个对应y 5个，同样y每一个也对应x 5个，所以x有25个，y有25个。

事实上， x, y 中有很多冗余的元素，这里提供了一个 sparse 的选项：

x\_ticks = np.linspace(-1, 1, 5)

y\_ticks = np.linspace(-1, 1, 5)

x, y = np.meshgrid(x\_ticks, y\_ticks, sparse=True)

x

输出：array([[-1. , -0.5, 0. , 0.5, 1. ]])

y：

输出：array([[-1. ],

[-0.5],

[ 0. ],

[ 0.5],

[ 1. ]])

注意，x、y都是二维数组。

在这个选项下，x, y 变成了单一的行向量和列向量。

但这并不影响结果。

meshgrid 可以设置轴排列的先后顺序：

- 默认为 indexing='xy' 即笛卡尔坐标，对于2维数组，返回行向量 x 和列向量 y

- 或者使用 indexing='ij' 即矩阵坐标，对于2维数组，返回列向量 x 和行向量 y 。

### 5. ogrid , mgrid 行向量、列向量

ogrid 与 mgrid 的区别在于：

- ogrid 相当于 meshgrid(indexing='ij', sparse=True)

- mgrid 相当于 meshgrid(indexing='ij', sparse=False)

x, y = np.ogrid[-1:1:.5, -1:1:.5]

x

array([[-1. ],

[-0.5],

[ 0. ],

[ 0.5]])

y

array([[-1. , -0.5, 0. , 0.5]])

注意：

- 这里使用的是中括号

\*\*Numpy\*\* 使用的是 start:end:step 的表示

- 这里的结果不包括 end 的值

为了包含 end 的值，我们可以使用这样的技巧：在end后面加j

x, y = np.ogrid[-1:1:5j, -1:1:5j]

x, y

(array([[-1. ],

[-0.5],

[ 0. ],

[ 0.5],

[ 1. ]]), array([[-1. , -0.5, 0. , 0.5, 1. ]]))

### 6.r \_ , c \_ 行向量、列向量

我们可以使用 r\_ / c\_ 来产生行向量或者列向量。

#### ①使用切片产生：

类似arange，不含end值。

np.r\_[0:1:.1]

输出：array([ 0. , 0.1, 0.2, 0.3, 0.4, 0.5, 0.6, 0.7, 0.8, 0.9])

#### ②复数步长指定数组长度：

复数指定数组的长度，类似linespace。包含start、end

np.r\_[0:1:5j]

array([ 0. , 0.25, 0.5 , 0.75, 1. ])

#### ③连接多个序列，产生数组：

np.r\_[(3,22,11), 4.0, [15, 6]]

array([ 3., 22., 11., 4., 15., 6.])

#### 列向量使用方法是一样，只不过产生的是列向量。

### 7. ones , zeros

ones(shape, dtype=float64)

zeros(shape, dtype=float64)

两维以上的shape是list类型。

产生一个制定形状的全 0 或全 1 的数组，还可以制定数组类型：

np.zeros(3)

array([ 0., 0., 0.])

np.ones([2,3], dtype=np.float32)

array([[ 1., 1., 1.],

[ 1., 1., 1.]], dtype=float32)

产生一个全是 5 的数组：

np.ones([2,3]) \* 5

array([[ 5., 5., 5.],

[ 5., 5., 5.]])

### 8.empty

empty(shape, dtype=float64, order='C')

也可以使用 empty 方法产生一个制定大小的数组（数组所指向的内存未被初始化，所以值随机），再用 fill 方法填充：

a = np.empty(2)

a

array([-0.03412165, 0.05516321])

a.fill(5)

a

array([ 5., 5.])

另一种替代方法使用索引，不过速度会稍微慢一些：

a[:] = 5

a

array([ 5., 5.])

### 9. empty \_ like, ones \_ like, zeros \_ like

empty\_like(a)

ones\_like(a)

zeros\_like(a)

产生一个跟 a 大小一样，类型一样的对应数组。

### 10. identity/eye 单位矩阵

indentity(n, dtype=float64)

产生一个 n 乘 n 的单位矩阵：

np.identity(3)

array([[ 1., 0., 0.],

[ 0., 1., 0.],

[ 0., 0., 1.]])

### 11.concatenate

concatenate((a0,a1,...,aN), axis=0)

默认维度为0，也就是第一维

注意，这些数组要用 () 包括到一个元组中去。

除了给定的轴外，这些数组其他轴的长度必须是一样的。

### 12.diag(filter,k)

创建对角矩阵或者次对角矩阵

filter为可迭代的指定的对角线或者次对角线元素

k省略，表示是主对角线，k=-1是对角线下方次对角线，k=-2是主对角线下方次次对角线。k=1是主对角线上方次对角线。

diag会根据所给的对角元素的个数和指定的对角线，自动创建对角矩阵，其余元素都填0。

练习16：创建一个5\*5矩阵，其下次对角线值为1,2,3,4

a16 = np.diag(1+np.arange(4),k=-1)

array([[0, 0, 0, 0, 0],

[1, 0, 0, 0, 0],

[0, 2, 0, 0, 0],

[0, 0, 3, 0, 0],

[0, 0, 0, 4, 0]])

## 存储与读入数组：

如下表所示：

文件格式|使用的包|函数

格式 使用的包 方法

txt | numpy | loadtxt, genfromtxt, fromfile, savetxt, tofile

csv | csv | reader, writer

Matlab | scipy.io | loadmat, savemat

hdf | pytables, h5py |

NetCDF | netCDF4, scipy.io.netcdf | netCDF4.Dataset, scipy.io.netcdf.netcdf\_file

\*\*文件格式\*\*|\*\*使用的包\*\* |\*\*备注\*\*

wav | scipy.io.wavfile | 音频文件

jpeg,png,... | PIL, scipy.misc.pilutil | 图像文件

fits | pyfits | 天文图像

此外， pandas ——一个用来处理时间序列的包中包含处理各种文件的方法，具体可参见它的文档：

<http://pandas.pydata.org/pandas-docs/stable/io.html>

### 1.loadtxt

loadtxt(fname, dtype=<type 'float'>, comments='#', delimiter=None, converters=None, skiprows=0, usecols=None, unpack=False, ndmin=0)

comments：指定注释符号。默认为’#’，指定后，在遇到这个符号，则默认该行后面为注释。

converters：定义的转换方法，为一个字典或者func。见示例。

skiprows 参数表示忽略开头的行数，可以用来读写含有标题的文本

delimiter表示分隔符。默认为空格。

usecols：指定使用那几列数据。元组形式。如果有多列，只想要其中几列数据，可以使用本参数指定。第一列为0。

如：对于以空格和换行形式存入文本文件的数据：

2.1 2.3 3.2 1.3 3.1

6.1 3.1 4.2 2.3 1.8

data = np.loadtxt('myfile.txt')

array([[ 2.1, 2.3, 3.2, 1.3, 3.1],

[ 6.1, 3.1, 4.2, 2.3, 1.8]])

对于以逗号和换行存入文本的文件：

2.1, 2.3, 3.2, 1.3, 3.1

6.1, 3.1, 4.2, 2.3, 1.8

data = np.loadtxt('myfile.txt', delimiter=',')

array([[ 2.1, 2.3, 3.2, 1.3, 3.1],

[ 6.1, 3.1, 4.2, 2.3, 1.8]])

自定义转换方法：

文本文件：

2010-01-01 2.3 3.2

2011-01-01 6.1 3.1

import datetime

def date\_converter(s):

return datetime.datetime.strptime(s, "%Y-%m-%d")

data = np.loadtxt('myfile.txt',

dtype=np.object, #数据类型为对象

converters={0:date\_converter, #第一列使用自定义转换方法

1:float, #第二第三使用浮点数转换

2:float})

data：

array([[datetime.datetime(2010, 1, 1, 0, 0), 2.3, 3.2],

[datetime.datetime(2011, 1, 1, 0, 0), 6.1, 3.1]], dtype=object)

### 2.genfromtxt

此外，有一个功能更为全面的 genfromtxt 函数，能处理更多的情况，但相应的速度和效率会慢一些。

genfromtxt(fname, dtype=<type 'float'>, comments='#', delimiter=None,

skiprows=0, skip\_header=0, skip\_footer=0, converters=None,

missing='', missing\_values=None, filling\_values=None, usecols=None,

names=None, excludelist=None, deletechars=None, replace\_space='\_',

autostrip=False, case\_sensitive=True, defaultfmt='f%i', unpack=None,

usemask=False, loose=True, invalid\_raise=True)

### 3.savetxt

savetxt(fname, X, fmt='%.18e', delimiter=' ', newline='\n', header='', footer='', comments='# ')

默认分割符为空格，也可以指定分隔符。

savetxt 可以将数组写入文件txt，默认使用科学计数法的形式保存：

data = np.array([[1,2], [3,4]])

np.savetxt('out.txt', data)

在文本中保存为：科学计数法形式

1.000000000000000000e+00 2.000000000000000000e+00

3.000000000000000000e+00 4.000000000000000000e+00

也可以使用类似\*\*C\*\*语言中 printf 的方式指定输出的格式：

data = np.array([[1,2], [3,4]])

np.savetxt('out.txt', data, fmt="%d") #保存为整数

再次读入时，就会显示为整数。

如：%.2f为保留两位小数；等等

复数值默认会加上括号：

data = np.array([[1+1j,2], [3,4]])

np.savetxt('out.txt', data, fmt="%.2f", delimiter=',') #保存为2位小数的浮点数，用逗号分隔

在文本中保存为：

(1.00+1.00j), (2.00+0.00j)

(3.00+0.00j), (4.00+0.00j)

### 4. 二进制格式

数组可以储存成二进制格式，单个的数组保存为 .npy 格式，多个数组保存为多个 .npy 文件组成的 .npz 格式，每个 .npy 文件包含一个数组。

与文本格式不同，二进制格式保存了数组的 shape, dtype 信息，以便完全重构出保存的数组。

二进制文件大概是文本文件的三分之一

保存的方法：

- save(file, arr) 保存单个数组， .npy 格式

- savez(file, \*args, \*\*kwds) 保存多个数组，无压缩的 .npz 格式

- savez\_compressed(file, \*args, \*\*kwds) 保存多个数组，有压缩的 .npz 格式

读取的方法：

- load(file, mmap\_mode=None) 对于 .npy ，返回保存的数组，对于 .npz ，返回一个名称-数组对组成的字典。

#### 保存多个数组

a = np.array([[1.0,2.0],

[3.0,4.0]])

b = np.arange(1000)

np.savez('data.npz', a=a, b=b)

注意，参数中前面a= 和b= 是保存入文件里面的变量名，也是重新读出时，字典中保存的key值，不能重复。

载入数据：

data = np.load('data.npz')

载入后可以像字典一样进行操作：

data.keys()

data['a']

输出：['a', 'b']

array([[ 1., 2.],

[ 3., 4.]])

注意：删除文件时，需要先删除data，不然会报错。

#### 压缩文件

当数组比较整齐时，压缩率较高，否则比较低。

### 将数组存入dat二进制文件：

a = array([102,111,212],   
 dtype=np.uint8)  
 a.tofile(**'foo.dat'**)

### 从二进制文件中读入数组：

a=np.fromfile(‘foo.dat’,dtype=np.uint8)

读入时，如果不指定类型，或者指定类型不对，将不能读入。

## 数组属性

ndim/shape/size/dtype/itemsize

### 1.类型：

type(a): numpy.ndarray

### 2.查看数组中的数据类型

a.dtype

对于整型，int8/int32/int64可以通过 np.iinfo(np.int8).max/min 来查看最大最小值等信息

对于浮点，float32/float64 可以通过np.finfo(np.float32).max/min/eps 来查看最大/最小/最接近0的信息。

### 3.查看每个元素所占的字节

a.itemsize

### 4. 查看形状

会返回一个元组，每个元素代表这一维的元素数目：

a.shape 返回一个元组。如（3,3,3）代表一个3\*3\*3的3维数组

或者 np.shape(a)

shape 的使用历史要比 a.shape 久，而且还可以作用于别的类型：

如用于列表。

### 5. 查看元素数目：

np.size(a)

返回一个整数

### 6. 查看所有元素所占的空间：

a.nbytes

但事实上，数组所占的存储空间要比这个数字大，因为要用一个header来保存shape，dtype这样的信息。

### 7. 查看数组维数：

a.ndim

返回一个整数

二维数组是数组里面包含多个一维数组，且里面所有一维数组都是一样长的。三维数组是数组里面包含多个二维数组，且里面所有二维数组都是一样长的。

### 8. 使用fill方法设定初始值

a.fill(-4.8)

输出：[-4 -4 -4 -4 -4 -4 -4 -4 -4 -4]

数组a的类型确定的情况下（即a.dtype），不能更改，填充的数值会自动转为该类型。此处，-4.8将会取整，为-4。即a中有10个-4

### 9.索引和切片

和列表一样

## 多维数组及其属性

### 1.生成：

a = array([[ 0, 1, 2, 3],  
 [10,11,12,13]])

或者

lis=[[ 0, 1, 2, 3], [10,11,12,13]]

a=np.array(lis)

类似可以生成三维、n维数组。

### 查看数组形状

a.shap:返回元组，第一个为行数，第二个为列数。

如：(2L, 4L) 2行4列

### a.size

### a.ndim

### 多维数组索引

#### 二维数组：

对于二维数组，可以传入两个数字来索引：行索引从0开始，列索引也是从0开始。

a[1,3]：代表2行4列 a24

a[1]：代表选取第2行

#### 多维数组切片：

a = array([[ 0, 1, 2, 3, 4, 5],  
 [10,11,12,13,14,15],  
 [20,21,22,23,24,25],  
 [30,31,32,33,34,35],  
 [40,41,42,43,44,45],  
 [50,51,52,53,54,55]])

a[0, 3:5] ：得到第1行的4、5两个元素。

a[4:, 4:] ：得到第5行至最后一行的每行的第5个至最后的元素。

a[2::2, ::2]：初始索引、步长、结束索引

切片在内存中使用的是引用机制。引用机制意味着，\*\*Python\*\*并没有为 b 分配新的空间来存储它的值，而是让 b 指向了 a 所分配的内存空间，因此，改变 b 会改变 a 的值。而列表则不会。

### 使数组只读

data.flags.writeable=False

## datetime类型

### 基本使用

在numpy中，我们很方便的讲字符串转换成日期类型

粒度：

‘D’为截止到天

‘M’为截止到月

‘Y’为截止到年

‘h’ ‘m’ ‘s’ ‘ms’ ‘us’ ‘ns’ ‘ps’ ‘fs’

大粒度转小粒度，会从1开始。

如‘2019-2’ 转到天，则为‘2019-02-1’

today=np.datetime64(‘today’,’D’) 为获取今天的日期。

可以进行加减：

today - np.timedelta(1,’D’)

import numpy as np

np.datetime64('2017-08-06')

Out[3]: numpy.datetime64('2017-08-06')

np.datetime64('2017-08')

Out[4]: numpy.datetime64('2017-08')

#我们可以通过参数，强制将数据格式化为我们想要的粒度

np.datetime64('2017-08' , 'D')

Out[5]: numpy.datetime64('2017-08-01')

np.datetime64('2017-08' , 'Y')

Out[6]: numpy.datetime64('2017')

a = np.array(['2017-07-01','2017-07-15','2017-08-01'] , dtype=np.datetime64)

a

Out[10]: array(['2017-07-01', '2017-07-15', '2017-08-01'], dtype='datetime64[D]')

#我们也可以使用arange函数初始化数组

b = np.arange('2017-08-01','2017-09-01',dtype=np.datetime64)

b

Out[12]:

array(['2017-08-01', '2017-08-02', '2017-08-03', ..., '2017-08-29',

'2017-08-30', '2017-08-31'], dtype='datetime64[D]')

### 日期计算

在numpy中，我们可以进行简单的日期计算

#2个日期相减，会得到相差的天数

np.datetime64('2017-08-03') - np.datetime64('2017-07-15')

Out[27]: numpy.timedelta64(19,'D')

#这里日期可以直接减去对应的天数

np.datetime64('2017-08-03') - np.timedelta64(20,'D')

Out[28]: numpy.datetime64('2017-07-14')

#这里粒度要一样，一个是D,不可以和M相减

np.datetime64('2017-08-03') - np.timedelta64(1,'M')

Traceback (most recent call last):

File "<ipython-input-29-61beff16fb05>", line 1, in <module>

np.datetime64('2017-08-03') - np.timedelta64(1,'M')

TypeError: Cannot get a common metadata divisor for NumPy datetime metadata [D] and [M] because they have incompatible nonlinear base time units

np.datetime64('2017-08') - np.timedelta64(1,'M')

Out[30]: numpy.datetime64('2017-07')

### 工作日判断

numpy中提供了一个一些工作日判断的函数，比如，通常周一到周五是工作日

numpy.busday\_offset(dates, offsets, roll='raise', weekmask='1111100', holidays=None, busdaycal=None, out=None)

First adjusts the date to fall on a valid day according to the roll rule, then applies offsets to the given dates counted in valid days.

#2017-08-01是周二

#2017-08-01的下一个工作日是2017-08-02

np.busday\_offset('2017-08-01',1)

Out[32]: numpy.datetime64('2017-08-02')

#2017-08-01的下2个工作日是2017-08-03

np.busday\_offset('2017-08-01',2)

Out[33]: numpy.datetime64('2017-08-03')

这时候，如果传入的日期是周末，就会报错了

#2017-08-05是周六

np.busday\_offset('2017-08-05',2)

Traceback (most recent call last):

File "<ipython-input-34-9f767204127b>", line 1, in <module>

np.busday\_offset('2017-08-05',2)

ValueError: Non-business day date in busday\_offset

可以通过设置参数roll来避免报错。

roll : {‘raise’, ‘nat’, ‘forward’, ‘following’, ‘backward’, ‘preceding’, ‘modifiedfollowing’, ‘modifiedpreceding’}, optional

How to treat dates that do not fall on a valid day. The default is ‘raise’.

‘raise’ means to raise an exception for an invalid day.报错

‘nat’ means to return a NaT (not-a-time) for an invalid day.返回NaT

‘forward’ and ‘following’ mean to take the first valid day later in time.以最近的前面的工作日

‘backward’ and ‘preceding’ mean to take the first valid day earlier in time.以最近的后面的工作日

‘modifiedfollowing’ means to take the first valid day later in time unless it is across a Month boundary, in which case to take the first valid day earlier in time.

‘modifiedpreceding’ means to take the first valid day earlier in time unless it is across a Month boundary, in which case to take the first valid day later in time.

常用的可能是这个forward和backward  
一个是向前取第一个有效的工作日，一个是向后取第一个有效的工作日

np.busday\_offset('2017-08-05',2,roll='forward')

Out[35]: numpy.datetime64('2017-08-09')

np.busday\_offset('2017-08-05',2,roll='backward')

Out[36]: numpy.datetime64('2017-08-08')

np.busday\_offset('2017-08-05',0,roll='forward')

Out[37]: numpy.datetime64('2017-08-07')

np.busday\_offset('2017-08-05',0,roll='backward')

Out[38]: numpy.datetime64('2017-08-04')

#判断是否为工作日

np.is\_busday()

np.is\_busday(np.datetime64('2017-08-05'))

Out[39]: False

np.is\_busday(np.datetime64('2017-08-01'))

Out[40]: True

计算时间段内工作日天数：count

#判断时间段内，工作日天数

np.busday\_count()

np.busday\_count(np.datetime64('2017-08-01'),np.datetime64('2017-08-06'))

Out[41]: 4

np.busday\_count(np.datetime64('2017-08-06'),np.datetime64('2017-08-01'))

Out[42]: -4

## 花式索引：

与切片不同，花式索引返回的是原对象的一个复制而不是引用。

### 生成等差数组：

a=np.arange(0,80,10) arange（start,end,step）

a：array（[0,10,20,30,40,50,60,70]）

### 一维数组：

花式索引需要指定索引位置：

indices = [1, 2, -3]  
y = a[indices] ：选取第2、3、倒数第3个元素

通过布尔数组来花式索引：

mask = array([0,1,1,0,0,1,0,0],dtype=bool) 注意，mask也为数组。

y=a[mask]

或者用布尔表达式生成 mask ，选出了所有大于0.5的值：

a=array([0.88742125, 0.06523344 ,0.49448717, 0.50531947, 0.23019701 ,0.53303566,

0.22763991 ,0.64319931 ,0.16774729 ,0.14242495])

mask = a > 0.5

a[mask]

mask 必须是和a同样大小的布尔数组。

### 二维数组

a = array([[ 0, 1, 2, 3, 4, 5],  
 [10,11,12,13,14,15],  
 [20,21,22,23,24,25],  
 [30,31,32,33,34,35],  
 [40,41,42,43,44,45],  
 [50,51,52,53,54,55]])

对于二维花式索引，我们需要给定 row 和 col 的值：

a[(0,1,2,3,4), (1,2,3,4,5)]

两个元组中的数组依次对应，分别指定行和列。返回（0,1）（1,2）（2,3）..次对角线上的数值。

a[3:, [0,2,5]]

返回从第四行开始，每行的列索引为0，2，5的数值。

也可以使用mask进行索引：

mask = array([1,0,1,0,0,1],  
 dtype=bool)  
a[mask, 2]

mask不仅可以指定行，也可以指定列。

“不完全”索引：

只给定行索引的时候，返回整行：

y = a[:3]

返回前三行

也可以使用花式索引取出第2，3，5行：

condition = array([0,1,1,0,1],  
 dtype=bool)  
a[condition]

### 三维花式索引

#### 生成三维数组：

a = arange(64)  
a.shape = 4,4,4

花式索引：和二维数组类似，只不过多了一维

y = a[:,:,[2, -1]]

取每行的第3个和最后一个元素

## 数组类型与转换

整数型、布尔型、浮点数型、复数型

### 复数数组

#### 生成：

a = array([1 + 1j, 2, 3, 4])

\*\*Python\*\*会自动判断数组的类型：

a.dtype 输出：dtype('complex128')

#### 查看实部和虚部

a.real 返回实部：array([ 1., 2., 3., 4.])

a.imag 返回虚部：array([ 1., 0., 0., 0.])

#### 设置实部或虚部的值：

a.imag = [1,2,3,4]

a 为 array([ 1.+1.j, 2.+2.j, 3.+3.j, 4.+4.j])

#### 共轭

a.conj()：返回一个共轭数组 array([ 1.-1.j, 2.-2.j, 3.-3.j, 4.-4.j])

上面所有的方法都可以应用在整型和浮点型，看成是虚部为0的数组。对于整型和浮点型，a.img 返回虚部都为0，这个虚部是只读的，不能修改和设置。

### 指定数组类型

之前已经知道，构建数组的时候，数组会根据传入的内容自动判断类型：

对于浮点型，默认为双精度，8字节。float64

a = array([0,1.0,2,3])

当然，我们也可以在构建的时候指定类型：

a = array([0,1.0,2,3],dtype =np.float32) :float32为单精度，4字节

指定无符号数组：

a = array([0,1,2,3],dtype=np.uint8)

uint8：单字节数，0-255

### 类型转换

#### asarray

np.asarray(a, np.dtype=float64)

返回一个新数组，不会修改原数组的值。但是要转换的类型与元类型相同时，会返回原数组。asarray还可以将非数组转换为数组。

asarray([1,2,3,4]) 将列表转换为数组。

#### astype 方法

a.astype(np.float64):返回一个新数组

#### view 方法

view会按照位数来进行转换数组。如为4byte，转换为uint8为1byte，就一个数转换为4个数。

a = array((1,2,3,4), dtype=int32)

b = a.view(uint8)

b

array([1, 0, 0, 0, 2, 0, 0, 0, 3, 0, 0, 0, 4, 0, 0, 0], dtype=uint8)

由于是view视图，所以是b对a是引用关系，修改b会修改a

### 将数组存入dat二进制文件：

a = array([102,111,212],   
 dtype=np.uint8)  
 a.tofile(**'foo.dat'**)

### 从二进制文件中读入数组：

a=np.fromfile(‘foo.dat’,dtype=np.uint8)

读入时，如果不指定类型，或者指定类型不对，将不能读入。

### 清理数据文件：

**import** os  
os.remove(**'foo.dat'**)

0-255 的数字可以表示ASCⅡ码，我们可以用 ord 函数来查看字符的ASCⅡ码值：

ord(‘f’) : 102

### 类型总结

bool\_ 布尔型数据类型（True 或者 False）

int\_ 默认的整数类型（类似于 C 语言中的 long，int32 或 int64）

intc 与 C 的 int 类型一样，一般是 int32 或 int 64

intp 用于索引的整数类型（类似于 C 的 ssize\_t，一般情况下仍然是 int32 或 int64）

int8 字节（-128 to 127）

int16 整数（-32768 to 32767）

int32 整数（-2147483648 to 2147483647）

int64 整数（-9223372036854775808 to 9223372036854775807）

uint8 无符号整数（0 to 255）

uint16 无符号整数（0 to 65535）

uint32 无符号整数（0 to 4294967295）

uint64 无符号整数（0 to 18446744073709551615）

float\_ float64 类型的简写

float16 半精度浮点数，包括：1 个符号位，5 个指数位，10 个尾数位

float32 单精度浮点数，包括：1 个符号位，8 个指数位，23 个尾数位

float64 双精度浮点数，包括：1 个符号位，11 个指数位，52 个尾数位

complex\_ complex128 类型的简写，即 128 位复数

complex64 复数，表示双 32 位浮点数（实数部分和虚数部分）

complex128 复数，表示双 64 位浮点数（实数部分和虚数部分）

bool\_ 布尔型数据类型（True 或者 False）

intp 用于索引的整数类型（类似于 C 的 ssize\_t，一般情况下仍然是 int32 或 int64）

## 结构化数组

### 定义结构化数组

希望定义一个一维数组，每个元素有三个属性 name, age, wgt ，此时我们需要使用结构化数组。

a = np.array([1.0,2.0,3.0,4.0], np.float32)

my\_dtype = np.dtype([('mass', 'float32'), ('vol', 'float32')])

a.view(my\_dtype)

array([(1.0, 2.0), (3.0, 4.0)],

dtype=[('mass', '<f4'), ('vol', '<f4')])

这里，我们使用 dtype 创造了自定义的结构类型，然后用自定义的结构来解释数组 a 所占的内存。

对于自定义的类型，可以通过它的 names 属性查看它有哪些域：

('mass', 'vol')

这里 f4 表示四字节浮点数， < 表示小字节序。

利用这个自定义的结构类型，我们可以这样初始化结构化数组：

my\_data = np.array([(1,1), (1,2), (2,1), (1,3)], my\_dtype)

print my\_data

[(1.0, 1.0) (1.0, 2.0) (2.0, 1.0) (1.0, 3.0)]

第一个元素：

my\_data[0]

(1.0, 1.0)

得到第一个元素的速度信息，可以使用域的名称来索引：

my\_data[0]['vol']

1.0

得到所有的质量信息：

my\_data['mass']

array([ 1., 1., 2., 1.], dtype=float32)

自定义排序规则，先按速度，再按质量：

my\_data.sort(order=('vol', 'mass'))

print my\_data

[(1.0, 1.0) (2.0, 1.0) (1.0, 2.0) (1.0, 3.0)]

定义一个人的结构类型：

person\_dtype = np.dtype([('name', 'S10'), ('age', 'int'), ('weight', 'float')])

产生一个 3 x 4 共12人的空结构体数组：

people = np.empty((3,4), person\_dtype)

分别赋值：

people['name'] = [['Brad', 'Jane', 'John', 'Fred'],

['Henry', 'George', 'Brain', 'Amy'],

['Ron', 'Susan', 'Jennife', 'Jill']]

people['age'] = [[33, 25, 47, 54],

[29, 61, 32, 27],

[19, 33, 18, 54]]

people['weight'] = [[135., 105., 255., 140.],

[154., 202., 137., 187.],

[188., 135., 88., 145.]]

print(people)

[[('Brad', 33, 135.0) ('Jane', 25, 105.0) ('John', 47, 255.0)

('Fred', 54, 140.0)]

[('Henry', 29, 154.0) ('George', 61, 202.0) ('Brain', 32, 137.0)

('Amy', 27, 187.0)]

[('Ron', 19, 188.0) ('Susan', 33, 135.0) ('Jennife', 18, 88.0)

('Jill', 54, 145.0)]]

### 从文本中读取结构化数组

person\_dtype = np.dtype([('name', 'S10'), ('age', 'int'), ('weight', 'float')])

people = np.loadtxt('people.txt',

skiprows=1,

dtype=person\_dtype)

people

### 带标题的csv文件

文件.csv：

item,material,number

100,oak,33

110,maple,14

120,oak,7

145,birch,3

定义转换函数处理材料属性，使之对应一个整数：

tree\_to\_int = dict(oak = 1,

maple=2,

birch=3)

def convert(s):

return tree\_to\_int.get(s, 0)

使用 genfromtxt 载入数据，可以自动从第一行读入属性名称：

data = np.genfromtxt('wood.csv',

delimiter=',', # 逗号分隔

dtype=np.int, # 数据类型

names=True, # 从第一行读入域名

converters={1:convert}

)

data：

array([(100, 1, 33), (110, 2, 14), (120, 1, 7), (145, 3, 3)],

dtype=[('item', '<i4'), ('material', '<i4'), ('number', '<i4')])

### 嵌套类型

有时候，结构数组中的域可能包含嵌套的结构，例如，在我们希望在二维平面上纪录一个质点的位置和质量：

particle\_dtype = np.dtype([('position', [('x', 'float'), 'y', 'float')]), ('mass', 'float')])（里面一个有三个元素，(x,y),mass）

有如下文件：

2.0 3.0 42.0

2.1 4.3 32.5

1.2 4.6 32.3

4.5 -6.4 23.3

data = np.loadtxt('data.txt', dtype=particle\_dtype)

data：

array([((2.0, 3.0), 42.0), ((2.1, 4.3), 32.5), ((1.2, 4.6), 32.3), ((4.5, -6.4), 23.3)],

dtype=[('position', [('x', '<f8'), ('y', '<f8')]), ('mass', '<f8')])

查看位置的 x 轴：

data['position']['x']

## 数组相关操作

### 1.修改数组形状

#### numpy.reshape

numpy.reshape 函数可以在不改变数据的条件下修改形状，格式如下： numpy.reshape(arr, newshape, order='C')

* arr：要修改形状的数组
* newshape：整数或者整数数组，新的形状应当兼容原有形状
* order：'C' -- 按行，'F' -- 按列，'A' -- 原顺序，'k' -- 元素在内存中的出现顺序。

实例

a = np.arange(8)

print (a)

b = a.reshape(4,2)

print (b)

输出结果如下：

原始数组：

[0 1 2 3 4 5 6 7]

修改后的数组：

[[0 1]

[2 3]

[4 5]

[6 7]]

#### 数组.flat/numpy.ndarray.flat

numpy.ndarray.flat 是一个数组元素迭代器，实例如下:

实例

np a = np.arange(9).reshape(3,3)

for row in a:

print (row)

#对数组中每个元素都进行处理，可以使用flat属性，该属性是一个数组元素迭代器：

print ('迭代后的数组：')

for element in a.flat: 注意，不带括号

print (element)

输出结果如下：

原始数组：

[0 1 2]

[3 4 5]

[6 7 8]

迭代后的数组：

0

1

2

3

4

5

6

7

8

#### numpy.ndarray.flatten/数组.flatten()

numpy.ndarray.flatten 返回一份数组拷贝，对拷贝所做的修改不会影响原始数组，格式如下：

ndarray.flatten(order='C')

参数说明：

* order：'C' -- 按行，'F' -- 按列，'A' -- 原顺序，'K' -- 元素在内存中的出现顺序。

实例

a = np.arange(8).reshape(2,4)

# 默认按行

print (a.flatten())

print ('以 F 风格顺序展开的数组：')

print (a.flatten(order = 'F'))

输出结果如下：

原数组：

[[0 1 2 3]

[4 5 6 7]]

展开的数组：

[0 1 2 3 4 5 6 7]

以 F 风格顺序展开的数组：

[0 4 1 5 2 6 3 7]

#### numpy.ravel（高效）

numpy.ravel() 展平的数组元素，顺序通常是"C风格"，返回的是数组视图（view，有点类似 C/C++引用reference的意味），修改会影响原始数组，引用关系。

该函数接收两个参数：

numpy.ravel(a, order='C')

参数说明：

* order：'C' -- 按行，'F' -- 按列，'A' -- 原顺序，'K' -- 元素在内存中的出现顺序。

实例

a = np.arange(8).reshape(2,4)

print (a.ravel())

print ('以 F 风格顺序调用 ravel 函数之后：')

print (a.ravel(order = 'F'))

输出结果如下：

原数组：

[[0 1 2 3]

[4 5 6 7]]

调用 ravel 函数之后：

[0 1 2 3 4 5 6 7]

以 F 风格顺序调用 ravel 函数之后：

[0 4 1 5 2 6 3 7]

特殊情况：

a = array([[0,1],[ 2,3]])

aa = a.transpose()

b = aa.ravel()

在这种情况下，修改b不会修改到a。原因是我们用来 ravel 的对象 aa 本身是 a 的一个view。

#### apply\_over\_axes（func,a,axes）

#### apply\_along\_axis 对数组应用func

numpy.apply\_along\_axis(func, axis, arr, \*args, \*\*kwargs)：

必选参数：func,axis,arr。其中func是我们自定义的一个函数，函数func(arr)中的arr是一个数组，函数的主要功能就是对数组里的每一个元素进行变换，得到目标的结果。

其中axis表示函数func对数组arr作用的轴。

可选参数：\*args, \*\*kwargs。都是func()函数额外的参数。

返回值：numpy.apply\_along\_axis()函数返回的是一个根据func()函数以及维度axis运算后得到的的数组.

#### np.newaxis

添加新的维度

a为一维数组，

a[:,np.newaxis]：将a变为二维列向量

a[np.newaxis，：]:将a变为二维行向量

newaxis放到哪个位置，哪里增加一维，

如一维向量shape为（5，）

a[np.newaxis,:] 的shape为1\*5

a[:,np.newaxis]的shape为5\*1

如二维向量shape为（2,5）

则a[np.newaxis,:,:]的shape为1\*2\*5

a[:,np.newaxis,:]的shape为2\*1\*5

a[:,:,np.newaxis]的为2\*5\*1

### 2. 翻转数组

#### numpy.transpose/a.T

注意一维数组翻转后还是其本身。

numpy.transpose 函数用于对换数组的维度，格式如下：

numpy.transpose(arr, axes)

参数说明:

* arr：要操作的数组
* axes：整数列表，对应维度，通常所有维度都会对换。

实例

import numpy as np a = np.arange(12).reshape(3,4) print ('原数组：') print (a ) print ('\n') print ('对换数组：') print (np.transpose(a))

输出结果如下：

原数组：

[[ 0 1 2 3]

[ 4 5 6 7]

[ 8 9 10 11]]

对换数组：

[[ 0 4 8]

[ 1 5 9]

[ 2 6 10]

[ 3 7 11]]

numpy.ndarray.T 类似 numpy.transpose：

实例

import numpy as np a = np.arange(12).reshape(3,4) print ('原数组：') print (a) print ('\n') print ('转置数组：') print (a.T)

输出结果如下：

原数组：

[[ 0 1 2 3]

[ 4 5 6 7]

[ 8 9 10 11]]

转置数组：

[[ 0 4 8]

[ 1 5 9]

[ 2 6 10]

[ 3 7 11]]

#### numpy.rollaxis

numpy.rollaxis 函数向后滚动特定的轴到一个特定位置，格式如下：

numpy.rollaxis(arr, axis, start)

参数说明：

* arr：数组
* axis：要向后滚动的轴，其它轴的相对位置不会改变
* start：默认为零，表示完整的滚动。会滚动到特定位置。

实例

a = np.arange(8).reshape(2,2,2)

# 将轴 2 滚动到轴 0（宽度到深度） 2轴🡪0轴，0轴🡪1轴，1轴🡪2轴

print (np.rollaxis(a,2))

# 将轴 0 滚动到轴 1：（宽度到高度）

print (np.rollaxis(a,2,1))

输出结果如下：

原数组：

[[[0 1]

[2 3]]

[[4 5]

[6 7]]]

调用 rollaxis 函数：

[[[0 2]

[4 6]]

[[1 3]

[5 7]]]

调用 rollaxis 函数：

[[[0 2]

[1 3]]

[[4 6]

[5 7]]]

#### numpy.swapaxes

numpy.swapaxes 函数用于交换数组的两个轴，格式如下：

numpy.swapaxes(arr, axis1, axis2)

* arr：输入的数组
* axis1：对应第一个轴的整数
* axis2：对应第二个轴的整数

实例

a = np.arange(8).reshape(2,2,2)

# 现在交换轴 0（深度方向）到轴 2（宽度方向）

print (np.swapaxes(a, 2, 0))

输出结果如下：

原数组：

[[[0 1]

[2 3]]

[[4 5]

[6 7]]]

调用 swapaxes 函数后的数组：

[[[0 4]

[2 6]]

[[1 5]

[3 7]]]

### 3.修改维度

#### numpy.broadcast

numpy.broadcast 用于模仿广播的对象，它返回一个对象，该对象封装了将一个数组广播到另一个数组的结果。获得的是两个数组对象组合的迭代器。两个数组以元组的形式组合在一起。

该函数使用两个数组作为输入参数，如下实例：

实例

x = np.array([[1], [2], [3]])

y = np.array([4, 5, 6])

# 对 y 广播 x

b = np.broadcast(x,y)

#b:[[(1,4),(1,5),(1,6)]

(2,4),(2,5),(2,6)

(3,4),(3,5),(3,6)] 是个迭代器。

# 它拥有 iterator 属性，基于自身组件的迭代器元组

r,c = b.iters

# Python3.x 为 next(context) ，Python2.x 为 context.next()

print (next(r), next(c))

print (next(r), next(c))

# shape 属性返回广播对象的形状

print (b.shape)

# 手动使用 broadcast 将 x 与 y 相加

b = np.broadcast(x,y)

c = np.empty(b.shape)

print (c.shape)

c.flat = [u + v for (u,v) in b]

print (c)

# 获得了和 NumPy 内建的广播支持相同的结果

print (x + y)

输出结果为：

对 y 广播 x：

1 4

1 5

广播对象的形状：

(3, 3)

手动使用 broadcast 将 x 与 y 相加：

(3, 3)

调用 flat 函数：

[[5. 6. 7.]

[6. 7. 8.]

[7. 8. 9.]]

x 与 y 的和：

[[5 6 7]

[6 7 8]

[7 8 9]]

#### numpy.broadcast\_to

numpy.broadcast\_to 函数将数组广播到新形状。它在原始数组上返回只读视图。 它通常不连续。 如果新形状不符合 NumPy 的广播规则，该函数可能会抛出ValueError。

numpy.broadcast\_to(array, shape, subok)

实例

import numpy as np a = np.arange(4).reshape(1,4) print ('原数组：') print (a) print ('\n') print ('调用 broadcast\_to 函数之后：') print (np.broadcast\_to(a,(4,4)))

输出结果为：

原数组：

[[0 1 2 3]]

调用 broadcast\_to 函数之后：

[[0 1 2 3]

[0 1 2 3]

[0 1 2 3]

[0 1 2 3]]

#### numpy.expand\_dims

numpy.expand\_dims 函数通过在指定位置插入新的轴来扩展数组形状，函数格式如下:

numpy.expand\_dims(arr, axis)

参数说明：

* arr：输入数组
* axis：新轴插入的位置

实例

x = np.array(([1,2],[3,4]))

y = np.expand\_dims(x, axis = 0)

print (x.shape, y.shape)

# 在位置 1 插入轴

y = np.expand\_dims(x, axis = 1)

print ('在位置 1 插入轴之后的数组 y：')

print (y)

print (x.ndim,y.ndim)

print (x.shape, y.shape)

输出结果为：

数组 x：

[[1 2]

[3 4]]

数组 y：

[[[1 2]

[3 4]]]

数组 x 和 y 的形状：

(2, 2) (1, 2, 2)

在位置 1 插入轴之后的数组 y：

[[[1 2]]

[[3 4]]]

x.ndim 和 y.ndim：

2 3

x.shape 和 y.shape：

(2, 2) (2, 1, 2)

#### numpy.squeeze

numpy.squeeze 函数从给定数组的形状中删除一维的条目，函数格式如下：

numpy.squeeze(arr, axis)

参数说明：

* arr：输入数组
* axis：整数或整数元组，用于选择形状中一维条目的子集

实例

import numpy as np x = np.arange(9).reshape(1,3,3) print ('数组 x：') print (x) print ('\n') y = np.squeeze(x) print ('数组 y：') print (y) print ('\n') print ('数组 x 和 y 的形状：') print (x.shape, y.shape)

输出结果为：

数组 x：

[[[0 1 2]

[3 4 5]

[6 7 8]]]

数组 y：

[[0 1 2]

[3 4 5]

[6 7 8]]

数组 x 和 y 的形状：

(1, 3, 3) (3, 3)

#### atleast\_1d/ atleast\_2d/ atleast\_3d ：

数组最少为1,2,3维。满足条件则不变动，若不满足，则添加新的维数。

### 4.拼接连接数组

#### numpy.concatenate

numpy.concatenate 函数用于沿指定轴连接相同形状的两个或多个数组，格式如下：

指定轴后，其他非指定轴需要shape一样。

numpy.concatenate((a1, a2, ...), axis)

参数说明：

* a1, a2, ...：相同类型的数组
* axis：沿着它连接数组的轴，默认为 0

实例

a = np.array([[1,2],[3,4]])

b = np.array([[5,6],[7,8]])

# 两个数组的维度相同

print ('沿轴 0 连接两个数组：')

print (np.concatenate((a,b)))

print ('沿轴 1 连接两个数组：')

print (np.concatenate((a,b),axis = 1))

输出结果为：

第一个数组：

[[1 2]

[3 4]]

第二个数组：

[[5 6]

[7 8]]

沿轴 0 连接两个数组：

[[1 2]

[3 4]

[5 6]

[7 8]]

沿轴 1 连接两个数组：

[[1 2 5 6]

[3 4 7 8]]

#### numpy.stack

numpy.stack 函数用于沿新轴连接数组序列，格式如下：

numpy.stack(arrays, axis)

参数说明：

* arrays相同形状的数组序列
* axis：返回数组中的轴，输入数组沿着它来堆叠

实例

a = np.array([[1,2],[3,4]])

b = np.array([[5,6],[7,8]])

print ('沿轴 0 堆叠两个数组：')

print (np.stack((a,b),0))

print ('沿轴 1 堆叠两个数组：')

print (np.stack((a,b),1))

输出结果如下：

第一个数组：

[[1 2]

[3 4]]

第二个数组：

[[5 6]

[7 8]]

沿轴 0 堆叠两个数组：

[[[1 2]

[3 4]]

[[5 6]

[7 8]]]

沿轴 1 堆叠两个数组：

[[[1 2]

[5 6]]

[[3 4]

[7 8]]]

#### numpy.hstack

numpy.hstack 是 numpy.stack 函数的变体，它通过水平堆叠来生成数组。

实例

import numpy as np a = np.array([[1,2],[3,4]]) print ('第一个数组：') print (a) print ('\n') b = np.array([[5,6],[7,8]]) print ('第二个数组：') print (b) print ('\n') print ('水平堆叠：') c = np.hstack((a,b)) print (c) print ('\n')

输出结果如下：

第一个数组：

[[1 2]

[3 4]]

第二个数组：

[[5 6]

[7 8]]

水平堆叠：

[[1 2 5 6]

[3 4 7 8]]

#### numpy.vstack

numpy.vstack 是 numpy.stack 函数的变体，它通过垂直堆叠来生成数组。

实例

import numpy as np a = np.array([[1,2],[3,4]]) print ('第一个数组：') print (a) print ('\n') b = np.array([[5,6],[7,8]]) print ('第二个数组：') print (b) print ('\n') print ('竖直堆叠：') c = np.vstack((a,b)) print (c)

输出结果为：

第一个数组：

[[1 2]

[3 4]]

第二个数组：

[[5 6]

[7 8]]

竖直堆叠：

[[1 2]

[3 4]

[5 6]

[7 8]]

#### column\_stack

### 5.分割数组

#### ①numpy.split

numpy.split 函数沿特定的轴将数组分割为子数组，格式如下：

hsplit 将一个数组水平分割为多个子数组（按列）

vsplit 将一个数组垂直分割为多个子数组（按行）

numpy.split(ary, indices\_or\_sections, axis)

参数说明：

ary：被分割的数组

indices\_or\_sections：如果是一个整数，就用该数平均切分，如果是一个数组，为沿轴切分的位置（左开右闭）

axis：沿着哪个维度进行切向，默认为0，横向切分。为1时，纵向切分

实例

import numpy as np

a = np.arange(9)

print (a)

print ('将数组分为三个大小相等的子数组：')

b = np.split(a,3)

print (b)

print ('将数组在一维数组中表明的位置分割：')

b = np.split(a,[4,7])

print (b)

输出结果为：

第一个数组：

[0 1 2 3 4 5 6 7 8]

将数组分为三个大小相等的子数组：

[array([0, 1, 2]), array([3, 4, 5]), array([6, 7, 8])]

将数组在一维数组中表明的位置分割：

[array([0, 1, 2, 3]), array([4, 5, 6]), array([7, 8])]

#### ②numpy.hsplit

numpy.hsplit 函数用于水平分割数组，通过指定要返回的相同形状的数组数量来拆分原数组。

实例

import numpy as np

harr = np.floor(10 \* np.random.random((2, 6)))

print(harr)

print(np.hsplit(harr, 3))

输出结果为：

原array：

[[4. 7. 6. 3. 2. 6.]

[6. 3. 6. 7. 9. 7.]]

拆分后：

[array([[4., 7.],

[6., 3.]]),

array([[6., 3.],

[6., 7.]]),

array([[2., 6.],

[9., 7.]])]

#### ④numpy.vsplit

numpy.vsplit 沿着垂直轴分割，其分割方式与hsplit用法相同。

实例

import numpy as np

a = np.arange(16).reshape(4,4)

print (a)

b = np.vsplit(a,2)

print (b)

输出结果为：

第一个数组：

[[ 0 1 2 3]

[ 4 5 6 7]

[ 8 9 10 11]

[12 13 14 15]]

竖直分割：

[array([[0, 1, 2, 3],

[4, 5, 6, 7]]),

array([[ 8, 9, 10, 11],

[12, 13, 14, 15]])]

### 6.数组元素的添加与删除

insert 沿指定轴将值插入到指定下标之前

delete 删掉某个轴的子数组，并返回删除后的新数组

resize 返回指定形状的新数组

append 将值添加到数组末尾

unique 查找数组内的唯一元素

#### ①numpy.resize

numpy.resize 函数返回指定大小的新数组。

如果新数组大小大于原始大小，则包含原始数组中的元素的副本。

其实就是将原数组一维排开，然后按照指定的shape 重新排列。不够的，按照一维数组顺序进行重复补充。

numpy.resize(arr, shape)

参数说明：

arr：要修改大小的数组

shape：返回数组的新形状

实例

import numpy as np

a = np.array([[1,2,3],[4,5,6]])

print (a)

print (a.shape)

b = np.resize(a, (3,2))

print (b)

print (b.shape)

#要注意 a 的第一行在 b 中重复出现，因为尺寸变大了

b = np.resize(a,(3,3))

print (b)

输出结果为：

第一个数组：

[[1 2 3]

[4 5 6]]

第一个数组的形状：

(2, 3)

第二个数组：

[[1 2]

[3 4]

[5 6]]

第二个数组的形状：

(3, 2)

修改第二个数组的大小：

[[1 2 3]

[4 5 6]

[1 2 3]]

#### ②numpy.append

numpy.append 函数在数组的末尾添加值。 追加操作会分配整个数组，并把原来的数组复制到新数组中。 此外，输入数组的维度必须匹配否则将生成ValueError。

append 函数不指定axis情况下，返回的始终是一个一维数组。

numpy.append(arr, values, axis=None)

参数说明：

arr：输入数组

values：要向arr添加的值，需要和arr形状相同（除了要添加的轴）

axis：默认为 None。当axis无定义时，是横向加成，返回总是为一维数组！当axis有定义的时候，分别为0和1的时候。当axis为0的时候，数组加下面（列数要相同）。当axis为1时，数组是加在右边（行数要相同）。

实例

import numpy as np

a = np.array([[1,2,3],[4,5,6]])

print (a) print ('\n')

print (np.append(a, [7,8,9]))

print ('沿轴 0 添加元素：')

print (np.append(a, [[7,8,9]],axis = 0))

print ('沿轴 1 添加元素：')

print (np.append(a, [[5,5,5],[7,8,9]],axis = 1))

输出结果为：

第一个数组：

[[1 2 3]

[4 5 6]]

向数组添加元素：

[1 2 3 4 5 6 7 8 9]

沿轴 0 添加元素：

[[1 2 3]

[4 5 6]

[7 8 9]]

沿轴 1 添加元素：

[[1 2 3 5 5 5]

[4 5 6 7 8 9]]

#### ③numpy.insert

numpy.insert 函数在给定索引之前，沿给定轴在输入数组中插入值。

如果值的类型转换为要插入，则它与输入数组不同。 插入没有原地的，函数会返回一个新数组。 此外，如果未提供轴，则输入数组会被展开。

numpy.insert(arr, obj, values, axis)

参数说明：

arr：输入数组

obj：在其之前插入值的索引

values：要插入的值

axis：沿着它插入的轴，如果未提供，则输入数组会被展开

如果按照某维插入，而value为给够，则会重复使用value。

实例

import numpy as np

a = np.array([[1,2],[3,4],[5,6]])

print (a)

print ('未传递 Axis 参数。 在插入之前输入数组会被展开。')

print (np.insert(a,3,[11,12]))

print ('传递了 Axis 参数。 会广播值数组来配输入数组。')

print ('沿轴 0 广播：')

print (np.insert(a,1,[11],axis = 0))

print ('沿轴 1 广播：')

print (np.insert(a,1,11,axis = 1))

输出结果如下：

第一个数组：

[[1 2]

[3 4]

[5 6]]

未传递 Axis 参数。 在插入之前输入数组会被展开。

[ 1 2 3 11 12 4 5 6]

传递了 Axis 参数。 会广播值数组来配输入数组。

沿轴 0 广播：

[[ 1 2]

[11 11]

[ 3 4]

[ 5 6]]

沿轴 1 广播：

[[ 1 11 2]

[ 3 11 4]

[ 5 11 6]]

#### ④numpy.delete

numpy.delete 函数返回从输入数组中删除指定子数组的新数组。 与 insert() 函数的情况一样，如果未提供轴参数，则输入数组将展开。

Numpy.delete(arr, obj, axis)

参数说明：

arr：输入数组

obj：可以被切片，整数或者整数数组，表明要从输入数组删除的子数组

axis：沿着它删除给定子数组的轴，如果未提供，则输入数组会被展开

实例

import numpy as np

a = np.arange(12).reshape(3,4)

print (a)

print ('未传递 Axis 参数。 在插入之前输入数组会被展开。')

print (np.delete(a,5))

print ('删除第二列：')

print (np.delete(a,1,axis = 1))

print ('包含从数组中删除的替代值的切片：')

a = np.array([1,2,3,4,5,6,7,8,9,10])

print (np.delete(a, np.s\_[::2]))

输出结果为：

第一个数组：

[[ 0 1 2 3]

[ 4 5 6 7]

[ 8 9 10 11]]

未传递 Axis 参数。 在插入之前输入数组会被展开。

[ 0 1 2 3 4 6 7 8 9 10 11]

删除第二列：

[[ 0 2 3]

[ 4 6 7]

[ 8 10 11]]

包含从数组中删除的替代值的切片：

[ 2 4 6 8 10]

#### ⑤numpy.unique

numpy.unique 函数用于去除数组中的重复元素。

numpy.unique(arr, return\_index, return\_inverse, return\_counts)

arr：输入数组，如果不是一维数组则会展开

return\_index：如果为true，返回新列表元素在旧列表中的位置（下标），并以列表形式储

return\_inverse：如果为true，返回旧列表元素在新列表中的位置（下标），并以列表形式储

return\_counts：如果为true，返回去重数组中的元素在原数组中的出现次数

实例

import numpy as np

a = np.array([5,2,6,2,7,5,6,8,2,9])

print (a)

u = np.unique(a)

print (u)

u,indices = np.unique(a, return\_index = True)

print (indices)

print ('我们可以看到每个和原数组下标对应的数值：')

print (a)

print ('去重数组的下标：')

u,indices = np.unique(a,return\_inverse = True)

print (u)

print (indices) print ('\n')

print ('使用下标重构原数组：')

print (u[indices])

print ('返回去重元素的重复数量：')

u,indices = np.unique(a,return\_counts = True)

print (u)

print (indices)

输出结果为：

第一个数组：

[5 2 6 2 7 5 6 8 2 9]

第一个数组的去重值：

[2 5 6 7 8 9]

去重数组的索引数组：

[1 0 2 4 7 9]

我们可以看到每个和原数组下标对应的数值：

[5 2 6 2 7 5 6 8 2 9]

去重数组的下标：

[2 5 6 7 8 9]

下标为：

[1 0 2 0 3 1 2 4 0 5]

使用下标重构原数组：

[5 2 6 2 7 5 6 8 2 9]

返回去重元素的重复数量：

[2 5 6 7 8 9]

[3 2 2 1 1 1]

### 7. tile：重复某个数组

(类似于Matlab中的remat)

>>> data = np.array([[1,2],[3,4]])

>>> np.tile(data,2)

array([[1, 2, 1, 2],

[3, 4, 3, 4]])

>>> np.tile(data,[2,3])

array([[1, 2, 1, 2, 1, 2],

[3, 4, 3, 4, 3, 4],

[1, 2, 1, 2, 1, 2],

[3, 4, 3, 4, 3, 4]])

### 8.获取多维数组第n个元素的索引

np.unravel\_index(100,(6,7,8))

获取一个6\*7\*8数组的第100个元素的索引。

### 9.边缘填充pad

np. pad（array，pad\_width，mode，\*\*kwars）

mode取值：

constant/edge/linear\_ramp’/maxmium/minmium/mean/median/reflect/‘symmetric/wrap

<https://blog.csdn.net/qq_29592167/article/details/81043640>

还有一个参数 constant\_values=

当mode为constant时，指定填充的值。可以为一个数，则所有填充都一样。如果是个元组（2,3），则为前面填充2，后面填充3。对于多维array，则可以使用嵌套元组。

对于多维情况下，按照每个维度前增多少，后增多少来

如：对于一个2\*3的数组

pad\_width=((2,3),(4,5))

代表第一维度前增加2，后增加3，由以前的2变为2+2+3=7

第二维度前增加4，后增加5，由以前的3变为4+3+5=12

所以数组变为7\*12。

如果pad\_width只是一个整数，则说明所有维度前后增加的都一样。

### 索引查询

np.unravel\_index(num,(dim))

将一维索引转换为指定维数的数组的索引。即查询该数组第n个元素的索引。

比如查询6\*7\*8数组的第一百个元素的索引是多少

np.unravel\_index(100,(6,7,8))

返回一个元组。

### 找出数组相同值intersect1d

intersect1d(a,b) 先将a，b转为1维数组，然后找出相同值。返回一个一维数组。a，b的大小不用相同。（注意不是L，是数字1）

## 数组属性方法总结：

||作用|

|-|-|

### |1|\*\*基本属性\*\*

| a.dtype |数组元素类型 float32,uint8,...

| a.shape |数组形状 (m,n,o,...)

| a.size |数组元素数

| a.itemsize |每个元素占字节数

| a.nbytes |所有元素占的字节

| a.ndim |数组维度

### |2|\*\*形状相关\*\*

| a.flat |所有元素的迭代器

| a.flatten() |返回一个1维数组的复制

| a.ravel() |返回一个1维数组，高效

| a.resize(new\_size) |改变形状

| a.swapaxes(axis1, axis2) |交换两个维度的位置

| a.transpose(\*axex) |交换所有维度的位置

| a.T |转置， a.transpose()

| a.squeeze() | 去除所有长度为1的维度

### |3|\*\*填充复制\*\*fill copy

| a.copy() | 返回数组的一个复制

| a.fill(value) | 将数组的元组设置为特定值

### |4|\*\*转化\*\*

| a.tolist() |将数组转化为列表

| a.tostring() |转换为字符串

| a.astype(dtype) |转化为指定类型

| a.byteswap(False) |转换大小字节序

| a.view(type\_or\_dtype) |生成一个使用相同内存，但使用不同的表示方法的数组

### |5|\*\*复数\*\*

| a.imag |虚部

| a.real |实部

| a.conjugate() |复共轭

| a.conj() |复共轭（缩写）

### |6|\*\*保存\*\*

| a.dump(file) |将二进制数据存在file中

| a.dump() |将二进制数据表示成字符串

| a.tofile(fid, sep="",format="%s") |格式化ASCⅡ码写入文件

### |7|\*\*查找排序\*\*

| a.nonzero() |返回所有非零元素的索引

| a.sort(axis=-1) |沿某个轴排序

| a.argsort(axis=-1) |沿某个轴，返回按排序的索引

| a.searchsorted(b) |返回将b中元素插入a后能保持有序的索引值，在sorted参数省略的情况下，a必须是有序数组。如果a为无序，可以添加参数sorted=np.argsort(a),排序。

### |8|\*\*元素数学操作\*\*

| a.clip(low, high) |将数值限制在一定范围内

| a.round(decimals=0) |近似到指定精度

| a.cumsum(axis=None) |累加和

| a.cumprod(axis=None) |累乘积

### |9|\*\*约简操作\*\*

| a.sum(axis=None) |求和

| a.prod(axis=None) |求积

| a.min(axis=None) |最小值

| a.max(axis=None) |最大值

| a.argmin(axis=None) |最小值索引

| a.argmax(axis=None) |最大值索引

| a.ptp(axis=None) |最大值减最小值

| a.mean(axis=None) |平均值

| a.std(axis=None) |标准差

| a.var(axis=None) |方差

| a.any(axis=None) |只要有一个不为0，返回真，逻辑或

| a.all(axis=None) |所有都不为0，返回真，逻辑与

## 记录数组record array

与结构数组类似

质点类型：

partical\_dtype = np.dtype([('mass', 'float'),

('velocity', 'float')])

生成记录数组要使用 numpy.rec 里的 fromrecords 方法：

from numpy import rec

particals\_rec = rec.fromrecords([(1,1), (1,2), (2,1), (1,3)],

dtype = partical\_dtype)

particals\_rec：

rec.array([(1.0, 1.0), (1.0, 2.0), (2.0, 1.0), (1.0, 3.0)],

dtype=[('mass', '<f8'), ('velocity', '<f8')])

在记录数组中，域可以通过属性来获得：

particals\_rec.mass：

array([ 1., 1., 2., 1.])

也可以通过域来查询：

particals\_rec['mass']：

array([ 1., 1., 2., 1.])

不过，记录数组的运行效率要比结构化数组要慢一些。

particals = np.array([(1,1), (1,2), (2,1), (1,3)], （生成结构化数组）

dtype = partical\_dtype)

使用 view 方法看成 recarray ：

particals\_rec = particals.view(np.recarray)

particals\_rec.mass：

array([ 1., 1., 2., 1.])

对于自定义的类型，可以通过它的 names 属性查看它有哪些域：

('mass', 'velocity')

## 数组位运算

<http://www.runoob.com/numpy/numpy-binary-operators.html>

np字符串操作

## 字符串函数

以下函数用于对 dtype 为 numpy.string\_ 或 numpy.unicode\_ 的数组执行向量化字符串操作。 它们基于 Python 内置库中的标准字符串函数。

这些函数在字符数组类（numpy.char）中定义。

add() 对两个数组的逐个字符串元素进行连接

multiply() 返回按元素多重连接后的字符串

center() 居中字符串

capitalize() 将字符串第一个字母转换为大写

title() 将字符串的每个单词的第一个字母转换为大写

lower() 数组元素转换为小写

upper() 数组元素转换为大写

split() 指定分隔符对字符串进行分割，并返回数组列表

splitlines() 返回元素中的行列表，以换行符分割

strip() 移除元素开头或者结尾处的特定字符

join() 通过指定分隔符来连接数组中的元素

replace() 使用新字符串替换字符串中的所有子字符串

decode() 数组元素依次调用str.decode

encode() 数组元素依次调用str.encode

### numpy.char.add()

numpy.char.add() 函数依次对两个数组的元素进行字符串连接。

实例

import numpy as np

print (np.char.add(['hello'],[' xyz']))

print (np.char.add(['hello', 'hi'],[' abc', ' xyz']))

输出结果为：

连接两个字符串：

['hello xyz']

连接示例：

['hello abc' 'hi xyz']

### numpy.char.multiply()

numpy.char.multiply() 函数执行多重连接。

实例

import numpy as np

print (np.char.multiply('Runoob ',3))

输出结果为：

Runoob Runoob Runoob

### numpy.char.center()

numpy.char.center() 函数用于将字符串居中，并使用指定字符在左侧和右侧进行填充。

实例

import numpy as np

print (np.char.center('Runoob', 20,fillchar = '\*'))

输出结果为：加上ruboob一共是20个字符，如果字符串本身大于所规定的字符长度，则返回字符串

\*\*\*\*\*\*\*Runoob\*\*\*\*\*\*\*

### numpy.char.capitalize()

numpy.char.capitalize() 函数将字符串的第一个字母转换为大写：

实例

import numpy as np print (np.char.capitalize('runoob'))

输出结果为：

Runoob

### numpy.char.title()

numpy.char.title() 函数将字符串的每个单词的第一个字母转换为大写：

实例

import numpy as np print (np.char.title('i like runoob'))

输出结果为：

I Like Runoob

### numpy.char.lower()

numpy.char.lower() 函数对数组的每个元素转换为小写。它对每个元素调用 str.lower。

实例

import numpy as np #操作数组 print (np.char.lower(['RUNOOB','GOOGLE'])) # 操作字符串 print (np.char.lower('RUNOOB'))

输出结果为：

['runoob' 'google']

runoob

### numpy.char.upper()

numpy.char.upper() 函数对数组的每个元素转换为大写。它对每个元素调用 str.upper。

实例

import numpy as np #操作数组 print (np.char.upper(['runoob','google'])) # 操作字符串 print (np.char.upper('runoob'))

输出结果为：

['RUNOOB' 'GOOGLE']

RUNOOB

### numpy.char.split()

numpy.char.split() 通过指定分隔符对字符串进行分割，并返回数组。默认情况下，分隔符为空格。

实例

import numpy as np # 分隔符默认为空格 print (np.char.split ('i like runoob?')) # 分隔符为 . print (np.char.split ('www.runoob.com', sep = '.'))

输出结果为：

['i', 'like', 'runoob?']

['www', 'runoob', 'com']

### numpy.char.splitlines()

numpy.char.splitlines() 函数以换行符作为分隔符来分割字符串，并返回数组。

实例

import numpy as np # 换行符 \n print (np.char.splitlines('i\nlike runoob?')) print (np.char.splitlines('i\rlike runoob?'))

输出结果为：

['i', 'like runoob?']

['i', 'like runoob?']

**\n**，**\r**，**\r\n** 都可用作换行符。

### numpy.char.strip()

numpy.char.strip() 函数用于移除开头或结尾处的特定字符。

实例

import numpy as np # 移除字符串头尾的 a 字符 print (np.char.strip('ashok arunooba','a')) # 移除数组元素头尾的 a 字符 print (np.char.strip(['arunooba','admin','java'],'a'))

输出结果为：

shok arunoob

['runoob' 'dmin' 'jav']

### numpy.char.join()

numpy.char.join() 函数通过指定分隔符来连接数组中的元素或字符串

实例

import numpy as np # 操作字符串 print (np.char.join(':','runoob')) # 指定多个分隔符操作数组元素 print (np.char.join([':','-'],['runoob','google']))

输出结果为：

r:u:n:o:o:b

['r:u:n:o:o:b' 'g-o-o-g-l-e']

### numpy.char.replace()

numpy.char.replace() 函数使用新字符串替换字符串中的所有子字符串。

实例

import numpy as np print (np.char.replace ('i like runoob', 'oo', 'cc'))

输出结果为：

i like runccb

### numpy.char.encode()

numpy.char.encode() 函数对数组中的每个元素调用 str.encode 函数。 默认编码是 utf-8，可以使用标准 Python 库中的编解码器。

实例

import numpy as np a = np.char.encode('runoob', 'cp500') print (a)

输出结果为：

b'\x99\xa4\x95\x96\x96\x82'

### numpy.char.decode()

numpy.char.decode() 函数对编码的元素进行 str.decode() 解码。

实例

import numpy as np a = np.char.encode('runoob', 'cp500') print (a) print (np.char.decode(a,'cp500'))

输出结果为：

b'\x99\xa4\x95\x96\x96\x82'

runoob

## 对角线

### 1.diagonal

array([[11, 21, 31],

[12, 22, 32],

[13, 23, 33]])

a.diagonal()

array([11, 22, 33])

可以使用偏移来查看它的次对角线，正数表示右移，负数表示左移：

a.diagonal(offset=1)

array([21, 32])

a.diagonal(offset=-1)

array([12, 23])

### 2.利用花式索引

i = [0,1,2]  
a[i, i]

输出：array([11, 22, 33])

更新对角线的值：

a[i, i] = 2  
输出：

array([[ 2, 21, 31],

[12, 2, 32],

[13, 23, 2]])

或者：修改次对角线值

i = np.array([0,1])  
a[i, i + 1] = 1  
输出：array([[ 2, 1, 31],

[12, 2, 1],

[13, 23, 2]])

## 数组与字符串转换

### 1.tostring

a = np.array([[1,2],  
 [3,4]],   
 dtype = np.uint8)

转换为字符串:

a.tostring()

输出：

'\x01\x02\x03\x04'

a[0].tostring()

我们可以使用不同的顺序来转换字符串：

a.tostring(order=**'F'**)

这里使用了\*\*Fortran\*\*的格式，按照列来读数据。

输出：'\x01\x03\x02\x04'

### 2. fromstring 函数

s = a.tostring()  
b = np.fromstring(s,   
 dtype=np.uint8)  
b

输出：

array([1, 2, 3, 4], dtype=uint8)

此时，返回的数组是一维的，需要重新设定维度：

b.shape=2,2

### 对于文本文件，推荐使用

- loadtxt

- genfromtxt

- savetxt

### 对于二进制文本文件，推荐使用

- save

- load

- savez

## NumPy 广播(Broadcast)

广播(Broadcast)是 numpy 对不同形状(shape)的数组进行数值计算的方式， 对数组的算术运算通常在相应的元素上进行。

如果两个数组 a 和 b 形状相同，即满足 **a.shape == b.shape**，那么 a\*b 的结果就是 a 与 b 数组对应位相乘。这要求维数相同，且各维度的长度相同。

详细介绍：<https://www.cnblogs.com/yangmang/p/7125458.html>

实例

import numpy as np a = np.array([1,2,3,4]) b = np.array([10,20,30,40]) c = a \* b print (c)

输出结果为：

[ 10 40 90 160]

当运算中的 2 个数组的形状不同时，numpy 将自动触发广播机制。如：

实例

import numpy as np

a = np.array([[ 0, 0, 0], [10,10,10], [20,20,20], [30,30,30]])

b = np.array([1,2,3])

print(a + b)

输出结果为：

[[ 1 2 3]

[11 12 13]

[21 22 23]

[31 32 33]]

下面的图片展示了数组 b 如何通过广播来与数组 a 兼容。

![http://www.runoob.com/wp-content/uploads/2018/10/image0020619.gif](data:image/gif;base64,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)

4x3 的二维数组与长为 3 的一维数组相加，等效于把数组 b 在二维上重复 4 次再运算：

实例

import numpy as np

a = np.array([[ 0, 0, 0], [10,10,10], [20,20,20], [30,30,30]])

b = np.array([1,2,3]) bb = np.tile(b, (4, 1))

print(a + bb)

输出结果为：

[[ 1 2 3]

[11 12 13]

[21 22 23]

[31 32 33]]

### ****广播的规则:****

1.让所有输入数组都向其中形状最长的数组看齐，形状中不足的部分都通过在前面加 1 补齐。

2.输出数组的形状是输入数组形状的各个维度上的最大值。

3.如果输入数组的某个维度和输出数组的对应维度的长度相同或者其长度为 1 时，这个数组能够用来计算，否则出错。

4.当输入数组的某个维度的长度为 1 时，沿着此维度运算时都用此维度上的第一组值。

**简单理解：**对两个数组，分别比较他们的每一个维度（若其中一个数组没有当前维度则忽略），满足：

数组拥有相同形状。

当前维度的值相等。

当前维度的值有一个是 1。

若条件不满足，抛出 **"ValueError: frames are not aligned"** 异常。

## 视图和副本

副本是一个数据的完整的拷贝，如果我们对副本进行修改，它不会影响到原始数据，物理内存不在同一位置。

视图是数据的一个别称或引用，通过该别称或引用亦便可访问、操作原有数据，但原有数据不会产生拷贝。如果我们对视图进行修改，它会影响到原始数据，物理内存在同一位置。

**视图一般发生在：**

* 1、numpy 的切片操作返回原数据的视图。
* 2、调用 ndarray 的 view() 函数产生一个视图。

**副本一般发生在：**

* Python 序列的切片操作，调用deepCopy()函数。
* 调用 ndarray 的 copy() 函数产生一个副本。

### 无复制

简单的赋值不会创建数组对象的副本。 相反，它使用原始数组的相同id()来访问它。 id()返回 Python 对象的通用标识符，类似于 C 中的指针。

如对于b=a，b是a的引用，会随着a的变化一起变化。

此外，一个数组的任何变化都反映在另一个数组上。 例如，一个数组的形状改变也会改变另一个数组的形状。

实例

import numpy as np a = np.arange(6) print ('我们的数组是：') print (a) print ('调用 id() 函数：') print (id(a)) print ('a 赋值给 b：') b = a print (b) print ('b 拥有相同 id()：') print (id(b)) print ('修改 b 的形状：') b.shape = 3,2 print (b) print ('a 的形状也修改了：') print (a)

输出结果为：

我们的数组是：

[0 1 2 3 4 5]

调用 id() 函数：

4349302224

a 赋值给 b：

[0 1 2 3 4 5]

b 拥有相同 id()：

4349302224

修改 b 的形状：

[[0 1]

[2 3]

[4 5]]

a 的形状也修改了：

[[0 1]

[2 3]

[4 5]]

### 视图或浅拷贝

ndarray.view() 方会创建一个新的数组对象，该方法创建的新数组的维数更改不会更改原始数据的维数。但是使用切片创建视图修改数据会影响到原始数组：

实例

import numpy as np # 最开始 a 是个 3X2 的数组

a = np.arange(6).reshape(3,2)

print ('创建 a 的视图：')

b = a.view()

print (b)

print ('两个数组的 id() 不同：')

print ('a 的 id()：') print (id(a)) print ('b 的 id()：' ) print (id(b)) # 修改 b 的形状，并不会修改 a b.shape = 2,3 print ('b 的形状：') print (b) print ('a 的形状：') print (a)

输出结果为：

数组 a：

[[0 1]

[2 3]

[4 5]]

创建 a 的视图：

[[0 1]

[2 3]

[4 5]]

两个数组的 id() 不同：

a 的 id()：

4314786992

b 的 id()：

4315171296

b 的形状：

[[0 1 2]

[3 4 5]]

a 的形状：

[[0 1]

[2 3]

[4 5]]

使用切片创建视图修改数据会影响到原始数组：

实例

import numpy as np arr = np.arange(12) print ('我们的数组：') print (arr) print ('创建切片：') a=arr[3:] b=arr[3:] a[1]=123 b[2]=234 print(arr) print(id(a),id(b),id(arr[3:]))

输出结果为：

我们的数组：

[ 0 1 2 3 4 5 6 7 8 9 10 11]

创建切片：

[ 0 1 2 3 123 234 6 7 8 9 10 11]

4545878416 4545878496 4545878576

变量 a,b 都是 arr 的一部分视图，对视图的修改会直接反映到原数据中。但是我们观察 a,b 的 id，他们是不同的，也就是说，视图虽然指向原数据，但是他们和赋值引用还是有区别的。

### 副本或深拷贝

ndarray.copy() 函数创建一个副本。 对副本数据进行修改，不会影响到原始数据，它们物理内存不在同一位置。

实例

import numpy as np a = np.array([[10,10], [2,3], [4,5]]) print ('数组 a：') print (a) print ('创建 a 的深层副本：') b = a.copy() print ('数组 b：') print (b) # b 与 a 不共享任何内容 print ('我们能够写入 b 来写入 a 吗？') print (b is a) print ('修改 b 的内容：') b[0,0] = 100 print ('修改后的数组 b：') print (b) print ('a 保持不变：') print (a)

输出结果为：

数组 a：

[[10 10]

[ 2 3]

[ 4 5]]

创建 a 的深层副本：

数组 b：

[[10 10]

[ 2 3]

[ 4 5]]

我们能够写入 b 来写入 a 吗？

False

修改 b 的内容：

修改后的数组 b：

[[100 10]

[ 2 3]

[ 4 5]]

a 保持不变：

[[10 10]

[ 2 3]

[ 4 5]]

### 更多相关文章

[Python 直接赋值、浅拷贝和深度拷贝解析](http://www.runoob.com/w3cnote/python-append-deepcopy.html)

## NumPy 迭代数组

### nditer

NumPy 迭代器对象 numpy.nditer 提供了一种灵活访问一个或者多个数组元素的方式。

迭代器最基本的任务的可以完成对数组元素的访问。

接下来我们使用 arange() 函数创建一个 2X3 数组，并使用 nditer 对它进行迭代。

实例

注意在生成数组时，可以指定参数order=’F’or’C’,来指定是以行优先还是列优先。

默认为任意方向，’A’

import numpy as np

a = np.arange(6).reshape(2,3)

print ('原始数组是：')

print (a)

print ('\n')

print ('迭代输出元素：')

for x in np.nditer(a):

print (x, end=", " )

print ('\n')

输出结果为：

原始数组是：

[[0 1 2]

[3 4 5]]

迭代输出元素：

0, 1, 2, 3, 4, 5,

以上实例不是使用标准 C 或者 Fortran 顺序，选择的顺序是和数组内存布局一致的，这样做是为了提升访问的效率，默认是行序优先（row-major order，或者说是 C-order）。

这反映了默认情况下只需访问每个元素，而无需考虑其特定顺序。我们可以通过迭代上述数组的转置来看到这一点，并与以 C 顺序访问数组转置的 copy 方式做对比，如下实例：

实例

import numpy as np

a = np.arange(6).reshape(2,3)

for x in np.nditer(a.T):

print (x, end=", " )

print ('\n')

for x in np.nditer(a.T.copy(order='C')):

print (x, end=", " )

print ('\n')

输出结果为：

0, 1, 2, 3, 4, 5,

0, 3, 1, 4, 2, 5,

从上述例子可以看出，a 和 a.T 的遍历顺序是一样的，也就是他们在内存中的存储顺序也是一样的，但是 a.T.copy(order = 'C') 的遍历结果是不同的，那是因为它和前两种的存储方式是不一样的，默认是按行访问。

#### 控制遍历顺序

* for x in np.nditer(a, order='F'):Fortran order，即是列序优先；
* for x in np.nditer(a, order='C'):C order，即是行序优先；

实例

import numpy as np

a = np.arange(0,60,5)

a = a.reshape(3,4)

print ('原始数组是：')

print (a) print ('\n')

print ('原始数组的转置是：')

b = a.T

print (b)

print ('\n')

print ('以 C 风格顺序排序：')

c = b.copy(order='C')

print (c)

for x in np.nditer(c):

print (x, end=", " )

print ('\n')

print ('以 F 风格顺序排序：')

c = b.copy(order='F')

print (c)

for x in np.nditer(c):

print (x, end=", " )

输出结果为：

原始数组是：

[[ 0 5 10 15]

[20 25 30 35]

[40 45 50 55]]

原始数组的转置是：

[[ 0 20 40]

[ 5 25 45]

[10 30 50]

[15 35 55]]

以 C 风格顺序排序：

[[ 0 20 40]

[ 5 25 45]

[10 30 50]

[15 35 55]]

0, 20, 40, 5, 25, 45, 10, 30, 50, 15, 35, 55,

以 F 风格顺序排序：

[[ 0 20 40]

[ 5 25 45]

[10 30 50]

[15 35 55]]

0, 5, 10, 15, 20, 25, 30, 35, 40, 45, 50, 55,

可以通过显式设置，来强制 nditer 对象使用某种顺序：

实例

import numpy as np

a = np.arange(0,60,5)

a = a.reshape(3,4)

print ('原始数组是：')

print (a)

print ('\n')

print ('以 C 风格顺序排序：')

for x in np.nditer(a, order = 'C'):

print (x, end=", " )

print ('\n')

print ('以 F 风格顺序排序：')

for x in np.nditer(a, order = 'F'):

print (x, end=", " )

输出结果为：

原始数组是：

[[ 0 5 10 15]

[20 25 30 35]

[40 45 50 55]]

以 C 风格顺序排序：

0, 5, 10, 15, 20, 25, 30, 35, 40, 45, 50, 55,

以 F 风格顺序排序：

0, 20, 40, 5, 25, 45, 10, 30, 50, 15, 35, 55,

#### 修改数组中元素的值

nditer 对象有另一个可选参数 op\_flags。 默认情况下，nditer 将视待迭代遍历的数组为只读对象（read-only），为了在遍历数组的同时，实现对数组元素值得修改，必须指定 read-write 或者 write-only 的模式。

实例

import numpy as np

a = np.arange(0,60,5)

a = a.reshape(3,4)

print ('原始数组是：')

print (a)

print ('\n')

for x in np.nditer(a, op\_flags=['readwrite']):

x[...]=2\*x #注意x[…]是语法，不是省略。

print ('修改后的数组是：') print (a)

输出结果为：

原始数组是：

[[ 0 5 10 15]

[20 25 30 35]

[40 45 50 55]]

修改后的数组是：

[[ 0 10 20 30]

[ 40 50 60 70]

[ 80 90 100 110]]

### 使用外部循环

nditer类的构造器拥有flags参数，它可以接受下列值：

|  |  |
| --- | --- |
| **参数** | **描述** |

|  |  |
| --- | --- |
| c\_index | 可以跟踪 C 顺序的索引 |

|  |  |
| --- | --- |
| f\_index | 可以跟踪 Fortran 顺序的索引 |

|  |  |
| --- | --- |
| multi-index | 每次迭代可以跟踪一种索引类型 |

|  |  |
| --- | --- |
| external\_loop | 给出的值是具有多个值的一维数组，而不是零维数组 |

在下面的实例中，迭代器遍历对应于每列，并组合为一维数组。因为指定了order=’F’。

实例

import numpy as np

a = np.arange(0,60,5)

a = a.reshape(3,4)

print (a)

for x in np.nditer(a, flags = ['external\_loop'], order = 'F'):

print (x, end=", " )

输出结果为：

原始数组是：

[[ 0 5 10 15]

[20 25 30 35]

[40 45 50 55]]

修改后的数组是：

[ 0 20 40], [ 5 25 45], [10 30 50], [15 35 55],

### 广播迭代

如果两个数组是可广播的，nditer 组合对象能够同时迭代它们。 假设数组 a 的维度为 3X4，数组 b 的维度为 1X4 ，则使用以下迭代器（数组 b 被广播到 a 的大小）。

实例

import numpy as np

a = np.arange(0,60,5)

a = a.reshape(3,4)

print (a)

b = np.array([1, 2, 3, 4], dtype = int)

print (b)

for x,y in np.nditer([a,b]):

print ("%d:%d" % (x,y), end=", " )

输出结果为：

第一个数组为：

[[ 0 5 10 15]

[20 25 30 35]

[40 45 50 55]]

第二个数组为：

[1 2 3 4]

修改后的数组为：

0:1, 5:2, 10:3, 15:4, 20:1, 25:2, 30:3, 35:4, 40:1, 45:2, 50:3, 55:4,

## 生成矩阵

NumPy 中包含了一个矩阵库 numpy.matlib，该模块中的函数返回的是一个矩阵，而不是 ndarray 对象。

### 1. 使用 mat 方法将 2 维数组转化为矩阵：

import numpy as np

a = np.array([[1,2,4],

[2,5,3],

[7,8,9]])

A = np.mat(a)

A

matrix([[1, 2, 4],

[2, 5, 3],

[7, 8, 9]])

### 2.传入字符串生成矩阵

\*\*Matlab\*\* 的语法传入一个字符串来生成矩阵：

A = np.mat('1,2,4;2,5,3;7,8,9') #不同的行用分号隔开

A

matrix([[1, 2, 4],

[2, 5, 3],

[7, 8, 9]])

### 3. 利用分块创造新的矩阵：bmat

a = np.array([[ 1, 2], 3, 4]])

b = np.array([[10,20], [30,40]])

np.bmat('a,b;b,a')

输出：

matrix([[ 1, 2, 10, 20],

[ 3, 4, 30, 40],

[10, 20, 1, 2],

[30, 40, 3, 4]])

### 4.矩阵与向量的乘积：

A = np.mat('1,2,4;2,5,3;7,8,9')

x = np.array([[1], [2], [3]])

A \* x

matrix([[17],

[21],

[50]])

注意：矩阵与向量的乘积返回的仍然是矩阵

### 5.逆矩阵

A.I 大写的i，表示A矩阵的逆矩阵。

### 6.矩阵指数幂

A\*\*4 = A\*A\*A\*A

A\*\*-1 为A的逆矩阵

### 7. matlib.empty(shape)

matlib.empty() 函数返回一个新的矩阵，语法格式为：

numpy.matlib.empty(shape, dtype, order)

**参数说明：**

**shape**: 定义新矩阵形状的整数或整数元组

**Dtype**: 可选，数据类型

**order**: C（行序优先） 或者 F（列序优先）

实例

import numpy.matlib

import numpy as np

print (np.matlib.empty((2,2))) # 填充为随机数据

输出结果为：

[[-1.49166815e-154 -1.49166815e-154]

[ 2.17371491e-313 2.52720790e-212]]

### 8. numpy.matlib.zeros(shape)

numpy.matlib.zeros() 函数创建一个以 0 填充的矩阵。

实例

import numpy.matlib

import numpy as np

print (np.matlib.zeros((2,2)))

输出结果为：

[[0. 0.]

[0. 0.]]

### 9. numpy.matlib.ones(shape)

numpy.matlib.ones()函数创建一个以 1 填充的矩阵。

实例

import numpy.matlib import

numpy as np

print (np.matlib.ones((2,2)))

输出结果为：

[[1. 1.]

[1. 1.]]

### 10. numpy.matlib.eye(shape)

numpy.matlib.eye() 函数返回一个矩阵，对角线元素为 1，其他位置为零。可以不是方阵。

numpy.matlib.eye(n, M,k, dtype)

**参数说明：**

**n**: 返回矩阵的行数

**M**: 返回矩阵的列数，默认为 n

**k**: 对角线的索引

**dtype**: 数据类型

实例

import numpy.matlib

import numpy as np

print (np.matlib.eye(n = 3, M = 4, k = 0, dtype = float))

输出结果为：

[[1. 0. 0. 0.]

[0. 1. 0. 0.]

[0. 0. 1. 0.]]

### 11.numpy.matlib.identity(shape)

numpy.matlib.identity() 函数返回给定大小的单位矩阵。

单位矩阵是个方阵，从左上角到右下角的对角线（称为主对角线）上的元素均为 1，除此以外全都为 0。

![http://www.runoob.com/wp-content/uploads/2018/10/aab94f3654099a22bbf9aedfe99324e2.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAjEAAABtCAMAAABnYsBjAAAAQlBMVEX///9aWlo6OjogICAsLCympqYAAABsbGx+fn67u7sEBAQLCwvR0dEUFBSSkpJKSkro6OhoaGgVFRU3NzcFBQUYGBh+tJ/CAAALzklEQVR4Ae2da4PiKgyGW+86dfSc3fP//+rpDUgob0mmVKqDH3YLhJCkj1AJOlVVXu8Zgcu+f11fZv2jH+/xsvHKQIkjUJ9yEHPbJ3ajqHtZBOrTy4YiA+0LMSQa73VZiHmv+5Xf2kJM/nvwXhYwYhpk+zHJk7HTUlYlFOnt1xNirjvwdHHZf38fFjNDtRRitk8GstAS09TfjzAx169nVTW39p8lL6alELMklHn7WmJaM+owMbt+82R/XmYo01KIWRbMnL0FxJx6VgBOYtuZlkKMOG6bE4wTcz0dO6vr2yLbuZZCzKJgZu0cJ+Y4ErNsq49rKcRkvemLBi/ELArfL+y8iJjmNmYUpxd+KMsc40fkXctyYgLPMVNQbI0fD0PMoKWsSn583qccJ6Y61Z07YLNG7CnTUogRx21zggJi7rvO6qX7MUxLIWZzIIgNEhBz+Wq1PZfu+TItv5iYJEfYch5Lc8TU9dftUYeSkY9Dc91/iyEEglTLLyYmyRG2nphMx9IcMeBGd9XN+bIwq+Rp+dXEzARa1ZQpiCJiVI5IhDM5KzFtbRka8NCE3o/vzoVMzHFNmYJIHZhYt1pFJmdX80eh2AX8J6dLNnBkxDmg8HqxaCGm+tHpki0cGSnELMZfp4AEHBwHYOdCuHLWlOltRxzgxq1ayuTsqj4JlZOAA2LYuRCulTVlCiJxgBu3aimTs6v6JFROAh4mhp8LYVp5U6YgEgeYcesWMjm7rlMy7STgYWJMBi5wuoQ3ZQoicUDmcRKpTM4msX2hEhLwQow8loWYLlbvT4zbHJrce7jXNJGcqXD6N0KM+Cvn/a78ZcY1eZN4jgmcLjGrUtYjI84BujnkBQDuNXlys0WqfyPEnI7tS5L/uLZyu/7Qx6yLkkYXcDDHzJ0u2cKREesA2xxiruO9JiYWKTD9WyEmYjNrrl9FDDsXwkyoWFOmIFpi2OYQtxOtuL7UbJnpz+Ssb6D7OAJXXbeSvowYdi6Em8yaMgXREsM2h7idSYhh+jM567tliIGrLl1JUxPzo9MlGzgyYojhm0N+aMNP9b7UXJnr3xQxeNVlK2lqYmaiNXO6hDRlCuJ+fJ+Zx3DztuP+LCeG6//7l+vPVLLOAv/YSvpCYmThyETMIwsx//0nC8rKUjFi2EpaiBnuhlmV+Bzg3ynwHrTfNZle+Bq4/kxvD9+oCDF8JS3EhIkJ7Bu1gumIybr5pCSGU16I4cTM7RtBYvw7MFfewuaTb19kjinE+AHrymZV4ptDviSYY3yxufIWNp98+woxfkQEZUsM2xzyOyYghulXP8d0GSBnVPedn8W/staqExIzrKRlVRpugCWmoptD7uZ0V3ivicvNl6h+evvne42tBJehpu5/1EbUFwtFiOErdSFmjLyNWqJvJeH7s2TzKQ8xbCUtxEyIwfc6ecs4x9S7/UE2WThixgwQ7CbXGV2VKraSYmI0Q7oHx6pyOatJgGGei3RST9STUcYKlf3UAaRwhXrj7HHYI4uPYIixGSBITCXWaYnBqy5dSTExmiFdwGnOyguA9dKrryrayQRxIqSuUISMfFZSD7Okg3H2chI+wA7EkAwQJkas0xIz4wlZSWeIUQxpiWE5K2YB8ZLVtwXWyQTRF9KXNfZbB/TDLOlhnN2FNwynqs0cY/cSMTFinRJiiCUzxCiGtAFnOSsyTH+JPpuyTiaIfmd9WWO/dUA/zJIextmvg1CLghixznTEKIa0AWc5Kz8KiBjWyQTR76wva+y3DuiHWdJjdLaRPsZUcmLkOpMRoxnSBJznrPxYAmJ4p2TEqOw3Dvgmr1wenZWvn3Ji5DqTEaMZ0gScZyD8cANieKdkxKjsNw74Jq9cHp0NrJ81fTkr5MTIdSYjRjOkCTi/+c7R4eq1xATs77ZtyYva5/Z8ae3a1yMx4/rZ1NFPTHJiBp1NXT/iXxJwu5cCh/GT7zjk8Rj3w344XZOY6dkTWxP0U/UYY5APalqvciBmXD8vl3t0y19MzKDz2f7Y4/ketT8NMaMb96Y6Cj76/fNvb5YhJtwjMscMnf78AQ5aPqYXoR66x5isxNj1c++IIVNhTf7aipiYQeexY2H4dfz2AuhMtSqNbpyfhBg4pA04O/3h30hADE90pXqOsbeBWQE9yLkq2fWTEMOsdgUxMaPOdplrTnirfVScZo6xblQHwdcmTcBZzso5OlwhYlinVMQM9j+/D8fLWfCdLOOAb/O65cFZu37+nBg77xp7rc7qEf+b2pYYSYbHPMfAIa/nQ5RR+xzDc1bGevM/IoYluhwxE5OMntD/E+EhZOdq3+JiIxLqOdRlI6apd6f7+GOwYmJcBmjc821u9EGA6rz0v1uNHe9axvjQZI3XgWR4HDFoyOr5FUfGBpzmrPiozkte35ZoJ0oMNWnSiVeAkD2r07PNQnDZUMk6EGpcrc452w8hJsYZZLMEYB691lUTvX0DMSxZ40Zor1iGxxDTThNMaCw8uxWpe5tGXi7gJGcV6UOaSScaxPi4REdY+Niu/Of4vGwfxIjCF1xSZ9vh0hNzbX+w+ltIDEvW+M679SFCTL9g3OMPMo4YfyhtmQYxDAHQGBbu/Pu6fkf3JIgDkwXODohbrIjggmihzlaX+nYIO+GU2idfU2XmmGvwHjW3U/sysvD/QYIla3zZADHhIZ/nppKshCTg/ljKMgli2CSgDwh352DvR/epFfSmcwy5o540bmn/Rq1gIhvUEVHirDcUKEJixKOHFPfE8GSNLxYgBg15PUYntVb7KsQgk3xv+jIQ7ieX6Ayz3AGCQdC8cGU6YsL6hbU9MWYvLTwlBYgRKgdiqxADxlqlOp0DGvMKMZpoAVl1EIEeZfWbEPPVbkE6z451HX9YduLwqswxMDS44U2I6X5+zDnRCH+MzPUIXzFiwlsaZVXyQ0eIwY8kuMWq04lkmlCttePF8OgizPDQSc5XpCiTgCt6hUQzBZE4gG86brGe6EQyOWutHS8GYliyxhcpc8wkIkPU/OqVy5sihiVrfMfXJAZns3BLuxFtTMwURDLHGEte8H8mZ33PxncLTdZwEZrhSb0q4WwWbmm/f7KzW1OZgliIaRkhyRpODC0lJgZns3ALT3RlIobGJMW14HkmxTBpdKhW5MTE4GwWbum8dstkJmIudpJLcxNkxAjOrqQxZ15LTmJwNgu3dN5kJ4asSvhm45b5O8JbiZZMbw9ujz0f41eHy2nnGJzNwi29XYWY8O15TW3GOQZns3DL5oh5zV3qRylzDOYCtxRiXohoeKjuEI39xkFYZKjdd4IksTUnG2kbHwMwF7il17ylVSniasrmjcwxKV2S6vKImWazDDHTln6IQow00p8iZz5q4GwWbuliUIj5FBKkfhhicDYLtxRipFH+JDlDDM5m4ZZCzCeRIPXFEMO+esQ74zwX+6HcTA+D1gFu9MqlTM6u7JVIvQs4zmbhFjpEpiA6B6gxa19ncnZttyT60wU8UxDTOSAJl5HJ5KwZPuf/6QKeKYjUAXyOB7eogp/7MJDK2JWEacCXDZGdGHyOB7eoXM5/GEhl7krCn0MMPseDWzRBZd96z/T20Ni7lmzd/1l20d9lxyZ0f7H9eE98UAUPx1os8vgcD25hmuKF7NuVcRPXl6i7FJUsm4WN6fNcp8zE4HM8uAW7FGwpxLRh6b5r1b4EX3AOxnCo7OeYRA+XM8MEm8wcg8/x4JagwpnKQsxMcN6myRBjMqbTQ0a4RetkIUYbsS3KF2K2eFe2bNMiYuzJ3elFyOcyx4Si8m51PjHTczxmVZq2uJ8bKsS8233/ub2GGP7jwkzf/AkfJjpfKHPMfHzeo9USg8/x4Bali4UYZcA2KW6Jwed4cIvSo0KMMmCbFLfE/OyEj8In+q33X5wlUERsm6KOmJnvq8tO+CgcLMQogrUxUULMCy0rxLww2ImHKsQkDujHqyvEfPwtTuxgISZxQD9eXSHm429xYgcLMYkD+vHqkhwi1EQp54FDjZ1FFkQgySFCoDtYnfPAYdCgUqmLQJJDhJohxwOH/wOMrEPl2OoslQAAAABJRU5ErkJggg==)

实例

import numpy.matlib

import numpy as np # 大小为 5，类型位浮点型

print (np.matlib.identity(5, dtype = float))

输出结果为：

[[ 1. 0. 0. 0. 0.]

[ 0. 1. 0. 0. 0.]

[ 0. 0. 1. 0. 0.]

[ 0. 0. 0. 1. 0.]

[ 0. 0. 0. 0. 1.]]

### 12.numpy.matlib.rand(shape)

numpy.matlib.rand() 函数创建一个给定大小的矩阵，数据是随机填充的。

实例

import numpy.matlib

import numpy as np

print (np.matlib.rand(3,3))

输出结果为：

[[0.23966718 0.16147628 0.14162 ]

[0.28379085 0.59934741 0.62985825]

[0.99527238 0.11137883 0.41105367]]

### 13.np.full(shape,num)

创建一个形状为shape的全是num的数组。

### 13.矩阵与数组的转化asarray、asmatrix、mat

矩阵总是二维的，而 ndarray 是一个 n 维数组。 两个对象都是可互换的。

实例

import numpy.matlib

import numpy as np

i = np.matrix('1,2;3,4')

print (i)

输出结果为：

[[1 2]

[3 4]]

实例

import numpy.matlib import numpy as np

j = np.asarray(i)

print (j)

输出结果为：

[[1 2]

[3 4]]

实例

import numpy.matlib import numpy as np

k = np.asmatrix (j)

print (k)

输出结果为：

[[1 2]

[3 4]]

## 函数

### 1.三角函数

x为弧度。

通过 numpy.degrees()转换弧度为角度

sin(x)、cos(x)、tan(x)
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arccos(x)、 arctan(x)、 arcsin(x)、 arccosh(x)

arctanh(x) 范围是（-pi/2,pi/2）、 arcsinh(x)

arctan2(x,y)

arctan2(x,y) 返回 arctan(x/y) ,返回的范围是(-pi,pi)，常用于极坐标转换。

### 2.舍入函数

#### numpy.around()

函数返回指定数字的四舍五入值。

注意，around对5是朝向远离0的位置进行舍入。如1.5🡪2.0 -1.5🡪-2.0

numpy.around(a,decimals)

参数说明：

* a: 数组
* decimals: 舍入的小数位数。 默认值为0。 如果为负，整数将四舍五入到小数点左侧的位置。如-1是对个位四舍五入，-2是对十位四舍五入。

实例

import numpy as np

a = np.array([1.0,5.55, 123, 0.567, 25.532])

print (a)

print ('舍入后：')

print (np.around(a))

print (np.around(a, decimals = 1))

print (np.around(a, decimals = -1))

输出结果为：

原数组：

[ 1. 5.55 123. 0.567 25.532]

舍入后：

[ 1. 6. 123. 1. 26.]

[ 1. 5.6 123. 0.6 25.5]

[ 0. 10. 120. 0. 30.]

#### numpy.fix()

保留整数值。

#### numpy.floor()

numpy.floor() 返回数字的下舍整数。

向下取整。

实例

import numpy as np

a = np.array([-1.7, 1.5, -0.2, 0.6, 10])

print ('提供的数组：')

print (a)

print ('修改后的数组：')

print (np.floor(a))

输出结果为：

提供的数组：

[-1.7 1.5 -0.2 0.6 10. ]

修改后的数组：

[-2. 1. -1. 0. 10.]

#### numpy.ceil()

numpy.ceil() 返回数字的上入整数。

向上取整

实例

import numpy as np

a = np.array([-1.7, 1.5, -0.2, 0.6, 10])

print (a)

print ('修改后的数组：')

print (np.ceil(a))

输出结果为：

提供的数组：

[-1.7 1.5 -0.2 0.6 10. ]

修改后的数组：

[-1. 2. -0. 1. 10.]

#### trunc

根据指定位数进行直接截断。默认为整数位。直接扔掉小数位，保留整数位。

### 3.NumPy 统计函数

#### 1.numpy.amin() 和 numpy.amax()

numpy.amin() 用于计算数组中的元素沿指定轴的最小值。

numpy.amax() 用于计算数组中的元素沿指定轴的最大值。

print (np.amin(a,0))

print (np.amax(a,0))

#### 2.np.max()、np.min

| a.min(axis=None) |最小值

| a.max(axis=None) |最大值

默认为整个数组，指定维度，则返回该维度的最大最小值。

#### 3. a.ptp(axis=None) / np.ptp()

最大值减最小值

默认为全局，可以指定维度

#### 4. numpy.percentile()

百分位数是统计中使用的度量，表示小于这个值的观察值的百分比。 函数numpy.percentile()接受以下参数。

numpy.percentile(a, q, axis)

参数说明：

* a: 输入数组
* q: 要计算的百分位数，在 0 ~ 100 之间
* axis: 沿着它计算百分位数的轴

**首先明确百分位数：**

第 p 个百分位数是这样一个值，它使得至少有 p% 的数据项小于或等于这个值，且至少有 (100-p)% 的数据项大于或等于这个值。

举个例子：高等院校的入学考试成绩经常以百分位数的形式报告。比如，假设某个考生在入学考试中的语文部分的原始分数为 54 分。相对于参加同一考试的其他学生来说，他的成绩如何并不容易知道。但是如果原始分数54分恰好对应的是第70百分位数，我们就能知道大约70%的学生的考分比他低，而约30%的学生考分比他高。

这里的 p = 70。

实例

注意下列实例：在全局范围中p=50%，即大于50%的最后一个数为4，小于50%的第一个数为3，所以返回值为3.5。取的平均值。

import numpy as np

a = np.array([[10, 7, 4], [3, 2, 1]])

# 50% 的分位数，就是 a 里排序之后的中位数

print (np.percentile(a, 50)) # axis 为 0，在纵列上求

print (np.percentile(a, 50, axis=0)) # axis 为 1，在横行上求

print (np.percentile(a, 50, axis=1)) # 保持维度不变

print (np.percentile(a, 50, axis=1, keepdims=True))

输出结果为：

我们的数组是：

[[10 7 4]

[ 3 2 1]]

调用 percentile() 函数：

3.5

[6.5 4.5 2.5]

[7. 2.]

[[7.]

[2.]]

#### 5.numpy.median()

numpy.median() 函数用于计算数组 a 中元素的中位数（中值）

实例

import numpy as np

a = np.array([[30,65,70],[80,95,10],[50,90,60]])

print ('调用 median() 函数：')

print (np.median(a)) print ('\n')

print ('沿轴 0 调用 median() 函数：')

print (np.median(a, axis = 0))

print ('沿轴 1 调用 median() 函数：')

print (np.median(a, axis = 1))

输出结果为：

我们的数组是：

[[30 65 70]

[80 95 10]

[50 90 60]]

调用 median() 函数：

65.0

沿轴 0 调用 median() 函数：

[50. 90. 60.]

沿轴 1 调用 median() 函数：

[65. 80. 60.]

#### 6. numpy.mean()

numpy.mean() 函数返回数组中元素的算术平均值。 如果提供了轴，则沿其计算。

算术平均值是沿轴的元素的总和除以元素的数量。

实例

import numpy as np

a = np.array([[1,2,3],[3,4,5],[4,5,6]])

print (a)

print (np.mean(a))

print ('沿轴 0 调用 mean() 函数：')

print (np.mean(a, axis = 0))

print ('沿轴 1 调用 mean() 函数：')

print (np.mean(a, axis = 1))

输出结果为：

我们的数组是：

[[1 2 3]

[3 4 5]

[4 5 6]]

调用 mean() 函数：

3.6666666666666665

沿轴 0 调用 mean() 函数：

[2.66666667 3.66666667 4.66666667]

沿轴 1 调用 mean() 函数：

[2. 4. 5.]

#### 7. numpy.average()

numpy.average() 函数根据在另一个数组中给出的各自的权重计算数组中元素的加权平均值。

该函数可以接受一个轴参数。 如果没有指定轴，则数组会被展开。

加权平均值即将各数值乘以相应的权数，然后加总求和得到总体值，再除以总的单位数。

考虑数组[1,2,3,4]和相应的权重[4,3,2,1]，通过将相应元素的乘积相加，并将和除以权重的和，来计算加权平均值。

加权平均值 = (1\*4+2\*3+3\*2+4\*1)/(4+3+2+1)

实例

import numpy as np

a = np.array([1,2,3,4])

print ('调用 average() 函数：')

print (np.average(a)) # 不指定权重时相当于 mean 函数

wts = np.array([4,3,2,1])

print ('再次调用 average() 函数：')

print (np.average(a,weights = wts))

# 如果 returned 参数设为 true，则返回权重的和

print ('权重的和：')

print (np.average([1,2,3, 4],weights = [4,3,2,1], returned = True))

输出结果为：

我们的数组是：

[1 2 3 4]

调用 average() 函数：

2.5

再次调用 average() 函数：

2.0

权重的和：

(2.0, 10.0)

在多维数组中，可以指定用于计算的轴。

实例

import numpy as np

a = np.arange(6).reshape(3,2)

wt = np.array([3,5])

print (np.average(a, axis = 1, weights = wt))

print ('修改后的数组：')

print (np.average(a, axis = 1, weights = wt, returned = True))

输出结果为：

我们的数组是：

[[0 1]

[2 3]

[4 5]]

修改后的数组：

[0.625 2.625 4.625]

修改后的数组：

(array([0.625, 2.625, 4.625]), array([8., 8., 8.]))

#### 8.标准差std

标准差是一组数据平均值分散程度的一种度量。

标准差是方差的算术平方根。

标准差公式如下：

std = sqrt(mean((x - x.mean())\*\*2))

如果数组是 [1，2，3，4]，则其平均值为 2.5。 因此，差的平方是 [2.25,0.25,0.25,2.25]，并且其平均值的平方根除以 4，即 sqrt(5/4) ，结果为 1.1180339887498949。

实例

import numpy as np

print (np.std([1,2,3,4]))

输出结果为：

1.1180339887498949

#### 9.方差var

统计中的方差（样本方差）是每个样本值与全体样本值的平均数之差的平方值的平均数，即 mean((x - x.mean())\*\* 2)。

换句话说，标准差是方差的平方根。

实例

import numpy as np

print (np.var([1,2,3,4]))

输出结果为：

1.25

#### 10.corrcoef 求相关系数

#### 11.cov 求协方差

### 4.排序

**3.4排序**  
像Python的内建列表一样，NumPy数组也可以使用 **sort** 方法就地排序

Numpy有一些基本的针对一维ndarrays的集合操作。最常使用的一个可能是 **np.unique** ，它返回一个数组的经过排序的 *unique* 值：

| 数组集合操作 | |
| --- | --- |
| **unique(x)** | **计算x单一的元素，并对结果排序** |
| intersect1d(x, y) | 计算x和y相同的元素，并对结果排序 |
| union1d | 结合x和y的元素，并对结果排序 |
| in1d(x, y) | 得到一个布尔数组指示x中的每个元素是否在y中 |
| setdiff1d(x, y) | 差集，在x中但不再y中的集合 |
| setxor1d(x, y) | 对称差集，不同时在两个数组中的元素 |

NumPy 提供了多种排序的方法。 这些排序函数实现不同的排序算法，每个排序算法的特征在于执行速度，最坏情况性能，所需的工作空间和算法的稳定性。 下表显示了三种排序算法的比较。

种类 速度 最坏情况 工作空间 稳定性

'quicksort'（快速排序） 1 O(n^2) 0 否

'mergesort'（归并排序） 2 O(n\*log(n)) ~n/2 是

'heapsort'（堆排序） 3 O(n\*log(n)) 0 否

#### ①numpy.sort()

numpy.sort() 函数返回输入数组的排序副本。函数格式如下：

numpy.sort(a, axis, kind, order)

默认沿最后一轴进行排序，如果想全局排序，可以先把a转为1维，用flatten。

参数说明：

* a: 要排序的数组
* axis: 沿着它排序数组的轴，如果没有数组会被展开，沿着最后的轴排序， axis=0 按列排序，axis=1 按行排序
* kind: 默认为'quicksort'（快速排序）
* order: 如果数组包含字段，则是要排序的字段

实例

import numpy as np

a = np.array([[3,7],[9,1]])

print ('调用 sort() 函数：')

print (np.sort(a))

print ('按列排序：')

print (np.sort(a, axis = 0))

# 在 sort 函数中排序字段

dt = np.dtype([('name', 'S10'),('age', int)])

a = np.array([("raju",21),("anil",25),("ravi", 17), ("amar",27)], dtype = dt)

print ('按 name 排序：')

print (np.sort(a, order = 'name'))

输出结果为：

我们的数组是：

[[3 7]

[9 1]]

调用 sort() 函数：

[[3 7]

[1 9]]

按列排序：

[[3 1]

[9 7]]

我们的数组是：

[(b'raju', 21) (b'anil', 25) (b'ravi', 17) (b'amar', 27)]

按 name 排序：

[(b'amar', 27) (b'anil', 25) (b'raju', 21) (b'ravi', 17)]

#### ②numpy.argsort()

numpy.argsort() 函数返回的是数组值从小到大的索引值。

实例

import numpy as np

x = np.array([3, 1, 2])

print ('对 x 调用 argsort() 函数：')

y = np.argsort(x)

print (y)

print (x[y])（一维的才可以这样用，二维的就不能这样，可以这样print(a[0,x[0,:]])）

print ('使用循环重构原数组：')

for i in y: print (x[i], end=" ")

输出结果为：

我们的数组是：

[3 1 2]

对 x 调用 argsort() 函数：

[1 2 0]

以排序后的顺序重构原数组：

[1 2 3]

使用循环重构原数组

1 2 3

#### ③numpy.lexsort()

numpy.lexsort() 用于对多个序列进行排序。把它想象成对电子表格进行排序，每一列代表一个序列，排序时优先照顾靠后的列。

numpy.lexsort(a1,a2,..)

先按a1排序，如果遇到相同的值，在相同值中按照a2排序。。。。。

这里举一个应用场景：小升初考试，重点班录取学生按照总成绩录取。在总成绩相同时，数学成绩高的优先录取，在总成绩和数学成绩都相同时，按照英语成绩录取…… 这里，总成绩排在电子表格的最后一列，数学成绩在倒数第二列，英语成绩在倒数第三列。

实例

nm = ('raju','anil','ravi','amar')

dv = ('f.y.', 's.y.', 's.y.', 'f.y.')

ind = np.lexsort((dv,nm))

print (ind)

print ('使用这个索引来获取排序后的数据：')

print ([nm[i] + ", " + dv[i] for i in ind])

输出结果为：

调用 lexsort() 函数：

[3 1 0 2]

使用这个索引来获取排序后的数据：

['amar, f.y.', 'anil, s.y.', 'raju, f.y.', 'ravi, s.y.']

上面传入 np.lexsort 的是一个tuple，排序时首先排 nm，顺序为：amar、anil、raju、ravi 。综上排序结果为 [3 1 0 2]。

#### ④msort、sort\_complex、partition、argpartition

msort(a) 数组按第一个轴排序，返回排序后的数组副本。np.msort(a) 相等于 np.sort(a, axis=0)。

sort\_complex(a) 对复数按照先实部后虚部的顺序进行排序。

partition(a, kth[, axis, kind, order]) 指定一个数，对数组进行分区，返回该数组前几小的值。比如返回a数组前3小的值，则返回一个新数组，左边三个为a数组中前三小的值，后面为其余元素。这两个分割区内的元素都是任意排列的。

argpartition(a, kth[, axis, kind, order]) 可以通过关键字 kind 指定算法沿着指定轴对数组进行分区

复数排序：

>>> import numpy as np

>>> np.sort\_complex([5, 3, 6, 2, 1])

array([ 1.+0.j, 2.+0.j, 3.+0.j, 5.+0.j, 6.+0.j])

>>>

>>> np.sort\_complex([1 + 2j, 2 - 1j, 3 - 2j, 3 - 3j, 3 + 5j])

array([ 1.+2.j, 2.-1.j, 3.-3.j, 3.-2.j, 3.+5.j])

partition() 分区排序：

>>> a = np.array([3, 4, 2, 1])

>>> np.partition(a, 3) # 将数组 a 中所有元素（包括重复元素）从小到大排列，比第3小的放在前面，大的放在后面

array([2, 1, 3, 4])

>>>

>>> np.partition(a, (1, 3)) # 小于 1 的在前面，大于 3 的在后面，1和3之间的在中间

array([1, 2, 3, 4])

找到数组的第 3 小（index=2）的值和第 2 大（index=-2）的值

>>> arr = np.array([46, 57, 23, 39, 1, 10, 0, 120])

>>> arr[np.argpartition(arr, 2)[2]]

10

>>> arr[np.argpartition(arr, -2)[-2]]

57

同时找到第 3 和第 4 小的值。注意这里，用 [2,3] 同时将第 3 和第 4 小的排序好，然后可以分别通过下标 [2] 和 [3] 取得。

>>> arr[np.argpartition(arr, [2,3])[2]]

10

>>> arr[np.argpartition(arr, [2,3])[3]]

23

#### ⑤numpy.argmax() 和 numpy.argmin()

numpy.argmax() 和 numpy.argmin()函数分别沿给定轴返回最大和最小元素的索引。

#### ⑥numpy.nonzero()

numpy.nonzero() 函数返回输入数组中非零元素的索引。

#### ⑦numpy.where()

numpy.where() 函数返回输入数组中满足给定条件的元素的索引。

#### ⑧numpy.extract()

numpy.extract() 函数根据某个条件从数组中抽取元素，返回满足条件的元素。和where类似，不过是返回的元素值。

实例

np x = np.arange(9.).reshape(3, 3)

# 定义条件, 选择偶数元素

condition = np.mod(x,2) == 0

print (condition)

print ('使用条件提取元素：')

print (np.extract(condition, x))

输出结果为：

我们的数组是：

[[0. 1. 2.]

[3. 4. 5.]

[6. 7. 8.]]

按元素的条件值：

[[ True False True]

[False True False]

[ True False True]]

使用条件提取元素：

[0. 2. 4. 6. 8.]

### 5.向量矩阵数组操作

#### ①dot(x,y) ：或者x.dot(y)

dot对于二维以上的数组就相当于矩阵乘法。

对一维数组就是对应相乘然后相加。类似于求内积。

而一维数组没有方向，其转置就等于其本身。

对于三维以上的数组，可以看做是分块矩阵。

如3\*4\*2的维数组：

可以看做是三个4\*2的矩阵组成的列向量。

A

B

C

其中A，B,C是三个4\*2的矩阵。

而2\*3\*4\*2则是：一共分成2\*3列的分块矩阵，每个矩阵是4\*2的小矩阵

A

B

C

D

E

F

A,B,C,D,E,F都是4\*2的小矩阵

以此类推。

对于高维的数组dot乘法的匹配：

如3维A：3\*4\*2

需匹配的数组为B：3\*2\*n

理解原因：A可以看做为一个一维数组里有三个元素，而三个元素分别为三个4\*2矩阵。由于一维数组的转置等于其本身，所以对应的B第三维也应该是3，后两维进行按照矩阵乘法，4\*2矩阵需要2\*n的矩阵来匹配。所以B大小为3\*2\*n

同理：A：3\*2\*4\*5 则B为2\*m\*5\*n

A为3\*3\*2\*4\*5 则B为3\*2\*m\*5\*n

规律：矩阵和一维数组相乘，一维数组为列向量。

2.如果x，y都是1维的数组：则为点乘，即相应位置乘以相应位置的数，然后相加

c=np.array([1,2,3])

d=np.array([1,2,3])

c.dot(d)

输出：14

3.x为多维数组，y为1维数组（注意先后顺序）： x的各维与y点乘。

d=np.array([1,2,3])

e=np.arange(1,7,1)

e.shape=2,3

e.dot(d)

输出：

array([14, 32])

f=np.arange(1,28,1)

f.shape=3,3,3

f

array([[[ 1, 2, 3],

[ 4, 5, 6],

[ 7, 8, 9]],

[[10, 11, 12],

[13, 14, 15],

[16, 17, 18]],

[[19, 20, 21],

[22, 23, 24],

[25, 26, 27]]])

f.dot(d)

array([[ 14, 32, 50],

[ 68, 86, 104],

[122, 140, 158]])

返回的数组比原数组少一维。

4.即是矩阵乘法。

#### ②x\*y :

矩阵\*矩阵：矩阵乘法

如果是矩阵\*（数组、列表、元组），则把后面的转换为行向量，返回dot

**if** isinstance**(**other**,** **(**N**.**ndarray**,** list**,** tuple**))** **:**

**# This promotes 1-D vectors to row vectors**

**--> 215 return** N**.**dot**(**self**,** asmatrix**(**other**))**

如果x，y有一个为矩阵，则为矩阵乘法，

如果x，y都为数组，则为逐元素相乘，如果x、y大小不一样，若符合广播规则，则广播，否则报错。

#### ③inner(x,y)

numpy.inner() 函数返回一维数组的向量内积。对于更高的维度，它返回最后一个轴上的和的乘积。

对于矩阵：

np.inner(a,b) =a \* b.T

自动将第二个矩阵转置，然后求矩阵乘积。

对于np.inner(矩阵，数组)也是这样，将数组转置。

对于数组和数组：

和dot乘积一样，对于两个一维数组，计算的是这两个数组对应下标元素的乘积和；

对于多维数组，和dot不一样，它计算的结果数组中的每个元素都是：数组a和b的最后一维的内积，因此数组a和b的最后一维的长度必须相同：

inner(a, b)[i,j] = sum(a[i,j,:]\*b[i,j,:])

#### ④outer(x,y)

将数组或者矩阵展开成1维，按照前面为列向量，后面为行向量的顺序，进行矩阵乘法，获得一个数组

#### ⑤cross（x,y）

返回向量的叉积。获得一个新的向量，与原两个向量垂直。
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#### ⑥vdot(x,y)

numpy.vdot() 函数是两个向量的点积。 如果第一个参数是复数，那么它的共轭复数会用于计算。 如果参数是多维数组，它会被展开。

实例

import numpy as np

a = np.array([[1,2],[3,4]])

b = np.array([[11,12],[13,14]]) # vdot 将数组展开计算内积

print (np.vdot(a,b))

输出结果为：

130

计算式为：

1\*11 + 2\*12 + 3\*13 + 4\*14 = 130

#### ⑦numpy.matmul

numpy.matmul 函数返回两个数组的矩阵乘积。 虽然它返回二维数组的正常乘积，但如果任一参数的维数大于2，则将其视为存在于最后两个索引的矩阵的栈，并进行相应广播。

另一方面，如果任一参数是一维数组，则通过在其维度上附加 1 来将其提升为矩阵，并在乘法之后被去除。

对于二维数组，它就是矩阵乘法：

实例

import numpy.matlib

import numpy as np

a = [[1,0],[0,1]]

b = [[4,1],[2,2]]

print (np.matmul(a,b))

输出结果为：

[[4 1]

[2 2]]

二维和一维运算：

实例

import numpy.matlib

import numpy as np

a = [[1,0],[0,1]]

b = [1,2]

print (np.matmul(a,b))

print (np.matmul(b,a))

输出结果为：

[1 2]

[1 2]

维度大于二的数组 ：

实例

import numpy.matlib

import numpy as np

a = np.arange(8).reshape(2,2,2)

b = np.arange(4).reshape(2,2)

print (np.matmul(a,b))

输出结果为：

[[[ 2 3]

[ 6 11]]

[[10 19]

[14 27]]]

#### ⑧numpy.linalg.det() 求行列式

numpy.linalg.det() 函数计算输入矩阵的行列式。

行列式在线性代数中是非常有用的值。 它从方阵的对角元素计算。 对于 2×2 矩阵，它是左上和右下元素的乘积与其他两个的乘积的差。

换句话说，对于矩阵[[a，b]，[c，d]]，行列式计算为 ad-bc。 较大的方阵被认为是 2×2 矩阵的组合。

实例

import numpy as np

a = np.array([[1,2], [3,4]])

print (np.linalg.det(a))

输出结果为：

-2.0

实例

import numpy as np

b = np.array([[6,1,1], [4, -2, 5], [2,8,7]])

print (b) print (np.linalg.det(b))

print (6\*(-2\*7 - 5\*8) - 1\*(4\*7 - 5\*2) + 1\*(4\*8 - -2\*2))

输出结果为：

[[ 6 1 1]

[ 4 -2 5]

[ 2 8 7]]

-306.0

-306

#### ⑨numpy.linalg.solve()

numpy.linalg.solve(a,b) 函数给出了矩阵形式的线性方程的解。

考虑以下线性方程：

x + y + z = 6

2y + 5z = -4

2x + 5y - z = 27

可以使用矩阵表示为：

![http://www.runoob.com/wp-content/uploads/2018/10/118142-7ab3daa7f65551e6.jpg](data:image/jpeg;base64,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)

如果矩阵成为A、X和B，方程变为：

AX = B

或

X = A^(-1)B

#### ⑩numpy.linalg.inv()求逆

numpy.linalg.inv() 函数计算矩阵的乘法逆矩阵。

**逆矩阵（inverse matrix）**：设A是数域上的一个n阶矩阵，若在相同数域上存在另一个n阶矩阵B，使得： AB=BA=E ，则我们称B是A的逆矩阵，而A则被称为可逆矩阵。注：E为单位矩阵。

实例

import numpy as np x = np.array([[1,2],[3,4]]) y = np.linalg.inv(x) print (x) print (y) print (np.dot(x,y))

输出结果为：

[[1 2]

[3 4]]

[[-2. 1. ]

[ 1.5 -0.5]]

[[1.0000000e+00 0.0000000e+00]

[8.8817842e-16 1.0000000e+00]]

现在创建一个矩阵A的逆矩阵:

实例

import numpy as np a = np.array([[1,1,1],[0,2,5],[2,5,-1]]) print ('数组 a：') print (a) ainv = np.linalg.inv(a) print ('a 的逆：') print (ainv) print ('矩阵 b：') b = np.array([[6],[-4],[27]]) print (b) print ('计算：A^(-1)B：') x = np.linalg.solve(a,b) print (x) # 这就是线性方向 x = 5, y = 3, z = -2 的解

输出结果为：

数组 a：

[[ 1 1 1]

[ 0 2 5]

[ 2 5 -1]]

a 的逆：

[[ 1.28571429 -0.28571429 -0.14285714]

[-0.47619048 0.14285714 0.23809524]

[ 0.19047619 0.14285714 -0.0952381 ]]

矩阵 b：

[[ 6]

[-4]

[27]]

计算：A^(-1)B：

[[ 5.]

[ 3.]

[-2.]]

结果也可以使用以下函数获取：

x = np.dot(ainv,b)

#### (11)kron(x,y)

后面矩阵和前面矩阵每个元素相乘。

A=[1 2; 3 4]; B=[1 3 2; 2 4 6]; C=kron(A,B)

C =

1 3 2 2 6 4

B

2B

3B

4B

2 4 6 4 8 12

3 9 6 4 12 8

6 12 18 8 16 24

### 6.其他常用矩阵操作

numpy 中还包含一些代数运算的方法，尤其是涉及到矩阵的计算方法，求解特征值、特征向量、逆矩阵等，非常方便。

numpy.linalg.cholesky(a)：Cholesky 分解。是把一个对称正定的矩阵表示成一个下三角矩阵L和其转置的乘积的分解 A=LLT

numpy.linalg.qr(a ,mode)：计算矩阵的 QR 因式分解。

numpy.linalg.svd(a ,full\_matrices,compute\_uv)：奇异值分解。

numpy.linalg.eig(a)：计算正方形数组的特征值和右特征向量。

numpy.linalg.eigh(a, UPLO)：返回 Hermitian（共轭矩阵）或对称矩阵的特征值和特征向量。

numpy.linalg.eigvals(a)：计算矩阵的特征值。

numpy.linalg.eigvalsh(a, UPLO)：计算 Hermitian（共轭矩阵） 或真实对称矩阵的特征值。

numpy.linalg.norm(x ,ord,axis,keepdims)：计算矩阵或向量范数。

numpy.linalg.cond(x ,p)：计算矩阵的条件数。

numpy.linalg.det(a)：计算数组的行列式。

numpy.linalg.matrix\_rank(M ,tol)：使用奇异值分解方法返回秩。

numpy.linalg.slogdet(a)：计算数组的行列式的符号和自然对数。

numpy.trace(a ,offset,axis1,axis2,dtype,out)：沿数组的对角线返回总和。

numpy.linalg.solve(a,b)：求解线性矩阵方程或线性标量方程组。

numpy.linalg.tensorsolve(a,b ,axes)：为 x 解出张量方程a x = b

numpy.linalg.lstsq(a,b ,rcond)：将最小二乘解返回到线性矩阵方程。

numpy.linalg.inv(a)：计算逆矩阵。

numpy.linalg.pinv(a ,rcond)：计算矩阵的（Moore-Penrose）伪逆。

diag 返回矩阵对角线元素

numpy.linalg.tensorinv(a ,ind)：计算N维数组的逆。

matrix.T transpose： 返回矩阵的转置矩阵  
matrix.I inverse：返回矩阵的逆矩阵  
matrix.H hermitian (conjugate) transpose：返回复数矩阵的共轭元素矩阵  
matrix.A base array：返回矩阵基于的数组

### 7.多项式

poly 给定一组根，寻找多项式系数  
roots 给顶一组系数，寻找根  
polyint 求积分  
polyder 求导数  
polyval 求函数在某一点的值  
polyfit 使用最小二乘法做曲线拟合  
polyadd, polysub, polymul, 和 polydiv 函数处理多项式系统的加，减，乘除

### 8.类型处理及判断：

iscomplexobj：判断数组类型是否为复数。

iscomplex：返回一个bool数组，对应位置为复数，则为True

isrealobj

isreal

imag

real

real\_if\_close，如果虚部接近0，则返回一个实数。

np.real\_if\_close([2.1 + 4e-14j], tol=1000)

array([ 2.1] tol为类似于定义精度。

isscalar 是否为标量

isneginf 是否为负无穷

isposinf 是否为正无穷

isinf 是否为无穷

isfinite

isnan：判断是否为nan

nan\_to\_num

common\_type

typename

np.inf：正无穷

-np.inf :负无穷

np.nan：非法值（Not a number），对于0/0的计算，并不会报错，而是返回一个nan。而对于x/0 （x不等于0），则会返回无穷。

nan 与任何数进行比较都是 False ：包括和他本身比。判断是否为nan，使用isnan。

### select：

select(条件列表，执行列表，default=0)

满足条件列表中的条件，则对数组执行执行列表中的操作，可以有多个条件，对应多个操作。相当于if/elif/…

<https://www.jianshu.com/p/f014e1e608c1>

### choose

使用choose进行选择

choose()函数的定义

def choose(a, choices, out=None, mode='raise'):

参数 a ：它必须是一个 int 型的 数组，并且 a 中的元素，必须是0~n-1之间的数，这里的n表示的就是数组choices数组最外层的维度数。

choices：表示的是要操作的数组，要注意的是choices的数组的维度是一定要和a进行匹配的，如果匹配不了，会出现错误。

参数out：接收运算结果的数组，它的维度一定要和 a 是一样的，是可选参数。

参数mode：默认的是raise，表示的是a数组中的元素不能超过 n ，她还有两个可选值，clip：将 a 中的 元素 如果小于0，则将其变为0，如果大于n-1，则变为n-1，

wrap：将a中的值 value变为value mod n，即值除以n的余数。

##### 用法一：生成一个数组

control = np.array([[1,0,1], [2,1,0], [1,2,2]])

np.choose(control, [10, 11, 12])

输出：

array([[11, 10, 11],

[12, 11, 10],

[11, 12, 12]])

choose 将 0,1,2 对应的值映射为了 10, 11, 12 ，这里的 0,1,2 表示对应的下标。

也就是a指定了数组的维数，返回的数组按照a提供的顺序，choice提供的内容进行排列。

##### 用法二：

事实上， choose 不仅仅能接受下标参数，还可以接受下标所在的位置：

i0 = np.array([[0,1,2],

[3,4,5],

[6,7,8]])

i2 = np.array([[20,21,22],

[23,24,25],

[26,27,28]])

control = np.array([[1,0,1],

[2,1,0],

[1,2,2]])

np.choose(control, [i0, 10, i2])

输出：

array([[10, 1, 10],

[23, 10, 5],

[10, 27, 28]])

这里， control 传入第一个 1 对应的是 10，传入的第一个 0 对应于 i0 相应位置的值即 1 ，剩下的以此类推。第一个0的位置是 第一行第二个，则选择io第一行第二个数进行填充。

##### 用法三：

**（3）当a的维数比choices的维数少的时候——a为1维，choices为2维**

cc=np.choose([4,2,1,3,0],[[11,22,33,32,31],[44,55,66,65,64],[77,88,99,98,97],[111,222,333,332,331],[444,555,666,665,664]])

返回：[444  88  66 332  31]

a中各数值代表choice中的第一维，而数值所在的索引代表第二维。[4,2,1,3,0]

4的索引是0，则代表选择choice中索引是40的元素。即第五行第一个444。

##### 用法四：结合条件数组

将数组中所有小于 10 的值变成了 10 ：

b= np.array([[ 0, 1, 2],

[10,11,12],

[20,21,22]]

np.choose(a < 10, (b, 10))

输出：array([[10, 10, 10],

[10, 11, 12],

[20, 21, 22]])

分析：a<10其实就是个bool数组：

array([[ True, True, True],

[False, False, False],

[False, False, False]], dtype=bool)

这个数组相当于输入a，True就是1，Flase就是0。

choice就是（b,10）,参见用法二。如果是1（True），就选择choice相应位置的10。如果是0（Flase），就要结合a数组自身位置，选择b数组相应位置的数值进行填充。结果下来，就是对<10的补为10，大于10的不变。

例二：

下面的例子将数组中所有小于 10 的值变成了 10，大于 15 的值变成了 15。

a = np.array([[ 0, 1, 2],

[10,11,12],

[20,21,22]])

lt = a < 10

gt = a > 15

choice = lt + 2 \* gt

choice

c=np.choose(choice, (a, 10, 15))

输出：choice：array([[1, 1, 1],

[0, 0, 0],

[2, 2, 2]])

c: array([[10, 10, 10],

[10, 11, 12],

[15, 15, 15]])

和上述例子一样，先构造一个数组，然后进行选择填充。

### where语句

where的两种用法：

#### 1. np.where(condition, x, y)

满足条件(condition)，输出x，不满足输出y。  
  
  
如果是一维数组，相当于[xv if c else yv for (c,xv,yv) in zip(condition,x,y)]

>>> aa = np.arange(10)

>>> np.where(aa,1,-1)

array([-1, 1, 1, 1, 1, 1, 1, 1, 1, 1]) # 0为False，所以第一个输出-1

>>> np.where(aa > 5,1,-1)

array([-1, -1, -1, -1, -1, -1, 1, 1, 1, 1])

>>> np.where([[True,False], [True,True]], # 官网上的例子

[[1,2], [3,4]],

[[9,8], [7,6]])

array([[1, 8],

[3, 4]])

上面这个例子的条件为[[True,False], [True,False]]，分别对应最后输出结果的四个值。第一个值从[1,9]中选，因为条件为True，所以是选1。第二个值从[2,8]中选，因为条件为False，所以选8，后面以此类推。类似的问题可以再看个例子：

>>> a = 10

>>> np.where([[a > 5,a < 5], [a == 10,a == 7]],

[["chosen","not chosen"], ["chosen","not chosen"]],

[["not chosen","chosen"], ["not chosen","chosen"]])

array([['chosen', 'chosen'],

['chosen', 'chosen']], dtype='<U10')

#### 2. np.where(condition)

只有条件 (condition)，没有x和y，则输出满足条件 (即非0) 元素的坐标 (等价于[numpy.nonzero](https://docs.scipy.org/doc/numpy/reference/generated/numpy.nonzero.html#numpy.nonzero))。这里的坐标以tuple的形式给出，通常原数组有多少维，输出的tuple中就包含几个数组，分别对应符合条件元素的各维坐标。

>>> a = np.array([2,4,6,8,10])

>>> np.where(a > 5) # 返回索引

(array([2, 3, 4]),)

>>> a[np.where(a > 5)] # 等价于 a[a>5]

array([ 6, 8, 10])

>>> np.where([[0, 1], [1, 0]])

(array([0, 1]), array([1, 0]))

上面这个例子条件中[[0,1],[1,0]]的真值为两个1，各自的第一维坐标为[0,1]，第二维坐标为[1,0] 。

where(array)：返回所有非零元素的索引。

#### 一维数组：

a = array([0, 12, 5, 20])

判断数组中的元素是不是都大于10：

y = a > 10

y是一个和a维数相同的布尔类型的array

返回数组中a>10的索引：

where(a>10)

返回值：(array([1, 3], dtype=int64),)

注意到 where 的返回值是一个元组。

使用元组是由于 where 可以对多维数组使用，此时返回值就是多维的。

取返回的索引位置可以：

indice= where(a>10)[0]

可以直接用where的返回值进行索引

a[where(a>10)]

返回了一个新数组，与原数组独立。

#### 二维、多维数组

a = array([[0, 12, 5, 20],  
 [1, 2, 11, 15]])  
loc = where(a > 10)

返回一个二维元组，元组的每一个值代表一维的索引值

返回:

(array([0, 0, 1, 1], dtype=int64), array([1, 3, 2, 3], dtype=int64))

也可以直接用来索引a：

a[loc]

返回：array([12, 20, 11, 15]) 注意是个一维数组，并且与原数组是相互独立的。

或者进行解包

rows, cols = where(a>10)

a[rows, cols]

### any：

数组有一个不为0，返回True

### all：

数组全不为0，返回True

### disp

### nansum：

忽略nan的累加

### nanargmax

### nanargmin

### nanmin

### nanmax

nan 开头的函数会进行相应的操作，但是忽略 nan 值。

### emath

可以进行虚数运算。

如emath.sqrt(-1) 结果为j

而sqrt(-1) 结果为nan

## 向量化函数

对于自定义的作用于单个值的函数，可以使用 numpy 的 vectorize 将函数向量化，产生一个新的函数：

vfunc = np.vectorize(func)

函数cfunc就可以作用于向量，其实就是向量中的每个值都会调用该函数一次。

因为这样的用法涉及大量的函数调用，因此，向量化函数的效率并不高。

## 其他有用运算

#### mod：求模

#### sum

#### cumsum

返回相应位置元素与前面元素相加之和。

[1,2,3,4]🡪[1,2,6,10]

#### prod

元素乘积

#### cumprod

#### diff

#### angle

#### unwrap

#### sort\_complex

#### trim\_zeros

#### fliplr

#### flipud

#### rot90

#### log、Iog10、log2、log1p：

分别为自然对数（底数为e)、底数为10的log、底数为2的log、log(1+X)

#### square：计算平方

#### sign：

计算各元素的正负号：1(正数）、0(零）、一1(负数）

## 常用一元运算

类型 说明

abs、fabs 计算整数、浮点数或复数的绝对值。对于非复数值，可以使用更快的fabs

sqrt 计算各元素的平方根。相当于arr\*\*0.5

square 计算各元素的平方。相当于arr\*\*2

exp 计算各元素的指数ex

log、Iog10、log2、loglp 分别为自然对数（底数为e)、底数为10的log、底数为2的log、log(1+X)

sign 计算各元素的正负号：1(正数）、0(零）、一1(负数）

ceil 计算各元素的“天花板”值，即大于等于所有元素的最小整数

floor 计算各元素的“地板”值，即小于等于所有元素的最大整数

rint 将各元素值四舍五入到最接近的整数，保留dtype

modf 将数组的小数和整数部分以两个独立数组的形式返回

isnan 返回一个表示“哪些值是NaN(这不是一个数字）”的布尔型数组

isfinite、isinf 分别返回一个表示“哪些元素是有穷的（非inf,非NaN)”或“哪些元素是无穷的”的布尔型数组

cos,cosh,sin,sinh,tan,tanh 普通型和双曲型三角函数

## 二元运算

### 1.四则运算

运算|函数

--- | ---

a + b | add(a,b)

-a np.negative 加负号

a - b | subtract(a,b)

a \* b | multiply(a,b)

a / b | divide(a,b)

a \*\* b | power(a,b)

a % b | remainder(a,b) mod(a,b)

a//b 取商 np.floor\_divide(a,b)

np.absolute(x) 或np.abs(s) 绝对值

以乘法为例，数组与标量相乘，相当于数组的每个元素乘以这个标量

类型 说明

add 将数组中对应的元素相加

subtract 从第一个数组中减去第二个数组中的元素

multiply 数组元素相乘

divide、floor\_divide 除法或向下圆整除法（丢弃余数）

power 对第一个数组中的元素A，根据第二个数组中的相应元素B，计算A的B次方

maximum、fmax 对应元素级的最大值计算。fmax将忽略NaN空值

minimum、fmin 对应元素级的最小值计算。fmin将忽略NaN空值

mod 元素级的求模计算（除法的余数）

### 2.逻辑运算

运算|函数<

== | equal

!= | not\_equal

> | greater

>= | greater\_equal

< | less

<= | less\_equal

logical\_and 逻辑与

logical\_or

logical\_xor 异或

logical\_not

& bitwise\_and 按位与 将数值转化为二进制，按位与，对应位相与，对于数组也一样。如果两个数值长度不一样，补0。要注意的是 & 的运算优先于比较运算如 > 等。

bitwise\_or

^ bitwise\_xor 按位异或。

~ invert 按位取反

invert() 函数对数组中整数进行位取反运算，即 0 变成 1，1 变成 0。

对于有符号整数，取该二进制数的补码，然后 +1。二进制数，最高位为0表示正数，最高位为 1 表示负数。

看看 ~1 的计算步骤：

* 将**1**(这里叫：原码)转二进制 ＝ **00000001**
* 按位取反 ＝**11111110**
* 发现符号位(即最高位)为**1**(表示负数)，将除符号位之外的其他数字取反 ＝ **10000001**
* 末位加1取其补码 ＝ **10000010**
* 转换回十进制 ＝ **-2**

>> right\_shift 右移 将数值转为2进制，向右移n位，其实就是除以2n，再转回10进制。如[8,16]>>3 变为[1,2]

一个数也可以按照数组进行移位，获得一个数组：2<<[1,2,3] 输出为[4,8,16]

a=[8,16]

<< left\_shift 左移

等于操作也是逐元素比较的：

a = np.array([[1,2,3,4], [2,3,4,5]])

b = np.array([[1,2,5,4], [1,3,4,5]])

a == b

返回：array([[ True, True, False, True],

[False, True, True, True]], dtype=bool)

这意味着，如果我们在条件中要判断两个数组是否一样时，不能直接使用

if a == b:

而要使用：

if all(a==b):

对于浮点数，由于存在精度问题，使用函数 allclose 会更好：

if allclose(a,b):

logical\_and 也是逐元素的 and 操作

## ufunc 对象函/函数对象

\*\*Numpy\*\* 有两种基本对象： ndarray (N-dimensional array object) 和 ufunc (universal function object) 。 ndarray 是存储单一数据类型的多维数组，而 ufunc 则是能够对数组进行处理的函数。

例如，我们之前所接触到的二元操作符对应的 \*\*Numpy\*\* 函数，如 add ，就是一种 ufunc 对象，它可以作用于数组的每个元素。

### 二元操作符所支持方法

#### reduce 方法

将 op 沿着某个轴应用，使得数组 a 的维数降低一维。

add 作用到一维数组上相当于求和：

a = np.array([1,2,3,4])

np.add.reduce(a)

输出：10

多维数组默认只按照第一维进行运算：即axis=0

指定维度：

np.add.reduce(a, 1)

array([ 6, 15])

作用于字符串：

a = np.array(['ab', 'cd', 'ef'], np.object)

np.add.reduce(a)

'abcdef'

逻辑运算：虽然是按位与，但是输出确实总体与。

a = np.array([1,1,0,1])

np.logical\_and.reduce(a)

False

#### accumulate 方法

accumulate 可以看成保存 reduce 每一步的结果所形成的数组。

类似于对于sum就像当于cumsum，保存每一步的计算结果。

a = np.array([1,2,3,4])

np.add.accumulate(a)

array([ 1, 3, 6, 10])

a = np.array(['ab', 'cd', 'ef'], np.object)

np.add.accumulate(a)

array(['ab', 'abcd', 'abcdef'], dtype=object)

a = np.array([1,1,0,1])

np.logical\_and.accumulate(a)

array([ True, True, False, False], dtype=bool)

#### reduceat 方法

op.reduceat(a, indices)

reduceat 方法将操作符运用到指定的下标上，返回一个与 indices 大小相同的数组：

![](data:image/png;base64,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)

a = np.array([0, 10, 20, 30, 40, 50])

indices = np.array([1,4])

np.add.reduceat(a, indices)

array([60, 90])

注意：indices=[1,4] 即返回a[1]至a[3]、a[4]至a[-1]的累加和。

这里， indices 为 [1, 4] ，所以 60 表示从下标1（包括）加到下标4（不包括）的结果， 90 表示从下标4（包括）加到结尾的结果。

#### outer 方法

op.outer(a, b)

对于 a 中每个元素，将 op 运用到它和 b 的每一个元素上所得到的结果：

类似于kron的操作。

a = np.array([0,1])

b = np.array([1,2,3])

np.add.outer(a, b)

array([[1, 2, 3],

[2, 3, 4]])

注意有顺序的区别：

np.add.outer(b, a)

array([[1, 2],

[2, 3],

[3, 4]])

## np.random.模块

from numpy.random import \*

### uniform(low=0.0, high=1.0, size=None)

 生出size个符合均分布的浮点数，取值范围为[low, high)，默认取值范围为[0, 1.0)

[![复制代码](data:image/gif;base64,R0lGODlhFAAUANQHADJKYpKluc3P05qy4jJdta/M92KQ3vv8/nKi4rK/0rLC6mJ6mtHe7sHN4ZW19iJLmUp2wqKy0nKa8iJCgsLV9uLq8qKywnKa2oKy4lKC0qLC8qKqwnKS0oKn7cDI1AAAACH5BAEAAB8ALAAAAAAUABQAAAWE4CeOZGmeaKquLKkoSRwJrXLch7XQa4IfAc+ud6AUGIHCS+NwME6WX6Xw6xAaps2BiUFofpICwVMK3CoVxuDQZBgIhEf50EVc1rgKJSInmRkMDQ0dBx0IBhkZfGUAjY0cOAwUChZ9KQYHiIkZG5YoEAcRohYbAZ4nEHAPq6sTLa+wsSUhADs=)](javascript:void(0);)

>>> random.uniform()

0.3999807403689315

>>> random.uniform(size=1)

array([0.55950578])

>>> random.uniform(5, 6)

5.293682668235986

>>> random.uniform(5, 6, size=(2,3))

array([[5.82416021, 5.68916836, 5.89708586],

[5.63843125, 5.22963754, 5.4319899 ]])

### rand(d0, d1, ..., dn)

 生成一个(d0, d1, ..., dn)维的数组，数组的元素取自[0, 1)上的均分布，若没有参数输入，则生成一个数

[![复制代码](data:image/gif;base64,R0lGODlhFAAUANQHADJKYpKluc3P05qy4jJdta/M92KQ3vv8/nKi4rK/0rLC6mJ6mtHe7sHN4ZW19iJLmUp2wqKy0nKa8iJCgsLV9uLq8qKywnKa2oKy4lKC0qLC8qKqwnKS0oKn7cDI1AAAACH5BAEAAB8ALAAAAAAUABQAAAWE4CeOZGmeaKquLKkoSRwJrXLch7XQa4IfAc+ud6AUGIHCS+NwME6WX6Xw6xAaps2BiUFofpICwVMK3CoVxuDQZBgIhEf50EVc1rgKJSInmRkMDQ0dBx0IBhkZfGUAjY0cOAwUChZ9KQYHiIkZG5YoEAcRohYbAZ4nEHAPq6sTLa+wsSUhADs=)](javascript:void(0);)

>>> random.rand()

0.4378166124207712

>>> random.rand(1)

array([0.69845956])

>>> random.rand(3,2)

array([[0.15725424, 0.45786148],

[0.63133098, 0.81789056],

[0.40032941, 0.19108526]])

>>> random.rand(3,2,1)

array([[[0.00404447],

[0.3837963 ]],

[[0.32518355],

[0.82482599]],

[[0.79603205],

[0.19087375]]])

[![复制代码](data:image/gif;base64,R0lGODlhFAAUANQHADJKYpKluc3P05qy4jJdta/M92KQ3vv8/nKi4rK/0rLC6mJ6mtHe7sHN4ZW19iJLmUp2wqKy0nKa8iJCgsLV9uLq8qKywnKa2oKy4lKC0qLC8qKqwnKS0oKn7cDI1AAAACH5BAEAAB8ALAAAAAAUABQAAAWE4CeOZGmeaKquLKkoSRwJrXLch7XQa4IfAc+ud6AUGIHCS+NwME6WX6Xw6xAaps2BiUFofpICwVMK3CoVxuDQZBgIhEf50EVc1rgKJSInmRkMDQ0dBx0IBhkZfGUAjY0cOAwUChZ9KQYHiIkZG5YoEAcRohYbAZ4nEHAPq6sTLa+wsSUhADs=)](javascript:void(0);)

### randint(low, high=None, size=None, dtype='I')

生成size个整数，取值区间为[low, high)，若没有输入参数high则取值区间为[0, low)

>>> random.randint(8)

5

>>> random.randint(8, size=1)

array([1])

>>> random.randint(8, size=(2,2,3))

array([[[4, 7, 0],

[1, 4, 1]],

[[2, 2, 5],

[7, 6, 4]]])

>>> random.randint(8, size=(2,2,3), dtype='int64')

array([[[5, 5, 6],

[2, 7, 2]],

[[2, 7, 6],

[4, 7, 7]]], dtype=int64)

[![复制代码](data:image/gif;base64,R0lGODlhFAAUANQHADJKYpKluc3P05qy4jJdta/M92KQ3vv8/nKi4rK/0rLC6mJ6mtHe7sHN4ZW19iJLmUp2wqKy0nKa8iJCgsLV9uLq8qKywnKa2oKy4lKC0qLC8qKqwnKS0oKn7cDI1AAAACH5BAEAAB8ALAAAAAAUABQAAAWE4CeOZGmeaKquLKkoSRwJrXLch7XQa4IfAc+ud6AUGIHCS+NwME6WX6Xw6xAaps2BiUFofpICwVMK3CoVxuDQZBgIhEf50EVc1rgKJSInmRkMDQ0dBx0IBhkZfGUAjY0cOAwUChZ9KQYHiIkZG5YoEAcRohYbAZ4nEHAPq6sTLa+wsSUhADs=)](javascript:void(0);)

### random\_integers(low, high=None, size=None)

 生成size个整数，取值区间为[low, high], 若没有输入参数high则取值区间为[1, low]，注意这里左右都是闭区间

[![复制代码](data:image/gif;base64,R0lGODlhFAAUANQHADJKYpKluc3P05qy4jJdta/M92KQ3vv8/nKi4rK/0rLC6mJ6mtHe7sHN4ZW19iJLmUp2wqKy0nKa8iJCgsLV9uLq8qKywnKa2oKy4lKC0qLC8qKqwnKS0oKn7cDI1AAAACH5BAEAAB8ALAAAAAAUABQAAAWE4CeOZGmeaKquLKkoSRwJrXLch7XQa4IfAc+ud6AUGIHCS+NwME6WX6Xw6xAaps2BiUFofpICwVMK3CoVxuDQZBgIhEf50EVc1rgKJSInmRkMDQ0dBx0IBhkZfGUAjY0cOAwUChZ9KQYHiIkZG5YoEAcRohYbAZ4nEHAPq6sTLa+wsSUhADs=)](javascript:void(0);)

>>> random.random\_integers(5)

1

>>> random.random\_integers(5, size=1)

array([2])

>>> random.random\_integers(4, 5, size=(2,2))

array([[5, 4],

[4, 4]])

[![复制代码](data:image/gif;base64,R0lGODlhFAAUANQHADJKYpKluc3P05qy4jJdta/M92KQ3vv8/nKi4rK/0rLC6mJ6mtHe7sHN4ZW19iJLmUp2wqKy0nKa8iJCgsLV9uLq8qKywnKa2oKy4lKC0qLC8qKqwnKS0oKn7cDI1AAAACH5BAEAAB8ALAAAAAAUABQAAAWE4CeOZGmeaKquLKkoSRwJrXLch7XQa4IfAc+ud6AUGIHCS+NwME6WX6Xw6xAaps2BiUFofpICwVMK3CoVxuDQZBgIhEf50EVc1rgKJSInmRkMDQ0dBx0IBhkZfGUAjY0cOAwUChZ9KQYHiIkZG5YoEAcRohYbAZ4nEHAPq6sTLa+wsSUhADs=)](javascript:void(0);)

### random(size=None)

 产生[0.0, 1.0)之间的浮点数

>>> random.random(5)

array([0.94128141, 0.98725499, 0.48435957, 0.90948135, 0.40570882])

>>> random.random()

0.49761416226728084

### random相同用法：

* numpy.random.random\_sample
* numpy.random.ranf
* numpy.random.sample (抽取不重复)

### bytes(length)

 生成随机字节

>>> random.bytes(1)

b'%'

>>> random.bytes(2)

b'\xd0\xc3'

### choice(a, size=None, replace=True, p=None)

 从a（数组）中选取size（维度）大小的随机数，replace=True表示可重复抽取，p是a中每个数出现的概率

 若a是整数，则a代表的数组是arange(a)
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>>> random.choice(5)

3

>>> random.choice([0.2, 0.4])

0.2

>>> random.choice([0.2, 0.4], p=[1, 0])

0.2

>>> random.choice([0.2, 0.4], p=[0, 1])

0.4

>>> random.choice(5, 5)

array([1, 2, 4, 2, 4])

>>> random.choice(5, 5, False)

array([2, 0, 1, 4, 3])

>>> random.choice(100, (2, 3, 5), False)

array([[[43, 81, 48, 2, 8],

[33, 79, 30, 24, 83],

[ 3, 82, 97, 49, 98]],

[[32, 12, 15, 0, 96],

[19, 61, 6, 42, 60],

[ 7, 93, 20, 18, 58]]])
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### permutation(x)

 随机打乱x中的元素。若x是整数，则打乱arange(x)，若x是一个数组，则将copy(x)的第一位索引打乱，只打乱第一位索引，并不是所有都打乱。，意思是先复制x，对副本进行打乱处理，打乱只针对数组的第一维
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>>> random.permutation(5)

array([1, 2, 3, 0, 4])

>>> random.permutation(5)

array([1, 4, 3, 2, 0])

>>> random.permutation([[1,2,3],[4,5,6]])

array([[1, 2, 3],

[4, 5, 6]])

>>> random.permutation([[1,2,3],[4,5,6]])

array([[4, 5, 6],

[1, 2, 3]])
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### shuffle(x)

 与permutation类似，随机打乱x中的元素。若x是整数，则打乱arange(x). 但是shuffle会对x进行修改
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>>> a = arange(5)

>>> a

array([0, 1, 2, 3, 4])

>>> random.permutation(a)

array([1, 4, 3, 2, 0])

>>> a

array([0, 1, 2, 3, 4])

>>> random.shuffle(a)

>>> a

array([4, 1, 3, 2, 0])
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### numpy.random.seed(seed=None)

 设置随机生成算法的初始值

相同的seed，生成的随机数是一样的。在生成随机数random.random前使用。

### 其它符合函数分布的随机数函数

含链接。

* [numpy.random.beta](https://docs.scipy.org/doc/numpy/reference/generated/numpy.random.beta.html?highlight=random)
* [numpy.random.binomial](https://docs.scipy.org/doc/numpy/reference/generated/numpy.random.binomial.html?highlight=random)
* [numpy.random.chisquare](https://docs.scipy.org/doc/numpy/reference/generated/numpy.random.chisquare.html?highlight=random)
* [numpy.random.dirichlet](https://docs.scipy.org/doc/numpy/reference/generated/numpy.random.dirichlet.html?highlight=random)
* [numpy.random.exponential](https://docs.scipy.org/doc/numpy/reference/generated/numpy.random.exponential.html?highlight=random)
* [numpy.random.f](https://docs.scipy.org/doc/numpy/reference/generated/numpy.random.f.html?highlight=random)
* [numpy.random.gamma](https://docs.scipy.org/doc/numpy/reference/generated/numpy.random.gamma.html?highlight=random)
* [numpy.random.geometric](https://docs.scipy.org/doc/numpy/reference/generated/numpy.random.geometric.html?highlight=random)
* [numpy.random.gumbel](https://docs.scipy.org/doc/numpy/reference/generated/numpy.random.gumbel.html?highlight=random)
* [numpy.random.hypergeometric](https://docs.scipy.org/doc/numpy/reference/generated/numpy.random.hypergeometric.html?highlight=random)
* [numpy.random.laplace](https://docs.scipy.org/doc/numpy/reference/generated/numpy.random.laplace.html?highlight=random)
* [numpy.random.logistic](https://docs.scipy.org/doc/numpy/reference/generated/numpy.random.logistic.html?highlight=random)
* [numpy.random.lognormal](https://docs.scipy.org/doc/numpy/reference/generated/numpy.random.lognormal.html?highlight=random)
* [numpy.random.logseries](https://docs.scipy.org/doc/numpy/reference/generated/numpy.random.logseries.html?highlight=random)
* [numpy.random.multinomial](https://docs.scipy.org/doc/numpy/reference/generated/numpy.random.multinomial.html?highlight=random)
* [numpy.random.multivariate\_normal](https://docs.scipy.org/doc/numpy/reference/generated/numpy.random.multivariate_normal.html?highlight=random)
* [numpy.random.negative\_binomial](https://docs.scipy.org/doc/numpy/reference/generated/numpy.random.negative_binomial.html?highlight=random)
* [numpy.random.noncentral\_chisquare](https://docs.scipy.org/doc/numpy/reference/generated/numpy.random.noncentral_chisquare.html?highlight=random)
* [numpy.random.noncentral\_f](https://docs.scipy.org/doc/numpy/reference/generated/numpy.random.noncentral_f.html?highlight=random)
* [numpy.random.normal](https://docs.scipy.org/doc/numpy/reference/generated/numpy.random.normal.html?highlight=random) 正态分布
* [numpy.random.pareto](https://docs.scipy.org/doc/numpy/reference/generated/numpy.random.pareto.html?highlight=random)
* [numpy.random.poisson](https://docs.scipy.org/doc/numpy/reference/generated/numpy.random.poisson.html?highlight=random)
* [numpy.random.power](https://docs.scipy.org/doc/numpy/reference/generated/numpy.random.power.html?highlight=random)
* [numpy.random.randn](https://docs.scipy.org/doc/numpy/reference/generated/numpy.random.randn.html?highlight=random) 标准正态分布
* [numpy.random.rayleigh](https://docs.scipy.org/doc/numpy/reference/generated/numpy.random.rayleigh.html?highlight=random)
* [numpy.random.standard\_cauchy](https://docs.scipy.org/doc/numpy/reference/generated/numpy.random.standard_cauchy.html?highlight=random)
* [numpy.random.standard\_exponential](https://docs.scipy.org/doc/numpy/reference/generated/numpy.random.standard_exponential.html?highlight=random)
* [numpy.random.standard\_gamma](https://docs.scipy.org/doc/numpy/reference/generated/numpy.random.standard_gamma.html?highlight=random)
* [numpy.random.standard\_normal](https://docs.scipy.org/doc/numpy/reference/generated/numpy.random.standard_normal.html?highlight=random)
* [numpy.random.standard\_t](https://docs.scipy.org/doc/numpy/reference/generated/numpy.random.standard_t.html?highlight=random)
* [numpy.random.triangular](https://docs.scipy.org/doc/numpy/reference/generated/numpy.random.triangular.html?highlight=random)
* [numpy.random.vonmises](https://docs.scipy.org/doc/numpy/reference/generated/numpy.random.vonmises.html?highlight=random)
* [numpy.random.wald](https://docs.scipy.org/doc/numpy/reference/generated/numpy.random.wald.html?highlight=random)
* [numpy.random.weibull](https://docs.scipy.org/doc/numpy/reference/generated/numpy.random.weibull.html?highlight=random)
* [numpy.random.zipf](https://docs.scipy.org/doc/numpy/reference/generated/numpy.random.zipf.html?highlight=random)

## 内存映射

\*\*Numpy\*\* 有对内存映射的支持。

内存映射也是一种处理文件的方法，主要的函数有：

- memmap

- frombuffer

- ndarray constructor

内存映射文件与虚拟内存有些类似，通过内存映射文件可以保留一个地址空间的区域，同时将物理存储器提交给此区域，内存文件映射的物理存储器来自一个已经存在于磁盘上的文件，而且在对该文件进行操作之前必须首先对文件进行映射。

使用内存映射文件处理存储于磁盘上的文件时，将不必再对文件执行I/O操作，使得内存映射文件在处理大数据量的文件时能起到相当重要的作用。

### memmap

memmap(filename,

dtype=uint8,

mode='r+'

offset=0

shape=None

order=0)

mode 表示文件被打开的类型：

- r 只读

- c 复制+写，但是不改变源文件

- r+ 读写，使用 flush 方法会将更改的内容写入文件

- w+ 写，如果存在则将数据覆盖

offset 表示从第几个位置开始。

## 从MATLAB到numpy

\*\* Numpy \*\* 和 \*\* Matlab \*\* 有很多相似的地方，但 \*\* Numpy \*\* 并非 \*\* Matlab \*\* 的克隆，它们之间存在很多差异，例如：
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## 数组和矩阵

Numpy 中不仅提供了 array 这个基本类型，还提供了支持矩阵操作的类 matrix ，但是一般推荐使用 array ：

### 区别

- 很多 numpy 函数返回的是 array ，不是 matrix

- 在 array 中，逐元素操作和矩阵操作有着明显的不同

- 向量可以不被视为矩阵

具体说来：

#### \*， dot(), multiply()

- array ： \* -逐元素乘法， dot() -矩阵乘法

- matrix ： \* -矩阵乘法， multiply() -逐元素乘法

#### - 处理向量

- array ：形状为 1xN, Nx1, N 的向量的意义是不同的，类似于 A[:,1] 的操作返回的是一维数组，形状为 N ，一维数组的转置仍是自己本身

- matrix ：形状为 1xN, Nx1 ， A[:,1] 返回的是二维 Nx1 矩阵

#### - 高维数组

- array ：支持大于2的维度

- matrix ：维度只能为2

#### - 属性

- array ： .T 表示转置

- matrix ： .H 表示复共轭转置， .I 表示逆， .A 表示转化为 array 类型

#### - 构造函数

- array ： array 函数接受一个（嵌套）序列作为参数—— array([[1,2,3],[4,5,6]])

- matrix ： matrix 函数额外支持字符串参数—— matrix("[1 2 3; 4 5 6]")

其优缺点各自如下：

### - array

- [GOOD] 一维数组既可以看成列向量，也可以看成行向量。 v 在 dot(A,v) 被看成列向量，在 dot(v,A) 中被看成行向量，这样省去了转置的麻烦

- [BAD!] 矩阵乘法需要使用 dot() 函数，如： dot(dot(A,B),C) vs A\*B\*C

- [GOOD] 逐元素乘法很简单： A\*B

- [GOOD] 作为基本类型，是很多基于 numpy 的第三方库函数的返回类型

- [GOOD] 所有的操作 \*,/,+,\*\*,... 都是逐元素的

- [GOOD] 可以处理任意维度的数据

- [GOOD] 张量运算

### - \*\* matrix \*\*

- [GOOD] 类似与 \*\* MATLAB \*\* 的操作

- [BAD!] 最高维度为2

- [BAD!] 最低维度也为2

- [BAD!] 很多函数返回的是 array ，即使传入的参数是 matrix

- [GOOD] A\*B 是矩阵乘法

- [BAD!] 逐元素乘法需要调用 multiply 函数

- [BAD!] / 是逐元素操作

当然在实际使用中，二者的使用取决于具体情况。

### 互相转化：

- asarray ：返回数组

- asmatrix （或者 mat ） ：返回矩阵

- asanyarray ：返回数组或者数组的子类，注意到矩阵是数组的一个子类，所以输入是矩阵的时候返回的也是矩阵

## MATLAB与numpy常用操作参照

注意：\*\*`MATLAB`\*\* 与 \*\*`Numpy`\*\* 下标之间有这样几处不同：

MATLAB第一维为1，而np为0

MATLAB用(),np用[]

- `MATLAB`：`beg(:step):end`，包含结束值 `end`

- `Numpy`：`beg:end(:step)`，不包含结束值 `end`：如果想要包含结束值，在结束值后跟j。

|  |  |  |
| --- | --- | --- |
| MATLAB | Numpy | 注释 |
| help func | info(func) ， help(func) ， func? (IPython) | 查看函数帮助 |
| which func |  | 查看函数在什么地方定义 |
| type func | source(func) ， func?？ (IPython) | 查看函数源代码 |
| a && b | a and b | 逻辑 AND |
| 1\*i, 1\*j, 1i, 1j | 1j | 复数 |
| eps | spacing(1) | 1 与最近浮点数的距离 |
| ndims(a) | ndim(a), a.ndim | a 的维数 |
| numel(a) | size(a), a.size | a 的元素个数 |
| size(a) | shape(a), a.shape | a 的形状 |
| size(a,n) | a.shape[n-1] | 第 n 维的大小 |
| a(2,5) | a[1,4] | 第 2 行第 5 列元素 |
| a(2,:) | a[1], a[1,:] | 第 2 行 |
| a(1:5,:) | a[0:5] | 第 1 至 5 行 |
|  |  |  |
| a(end-4:end,:) | a[-5:] | 后 5 行 |
| a(1:3,5:9) | a[0:3][:,4:9] | 特定行列（1~3 行，5~9 列） |
| a([2,4,5],[1,3]) | a[ix\_([1,3,4],[0,2])] | 特定行列（2,4,5 行的 1,3 列） |
| a(3:2:21,:) | a[2:21:2,:] | 特定行列（3,5,...,21 行） |
| a(1:2:end,:) | a[ ::2,:] | 奇数行 |
| a([1:end 1],:) | a[r\_[:len(a),0]] | 将第一行添加到末尾 |
| a.' | a.T | 转置 |
| a ./ b | a/b | 逐元素除法 |
| (a>0.5) | (a>0.5) | 各个元素是否大于 0.5 |
| find(a>0.5) | nonzero(a>0.5) | 大于 0.5 的位置 |
| a(a<0.5)=0 | a[a<0.5]=0 | 小于 0.5 的设为 0 |
| a(:) = 3 | a[:] = 3 | 所有元素设为 3 |
| y=x | y=x.copy() | 将 y 设为 x |
| y=x(2,:) | y=x[1,:].copy() | 注意值传递和引用传递的区别 |
| y=x(:) | y=x.flatten(1) | 将矩阵变为一个向量，这里 1 表示沿着列进行转化 |
| max(max(a)) | a.max() | 最大值 |
| max(a) | a.max(0) | 每一列的最大值 |
| max(a,[],2) | a.max(1) | 每一行的最大值 |
| max(a,b) | maximum(a,b) | 逐元素比较，取较大的值 |
| a & b | logical\_and(a, b) | 逻辑 AND |
| bitand(a, b) | a & b | 逐比特 AND |
| inv(a) | linalg.inv(a) | a 的逆 |
| pinv(a) | linalg.inv(a) | 伪逆 |
| rank(a) | linalg.matrix\_rank(a) | 秩 |
| a\b | linalg.solve(a,b)(如果a是方阵),linalg.lstsq(a,b) | 解 a x = b |
| b/a | 求解 a.T x.T = b.T | 解 x a = b |
| [U,S,V]=svd(a) | U, S, Vh = linalg.svd(a), V = Vh.T | 奇异值分解 |
| chol(a) | linalg.cholesky(a).T | Cholesky 分解 |
| [V,D]=eig(a) | D,V = linalg.eig(a) | 特征值分解 |
| [V,D]=eig(a,b) | V,D = scipy.linalg.eig(a,b) |  |
| [V,D]=eigs(a,k) |  | 前 k 大特征值对应的特征向量 |

|  |  |  |  |
| --- | --- | --- | --- |
| MATLAB | numpy.array | numpy.matrix | 注释 |
| [1,2,3;4,5,6] | array([[1.,2.,3.],[4.,5.,6.]]) | mat([[1.,2.,3.],[4.,5.,6.]]), mat('1,2,3;4,5,6') | 2x3 矩阵、数组 |
| [a b;c d] | vstack([hstack([a,b]), hsatck([c,d])]]) | bmat('a b;c d') | 分块矩阵构造 |
| a(end) | a[-1] | a[:,-1][0,0] | 最后一个元素 |
| a' | a.conj().T | a.H | 复共轭转置 |
| a \* b | dot(a,b) | a \* b | 矩阵乘法 |
| a .\* b | a \* b | multiply(a,b) | 逐元素乘法 |
| a.^3 | a\*\*3 | power(a,3) | 逐元素立方 |
| a(:,find(v>0.5)) | a[:,nonzero(v>0.5)[0]] | a[:,nonzero(v.A>0.5)[0]] | 找出行向量 v>0.5 对应的 a 中的列 |
| a(:,find(v>0.5)) | a[:,v.T>0.5] | a[:,v.T>0.5)] | 找出列向量 v>0.5 对应的 a 中的列 |
| a .\* (a>0.5) | a \* (a>0.5) | mat(a.A \* (a>0.5).A) | 将所有小于 0.5 的元素设为 0 |
| 1:10 | arange(1.,11.), r\_[1.:11.], r\_[1:10:10j] | mat(arange(1.,11.)), r\_[1.:11., 'r'] | 这里 1. 是为了将其转化为浮点数组 |
| 0:9 | arange(10.),r\_[:10.], r\_[:9:10j] | mat(arange(10.)), r\_[:10., 'r'] |  |
| [1:10]' | arange(1.,11.)[:,newaxis] | r\_[1.:11.,'c'] | 列向量 |
| zeros, ones, eye, diag, linspace | zeros, ones, eye, diag, linspace | mat(...) |  |
| rand(3,4) | random. rand(3,4) | mat(...) | 0~1 随机数 |
| [x,y]=meshgrid(0:8,0:5) | mgrid[0:9.,0:6.], meshgrid(r\_[0:9.],r\_[0:6.]) | mat(...) | 网格 |
|  | ogrid[0:9.,0:6.], ix\_(r\_[0:9.],r\_[0:6.]) | mat() | 建议在 Numpy 中使用 |
| [x,y]=meshgrid([1,2,4],[2,4,5]) | meshgrid([1,2,4],[2,4,5]) | mat(...) |  |
|  | ix\_([1,2,4],[2,4,5]) | mat(...) |  |
| repmat(a, m, n) | tile(a, (m,n)) | mat(...) | 产生 m x n 个 a |
| [a b] | c\_[a,b] | concatenate((a,b),1) | 列对齐连接 |
| [a; b] | r\_[a,b] | concatenate((a,b)) | 行对齐连接 |
| norm(v) | sqrt(dot(v,v)), linalg.norm(v) | sqrt(dot(v.A,v.A)), linalg.norm(v) | 模 |
| [Q,R,P]=qr(a,0) | Q,R = scipy.linalg.qr(a) | mat(...) | QR 分解 |
| [L,U,P]=lu(a) | L,U = Sci.linalg.lu(a) | mat(...) | LU 分解 |
| fft(a) | fft(a) | mat(...) | FFT |
| ifft(a) | ifft(a) | mat(...) | IFFT |
| sort(a) | sort(a),a.sort | mat(...) | 排序 |

参考：<http://wiki.scipy.org/NumPy_for_Matlab_Users#whichNotes>