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# Bayesian Generalised Linear Models (GLMs) for ecosystem stability

# 1 Introduction

This R markdown tutorial describes the code used to carry out the analysis for the paper “Disentangling climate and disturbance legacy effects on savanna stability”.

The objectives of this analysis are:

* Quantify savanna resistance and resilience to drought using remote sensing
* Determine the ecosystem characteristics, climate legacy, and local disturbance pressures that affect savanna drought resistance and resilience using Bayesian Generalised Linear Models (GLMs)

# 2 Packages

We begin by taking care of the packages we need for this session. This piece of code first creates a list containing the required packages and then runs them through a for-loop to check if they are installed or not. If a package is not installed yet, it will be installed with the install.packages() function. Afterwards, all the required packages are loaded with the library() function.

# Create a list with the required packages  
requiredPackages <- c("raster", "rgdal", "rts", "terra", "spdep", "brms", "ggplot2", "matrixStats", "dplyr", "tidyr", "car", "tidybayes", "effects")  
  
# Check if required packages are installed; if a package is not installed, install it; then load the packages  
for (package in requiredPackages) {  
 if (!require(package, character.only=TRUE)) {  
 install.packages(package)  
 }  
 library(package, character.only=TRUE)  
}

## Loading required package: raster

## Loading required package: sp

## Loading required package: rgdal

## Please note that rgdal will be retired during 2023,  
## plan transition to sf/stars/terra functions using GDAL and PROJ  
## at your earliest convenience.  
## See https://r-spatial.org/r/2022/04/12/evolution.html and https://github.com/r-spatial/evolution  
## rgdal: version: 1.6-5, (SVN revision 1199)  
## Geospatial Data Abstraction Library extensions to R successfully loaded  
## Loaded GDAL runtime: GDAL 3.5.2, released 2022/09/02  
## Path to GDAL shared files: C:/Users/u0142455/AppData/Local/R/win-library/4.2/rgdal/gdal  
## GDAL binary built with GEOS: TRUE   
## Loaded PROJ runtime: Rel. 8.2.1, January 1st, 2022, [PJ\_VERSION: 821]  
## Path to PROJ shared files: C:/Users/u0142455/AppData/Local/R/win-library/4.2/rgdal/proj  
## PROJ CDN enabled: FALSE  
## Linking to sp version:1.6-0  
## To mute warnings of possible GDAL/OSR exportToProj4() degradation,  
## use options("rgdal\_show\_exportToProj4\_warnings"="none") before loading sp or rgdal.

## Loading required package: rts

## Loading required package: terra

## terra 1.7.18

##   
## Attaching package: 'terra'

## The following object is masked from 'package:rgdal':  
##   
## project

## Loading required package: xts

## Loading required package: zoo

##   
## Attaching package: 'zoo'

## The following object is masked from 'package:terra':  
##   
## time<-

## The following objects are masked from 'package:base':  
##   
## as.Date, as.Date.numeric

##   
## ################################### WARNING ###################################  
## # We noticed you have dplyr installed. The dplyr lag() function breaks how #  
## # base R's lag() function is supposed to work, which breaks lag(my\_xts). #  
## # #  
## # If you call library(dplyr) later in this session, then calls to lag(my\_xts) #  
## # that you enter or source() into this session won't work correctly. #  
## # #  
## # All package code is unaffected because it is protected by the R namespace #  
## # mechanism. #  
## # #  
## # Set `options(xts.warn\_dplyr\_breaks\_lag = FALSE)` to suppress this warning. #  
## # #  
## # You can use stats::lag() to make sure you're not using dplyr::lag(), or you #  
## # can add conflictRules('dplyr', exclude = 'lag') to your .Rprofile to stop #  
## # dplyr from breaking base R's lag() function. #  
## ################################### WARNING ###################################

## rts 1.1-14 (2023-10-01)

## Loading required package: spdep

## Loading required package: spData

## To access larger datasets in this package, install the spDataLarge  
## package with: `install.packages('spDataLarge',  
## repos='https://nowosad.github.io/drat/', type='source')`

## Loading required package: sf

## Linking to GEOS 3.9.3, GDAL 3.5.2, PROJ 8.2.1; sf\_use\_s2() is TRUE

## Loading required package: brms

## Loading required package: Rcpp

## Loading 'brms' package (version 2.20.4). Useful instructions  
## can be found by typing help('brms'). A more detailed introduction  
## to the package is available through vignette('brms\_overview').

##   
## Attaching package: 'brms'

## The following object is masked from 'package:terra':  
##   
## autocor

## The following object is masked from 'package:stats':  
##   
## ar

## Loading required package: ggplot2

## Loading required package: matrixStats

## Loading required package: dplyr

##   
## Attaching package: 'dplyr'

## The following object is masked from 'package:matrixStats':  
##   
## count

## The following objects are masked from 'package:xts':  
##   
## first, last

## The following objects are masked from 'package:terra':  
##   
## intersect, union

## The following objects are masked from 'package:raster':  
##   
## intersect, select, union

## The following objects are masked from 'package:stats':  
##   
## filter, lag

## The following objects are masked from 'package:base':  
##   
## intersect, setdiff, setequal, union

## Loading required package: tidyr

##   
## Attaching package: 'tidyr'

## The following object is masked from 'package:terra':  
##   
## extract

## The following object is masked from 'package:raster':  
##   
## extract

## Loading required package: car

## Loading required package: carData

##   
## Attaching package: 'car'

## The following object is masked from 'package:dplyr':  
##   
## recode

## Loading required package: tidybayes

##   
## Attaching package: 'tidybayes'

## The following objects are masked from 'package:brms':  
##   
## dstudent\_t, pstudent\_t, qstudent\_t, rstudent\_t

## Loading required package: effects

## lattice theme set by effectsTheme()  
## See ?effectsTheme for details.

# 3 Settings

Next, we make sure that we are able to import the provided data easily. Modify wd to provide the correct path to your main working directory.

## 3.1 Response metrics

The NDVI time series data for calculating resistance and resilience is loaded from wd.ndvi, while the intermediary response metric results are saved to wd.response.

## 3.2 Bayesian GLMs

The ecosystem characteristics, climate legacy and disturbance legacy input files are loaded from wd.eco, wd.dist and wd.climate respectively. Finally, save our results in wd.results.

getwd()

## [1] "C:/Users/u0142455/Documents/PhD/Processing/ch2"

wd\_ndvi <- 'C:/Users/u0142455/OneDrive - KU Leuven/PhD/Processing/ch2/data/modis/mod13/VI\_Monthly\_1Km\_v6/NDVI'  
wd\_response <- './data/response\_metrics'  
wd\_eco <- './data/ecosys\_char'  
wd\_dist <- './data/disturbance'  
wd\_climate <- './data/climate'  
  
wd\_results <- './data/results'  
  
# Load your study area shapefile  
knp <- shapefile('./data/aoi/knp.shp')

# 4 Load data

## 4.1 Response metrics

In this analysis, we use [MODIS](https://lpdaac.usgs.gov/data/get-started-data/collection-overview/missions/modis-overview/) imagery, specifically the [MOD13A3](https://lpdaac.usgs.gov/products/mod13a3v061/) product. The MOD13A3 product provides monthly composites for two Vegetation Indices (VIs) at a spatial resolution of 1 km x 1 km. The first is the Normalized Difference Vegetation Index (NDVI) and the second one is the Enhanced Vegetation Index (EVI), which has improved sensitivity over high biomass regions. We will use NDVI time series data in this session.

We load the monthly NDVI time series data from 2000 to 2022 as a Raster Stack.

# Load files NDVI raster stack  
ndvi\_files <- list.files(path = wd\_ndvi, pattern="\*.tif", full.names=TRUE, recursive=FALSE)  
ndvi\_stack <- stack(ndvi\_files)  
  
modis\_crs <- crs(ndvi\_stack)  
knp\_prj <- spTransform(knp, modis\_crs)  
ndvi\_crop <- crop(ndvi\_stack, knp\_prj)  
  
ndvi\_scaled <- stack(ndvi\_crop \* 0.0001) # apply scale factor

## 4.2 Bayesian GLMs

A wide range of data sources were used as input for the explanatory variables fo the Bayesian GLMs, representing underlying ecosystem characteristics, climate legacy and disturbance legacy. Load in the respective datasets and subset the legacy data to select relevant years to match the corresponding response variables, i.e. 2000 - 2015 for the resistance/resilience and 1986 - 2015 for the woody cover change data.

# scaling factors required for SoilGrids datasets  
carbon\_factor <- 10   
sand\_factor <- 10  
clay\_factor <- 10  
  
# Ecosystem characteristics  
soil\_carbon <- raster(file.path(wd\_eco, "soil/SoilGrids/soilCarbon\_250m\_KNP\_utm.tif")) / carbon\_factor  
soil\_sand <- raster(file.path(wd\_eco, "soil/SoilGrids/soilSand\_250m\_KNP\_utm.tif")) / sand\_factor  
soil\_clay <- raster(file.path(wd\_eco, "soil/SoilGrids/soilClay\_250m\_KNP\_utm.tif")) / clay\_factor  
geology <- shapefile(file.path(wd\_eco, "soil/basalt\_granite.shp"))  
elev <- raster(file.path(wd\_eco, "terrain/elev\_knp\_utm.tif"))  
slope <- raster(file.path(wd\_eco, "terrain/slope\_knp\_utm.tif"))  
twi <- raster(file.path(wd\_eco, "terrain/twi\_knp\_utm.tif"))  
woodyCov <- raster(file.path(wd\_eco,"woody\_cov/woodyCover\_Venter2017.tif"))  
  
# Climate legacy  
# 1981 - 2015  
drought <- stack(file.path(wd\_climate, "spi/spi12\_drought\_sev\_stack.tif"))   
drought\_sum\_2015 <- abs(sum(drought[[20:34]])) # 2000- 2015: resistance/resilience)  
drought\_sum\_full <- abs(sum(drought[[6:35]])) # 1986 - 2015: woody cover change  
  
wetness <- stack(file.path(wd\_climate, "spi/spi12\_wetness\_sev\_stack.tif"))  
wetness\_sum\_2015 <- abs(sum(wetness[[20:35]])) # 2000- 2015: resistance/resilience  
wetness\_sum\_full <- abs(sum(wetness[[6:35]])) # 1986 - 2015: woody cover change  
  
# Disturbance legacy  
elephant <- raster(file.path(wd\_dist, "elephants/elephant\_impact\_heatmap.tif")) / 100  
fire\_freq\_files <- list.files(path=paste0(wd\_dist,"/fire/output/fire\_freq"),pattern="\*.tif", full.names=TRUE, recursive=FALSE)   
fire\_freq <- stack(fire\_freq\_files)  
fire\_freq\_sum\_2015 <- sum(fire\_freq[[58:73]]) # 2000- 2015: resistance/resilience  
fire\_freq\_sum\_full <- sum(fire\_freq[[44:73]]) # 1986 - 2015: woody cover change

# 5 Response metrics

This section focuses on quantifying resistance and resilience to drought using an NDVI time series.

## 5.1 Resistance

Resistance is related to how well an ecosystem can withstand a disturbance event, i.e., how low is the magnitude of change in the NDVI time series due to a disturbance event (Lloret et al., 2007). Higher values indicate a more severe impact on the ecosystem, thus lower resistance (De Keersmaecker et al., 2014). Resistance is calculated from the NDVI anomaly time series, which is generated by removing the seasonal component, i.e., the long-term mean NDVI for a particular month of the year. The seasonal component incorporates phenological variation through time, which could potentially mask signals of stability (De Keersmaecker et al., 2015). The NDVI anomaly is calculated from a time series with observations from time to as follows:

where

where  is the seasonal component and  is the mean NDVI for all dates , across the entire time period (2000 – 2022), falling within month . Resistance to the 2015/2016 drought was subsequently calculated according to Lloret et al. (2007), which is bounded between 0 and 1:

Resistance is normalised using the seasonal component to account for variations in biomass. To ease interpretation, the value was also inverted so that higher absolute values correspond to a more resistant and stable ecosystem. A single resistance value per pixel location was then obtained by computing the minimum absolute  value for the growing season of the 2015/2016 drought, namely October 2015 to March 2016.

## 5.2 Resilience

Resilience is defined as the rate of return of a system to its equilibrium state after a perturbation (Pimm, 1984). The temporal relationship between observations serves as a resilience metric and can be quantified by the temporal autocorrelation at lag-1 (), where higher  values indicate more similar subsequent anomalies, and thus, a slower return to equilibrium. Therefore, resilience can be expressed as (Dakos et al., 2012) and is bounded between 0 and 1:

where the anomaly time series is given by . Ecosystems with low resilience exhibit a slower return to equilibrium, whereas those with high resilience recover more quickly (De Keersmaecker et al., 2014). A single resilience value per pixel location was then obtained by computing the value for the three years following the drought.

# Set the disturbance period start and end. In this case, the drought occurred in the growing season of the 2015/2016 i.e. Oct 2015 - March 2016  
disturbance\_time <- c(2015,10)  
disturbance\_end\_time <- c(2016,3)  
xresponse <- function(data,thrs) {  
 r<-data  
 m<-na.approx(as.matrix(r))  
 resistance=c()  
 resilience=c()  
 variance=c()  
 for (x in 1:ncell(r)){  
   
 if(sum(is.na(m[x,]))<thrs){   
 pix=c()  
 for (i in 1:nlayers(r)){  
 pix[i]<-as.vector(m[x,i])  
 }  
 pix\_full <- append(NA,pix) # MODIS is missing the month of January 2000, add in as NA value  
 ndvi\_ts <- ts(pix\_full, start=c(2000,1), end=c(2022, 12), frequency=12)  
 pix\_m <- matrix(pix\_full[1:120], 10, byrow = TRUE) # create matrix, ordered according to the number of years   
 means <- colMeans(pix\_m, na.rm=TRUE) # calculate the mean of every time step i.e. month  
 sd <- colSds(pix\_m, na.rm=TRUE)  
 seasonality <- rep(means, 23) # duplicate for all years to get the seasonality  
   
 ## Anomaly  
 anomaly <- pix\_full - seasonality  
 anomaly\_ts <- ts(anomaly, start=c(2000,1), end=c(2022, 12), frequency=12)  
 anomaly\_norm <- anomaly / seasonality # normalised anomaly  
 anomaly\_norm\_ts <- ts(anomaly\_norm, start=c(2000,1), end=c(2022, 12), frequency=12)  
   
 # Resistance  
 # extract the NDVI naomaly time series for the disturbance period  
 disturbance\_data <- window(anomaly\_norm\_ts, start = disturbance\_time, end = disturbance\_end\_time)  
   
 # minimum NDVI anomly value within the disutrbance period  
 resist <- abs(min(disturbance\_data))   
 # date of minimum value, to calculate resilience from  
 year <- floor(time(disturbance\_data)[which.max(disturbance\_data)])  
 month <- (time(disturbance\_data)[which.min(disturbance\_data)] %% 1)\*12  
   
 if (resist < 0 || resist > 1) {  
 resistance[x] <- NA  
 } else {  
 resistance[x] <- 1 - resist  
 }  
   
 # Resilience  
 # extract NDVI anomaly post-disturbance for x years  
 recovery\_years <- 3  
 post\_disturbance\_data <- window(anomaly\_ts, start = c(as.numeric(year),as.numeric(month)+1), end = c(as.numeric(year) + recovery\_years , as.numeric(month)+1))  
   
 #acf\_post <- mean(window(acf, start = disturbance\_end\_time, end = recovery\_end\_time))  
 # calculate autocorrelation at lag-1  
 autocorrelation\_lag1 <- (acf(post\_disturbance\_data, lag.max = 1, plot = FALSE)$acf[2])  
 if (autocorrelation\_lag1 < 0) {  
 resilience[x] <- NA  
 } else {  
 resilience[x] <- 1 - autocorrelation\_lag1  
 }  
   
   
 # Variance (pre-drought)  
 anomaly\_pre <- window(anomaly\_ts, end = disturbance\_time)  
 variance[x] <- sd(as.numeric(anomaly\_pre), na.rm=TRUE)   
   
 } else {  
 resistance[x] <- NA  
 resilience[x] <- NA  
 variance[x] <- NA  
 }  
 }  
 results<-list(resistance, resilience, variance, time)  
 names(results)<-c("resistance","resilence","variance", "time")  
   
 resist\_raster<-raster(extent(r),nrow=nrow(r),ncol=ncol(r),crs=proj4string(r))  
 values(resist\_raster)<-results[[1]]  
   
 resil\_raster<-raster(extent(r),nrow=nrow(r),ncol=ncol(r),crs=proj4string(r))  
 values(resil\_raster)<-results[[2]]  
   
 var\_raster<-raster(extent(r),nrow=nrow(r),ncol=ncol(r),crs=proj4string(r))  
 values(var\_raster)<-results[[3]]  
   
 output<-list(resist\_raster,resil\_raster,var\_raster)  
 return(output)  
   
}  
  
response\_r <- xresponse(data=ndvi\_scaled, thrs=12)  
resistance <- response\_r[[1]]  
resilience <- response\_r[[2]]  
plot(mask(resistance, knp\_prj)) # resistance
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plot(mask(resilience, knp\_prj)) # resilience

![](data:image/png;base64,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)

#writeRaster(response\_r[[1]], file.path(wd\_response, "resistance.tif"), format = "GTiff", overwrite = TRUE)  
#writeRaster((response\_r[[2]]), file.path(wd\_response, "resilience.tif"), format = "GTiff", overwrite = TRUE)  
#writeRaster(response\_r[[3]], file.path(wd\_response, "variance.tif"), format = "GTiff", overwrite = TRUE)

# 6 Bayesian GLMs

## 6.1 Pre-processing and set-up

Perform some pre-processing steps, including projecting all datasets to the same resolution and coordinate reference system and cropping to the same extent. These steps are unnecessary if your datasets already align in terms of coordinate reference system, spatial resolution and extent.

knp <- shapefile("./data/aoi/knp\_reproj.shp")  
  
# Project everything to CHIRPS spatial resolution, local crs  
chirps\_crs <- crs(drought\_sum\_2015)  
utm\_crs <- crs(fire\_freq)  
  
# Load saved response layers if necessary  
resistance <- raster(file.path(wd\_response,"new/resistance.tif"))  
resilience <- raster(file.path(wd\_response,"new/resilience.tif"))  
  
# Use one layer as the base layer  
resistance\_rp <- mask(projectRaster(resistance, res=c(1000,1000), crs=utm\_crs, method="bilinear"), knp)  
base\_r <- resistance\_rp  
  
# Reproject and crop all layers to the same crs and extent  
resilience\_rp <- mask(projectRaster(resilience, base\_r, method="bilinear"), knp)  
  
fire\_freq\_2015\_rp <- round(mask(projectRaster(fire\_freq\_sum\_2015, base\_r, method="bilinear"), knp))  
fire\_freq\_full\_rp <- round(mask(projectRaster(fire\_freq\_sum\_full, base\_r, method="bilinear"), knp))  
elephant\_rp <- mask(projectRaster(elephant, base\_r, method="bilinear"), knp)  
  
drought\_2015\_rp <- mask(projectRaster(drought\_sum\_2015, base\_r, method="bilinear"), knp)  
drought\_full\_rp <- mask(projectRaster(drought\_sum\_full, base\_r, method="bilinear"), knp)  
wetness\_2015\_rp <- mask(projectRaster(wetness\_sum\_2015, base\_r, method="bilinear"), knp)  
wetness\_full\_rp <- mask(projectRaster(wetness\_sum\_full, base\_r, method="bilinear"), knp)  
  
elev\_rp <- mask(projectRaster(elev, base\_r, method="bilinear"), knp)  
slope\_rp <- mask(projectRaster(slope, base\_r, method="bilinear"), knp)  
twi\_rp <- mask(projectRaster(twi, base\_r, method="bilinear"), knp)  
soil\_sand\_rp <- mask(projectRaster(soil\_sand, base\_r, method="bilinear"), knp)  
soil\_carbon\_rp <- mask(projectRaster(soil\_carbon, base\_r, method="bilinear"), knp)  
soil\_clay\_rp <- mask(projectRaster(soil\_clay, base\_r, method="bilinear"), knp)  
woodyCov\_rp <- mask(projectRaster(woodyCov, base\_r, method="bilinear"), knp)  
  
geology\_rp <- mask(rasterize(as(geology, "SpatVector"), rast(base\_r), field="GEOLOGY"), vect(knp))  
  
# Set up list of rasters and corresponding names  
r\_names <- c("resist" , "resil",  
 "elev", "slope", "twi", "soilSand", "soilClay", "soilCarbon",  
 "woodyCov", "geology", "fireFreq2015", "fireFreqFull", "elephant",  
 "drought2015","droughtFull", "wetness2015", "wetnessFull")  
  
r\_list <- c(rast(resistance\_rp), rast(resilience\_rp),  
 rast(elev\_rp), rast(slope\_rp), rast(twi\_rp), rast(soil\_sand\_rp),  
 rast(soil\_clay\_rp), rast(soil\_carbon\_rp), rast(woodyCov\_rp),   
 geology\_rp, rast(fire\_freq\_2015\_rp), rast(fire\_freq\_full\_rp),   
 rast(elephant\_rp), rast(drought\_2015\_rp), rast(drought\_full\_rp),   
 rast(wetness\_2015\_rp), rast(wetness\_full\_rp))  
  
names(r\_list) <- r\_names  
  
# Stack rasters  
model\_stack <- r\_list  
  
# Mask out rivers and areas within a 750m buffer  
rivers <- mtq <- st\_read("./data/rivers/buffer\_rivers\_750m.shp") %>%   
 dplyr::summarise()

## Reading layer `buffer\_rivers\_750m' from data source   
## `C:\Users\u0142455\Documents\PhD\Processing\ch2\data\rivers\buffer\_rivers\_750m.shp'   
## using driver `ESRI Shapefile'  
## Simple feature collection with 1 feature and 3 fields  
## Geometry type: MULTIPOLYGON  
## Dimension: XY  
## Bounding box: xmin: 286542.5 ymin: 7213285 xmax: 403314.8 ymax: 7470133  
## Projected CRS: WGS 84 / UTM zone 36S

mask <- st\_bbox(model\_stack) %>% # take extent of your raster  
 st\_as\_sfc() %>% # make it a sf object  
 st\_set\_crs(st\_crs(mtq)) %>% # in CRS of your polygon   
 st\_difference(mtq) %>% # intersect with the polygon object  
 st\_as\_sf() # interpret as sf (and not sfc) object  
  
model\_stack\_masked <- model\_stack %>%   
 mask(mask)  
  
# Create model data frame  
model\_df <- as.data.frame(model\_stack\_masked,xy=TRUE)  
  
# Create a copy of your original dataframe for further processing  
model\_df2 <- cbind(ID = 1:nrow(model\_df), model\_df)  
model\_df2 <- na.omit(model\_df2)  
  
# scale and center all numerical explanatory variables  
model\_df2[,6:20] <- model\_df2[,6:20] %>% mutate(across(where(is.numeric), scale))

## 6.2 Multicolilnearity analysis

First create the functions for calculating the variance inflation factor (VIF), as adapted from Zuur et al. (2010). Run this code block to generate the necessary functions.

# Functions for calculating VIF, as adapted from Zuur et al. (2010)  
  
panel.cor <- function(x, y, digits=1, prefix="", cex.cor)  
{  
 usr <- par("usr"); on.exit(par(usr))  
 par(usr = c(0, 1, 0, 1))  
 r1=cor(x,y,use="pairwise.complete.obs")  
 r <- abs(cor(x, y,use="pairwise.complete.obs"))  
   
 txt <- format(c(r1, 0.123456789), digits=digits)[1]  
 txt <- paste(prefix, txt, sep="")  
 if(missing(cex.cor)) cex <- 0.9/strwidth(txt)  
 text(0.5, 0.5, txt, cex = cex \* r)  
}  
  
panel.smooth2=function (x, y, col = par("col"), bg = NA, pch = par("pch"),  
 cex = 1, col.smooth = "red", span = 2/3, iter = 3, ...)  
{  
 points(x, y, pch = pch, col = col, bg = bg, cex = cex)  
 ok <- is.finite(x) & is.finite(y)  
 if (any(ok))  
 lines(stats::lowess(x[ok], y[ok], f = span, iter = iter),  
 col = 1, ...)  
}  
  
  
panel.lines2=function (x, y, col = par("col"), bg = NA, pch = par("pch"),  
 cex = 1, ...)  
{  
 points(x, y, pch = pch, col = col, bg = bg, cex = cex)  
 ok <- is.finite(x) & is.finite(y)  
 if (any(ok)){  
 tmp=lm(y[ok]~x[ok])  
 abline(tmp)}  
   
}  
  
  
  
  
panel.hist <- function(x, ...)  
{  
 usr <- par("usr"); on.exit(par(usr))  
 par(usr = c(usr[1:2], 0, 1.5) )  
 h <- hist(x, plot = FALSE)  
 breaks <- h$breaks; nB <- length(breaks)  
 y <- h$counts; y <- y/max(y)  
 rect(breaks[-nB], 0, breaks[-1], y, col="white", ...)  
}  
  
  
  
#VIF  
myvif <- function(mod) {  
 v <- vcov(mod)  
 assign <- attributes(model.matrix(mod))$assign  
 if (names(coefficients(mod)[1]) == "(Intercept)") {  
 v <- v[-1, -1]  
 assign <- assign[-1]  
 } else warning("No intercept: vifs may not be sensible.")  
 terms <- labels(terms(mod))  
 n.terms <- length(terms)  
 if (n.terms < 2) stop("The model contains fewer than 2 terms")  
 if (length(assign) > dim(v)[1] ) {  
 diag(tmp\_cor)<-0  
 if (any(tmp\_cor==1.0)){  
 return("Sample size is too small, 100% collinearity is present")  
 } else {  
 return("Sample size is too small")  
 }  
 }  
 R <- cov2cor(v)  
 detR <- det(R)  
 result <- matrix(0, n.terms, 3)  
 rownames(result) <- terms  
 colnames(result) <- c("GVIF", "Df", "GVIF^(1/2Df)")  
 for (term in 1:n.terms) {  
 subs <- which(assign == term)  
 result[term, 1] <- det(as.matrix(R[subs, subs])) \* det(as.matrix(R[-subs, -subs])) / detR  
 result[term, 2] <- length(subs)  
 }  
 if (all(result[, 2] == 1)) {  
 result <- data.frame(GVIF=result[, 1])  
 } else {  
 result[, 3] <- result[, 1]^(1/(2 \* result[, 2]))  
 }  
 invisible(result)  
}  
  
corvif <- function(dataz) {  
 dataz <- as.data.frame(dataz)  
 #correlation part  
 cat("Correlations of the variables\n\n")  
 tmp\_cor <- cor(dataz,use="complete.obs")  
 print(tmp\_cor)  
   
 #vif part  
 form <- formula(paste("fooy ~ ",paste(strsplit(names(dataz)," "),collapse=" + ")))  
 dataz <- data.frame(fooy=1,dataz)  
 lm\_mod <- lm(form,dataz)  
   
 cat("\n\nVariance inflation factors\n\n")  
 print(myvif(lm\_mod))  
}  
  
myvif <- function(mod) {  
 v <- vcov(mod)  
 assign <- attributes(model.matrix(mod))$assign  
 if (names(coefficients(mod)[1]) == "(Intercept)") {  
 v <- v[-1, -1]  
 assign <- assign[-1]  
 } else warning("No intercept: vifs may not be sensible.")  
 terms <- labels(terms(mod))  
 n.terms <- length(terms)  
 if (n.terms < 2) stop("The model contains fewer than 2 terms")  
 if (length(assign) > dim(v)[1] ) {  
 diag(tmp\_cor)<-0  
 if (any(tmp\_cor==1.0)){  
 return("Sample size is too small, 100% collinearity is present")  
 } else {  
 return("Sample size is too small")  
 }  
 }  
 R <- cov2cor(v)  
 detR <- det(R)  
 result <- matrix(0, n.terms, 3)  
 rownames(result) <- terms  
 colnames(result) <- c("GVIF", "Df", "GVIF^(1/2Df)")  
 for (term in 1:n.terms) {  
 subs <- which(assign == term)  
 result[term, 1] <- det(as.matrix(R[subs, subs])) \* det(as.matrix(R[-subs, -subs])) / detR  
 result[term, 2] <- length(subs)  
 }  
 if (all(result[, 2] == 1)) {  
 result <- data.frame(GVIF=result[, 1])  
 } else {  
 result[, 3] <- result[, 1]^(1/(2 \* result[, 2]))  
 }  
 invisible(result)  
}  
  
  
  
corvif <- function(dataz) {  
 dataz <- as.data.frame(dataz)  
 #correlation part  
 cat("Correlations of the variables\n\n")  
 tmp\_cor <- cor(dataz,use="complete.obs")  
 print(tmp\_cor)  
   
 #vif part  
 form <- formula(paste("fooy ~ ",paste(strsplit(names(dataz)," "),collapse=" + ")))  
 dataz <- data.frame(fooy=1,dataz)  
 lm\_mod <- lm(form,dataz)  
   
 cat("\n\nVariance inflation factors\n\n")  
 print(myvif(lm\_mod))  
}

Next iteratively compute the VIF, removing the variable with the highest VIF, until all explanatory variables have a VIF < 3. Only four iterations were necessary, leading to the exclusion of elevation, soil carbon and soil pH.

# Select covariates  
Z <- model\_df2[,c("slope", "soilSand", "soilClay", "soilCarbon", "woodyCov",   
 "fireFreq2015", "elephant",  
 "drought2015", "wetness2015")]  
  
corvif(Z)

## Correlations of the variables  
##   
## slope soilSand soilClay soilCarbon woodyCov  
## slope 1.00000000 -0.037058915 -0.16351246 0.30785746 0.221160264  
## soilSand -0.03705892 1.000000000 -0.11909863 -0.27209154 -0.002465057  
## soilClay -0.16351246 -0.119098629 1.00000000 0.07959811 -0.655963202  
## soilCarbon 0.30785746 -0.272091535 0.07959811 1.00000000 0.038815782  
## woodyCov 0.22116026 -0.002465057 -0.65596320 0.03881578 1.000000000  
## fireFreq2015 0.06083911 -0.195201953 0.19830338 0.42551886 -0.275247350  
## elephant -0.03740018 -0.361448556 -0.24923350 0.01281165 0.158995582  
## drought2015 -0.22046784 0.484557421 0.20766101 -0.19041754 -0.164327457  
## wetness2015 0.14916804 -0.252738857 -0.18105262 0.34482421 0.242919092  
## fireFreq2015 elephant drought2015 wetness2015  
## slope 0.06083911 -0.03740018 -0.22046784 0.14916804  
## soilSand -0.19520195 -0.36144856 0.48455742 -0.25273886  
## soilClay 0.19830338 -0.24923350 0.20766101 -0.18105262  
## soilCarbon 0.42551886 0.01281165 -0.19041754 0.34482421  
## woodyCov -0.27524735 0.15899558 -0.16432746 0.24291909  
## fireFreq2015 1.00000000 -0.02685100 -0.08309926 0.33011003  
## elephant -0.02685100 1.00000000 -0.35562116 -0.05320892  
## drought2015 -0.08309926 -0.35562116 1.00000000 -0.25589517  
## wetness2015 0.33011003 -0.05320892 -0.25589517 1.00000000  
##   
##   
## Variance inflation factors  
##   
## GVIF  
## slope 1.227145  
## soilSand 1.697425  
## soilClay 2.103233  
## soilCarbon 1.496455  
## woodyCov 2.070993  
## fireFreq2015 1.526208  
## elephant 1.426717  
## drought2015 1.568682  
## wetness2015 1.498845

## 6.3 Build Bayesian GLMs

Each of the response metrics served as an independent response variable in three distinct stability models. We employed Bayesian Generalised Linear Models (GLMs), a statistical approach that accommodates complex data structures and varying levels of uncertainty, to investigate the relationship between our response metrics and various environmental, climatic, and disturbance predictors. Resistance and resilience were modelled using a Beta distribution with a logit link function to accommodate its bounded nature between 0 and 1. The woody cover change response variable was modelled using a Gaussian distribution, reflecting the continuous nature of the change in woody vegetation over time. The Bayesian GLMs were developed and implemented using the *brms* package.

Note: on a 4 core CPU with 64GB RAM, each model takes ~18 minutes.

# sample 70% proportion of the full model matrix  
set.seed(2024)  
split <- rsample::initial\_split(model\_df2, prop = 0.7, strata = geology)  
train\_df <- rsample::training(split)

# Resistance model  
start\_time <- Sys.time()  
resist\_formula <- resist ~ slope + soilSand\*geology + soilClay\*geology + soilCarbon\*geology + soilClay\*woodyCov + woodyCov\*fireFreq2015 + woodyCov\*elephant + woodyCov\*drought2015 + woodyCov\*wetness2015  
resist\_model <- brm(formula = resist\_formula,   
 data = train\_df,  
 family=Beta(link="logit"),  
 warmup = 1500,   
 iter = 2000,   
 chains = 4,   
 cores = 4,  
 save\_pars = save\_pars(all = TRUE))  
end\_time <- Sys.time()  
end\_time - start\_time  
saveRDS(resist\_model, file = file.path(wd\_results,"resist\_nosa\_inter.rda"))  
  
# Resilience model  
# note: we use fireFreq2015, drought2015 and wetness2015 as these match the   
# resistance/resilience temporal period i.e. 2000 - 2015  
resil\_formula <- resil ~ slope + soilSand\*geology + soilClay\*geology + soilCarbon\*geology + soilClay\*woodyCov + woodyCov\*fireFreq2015 + woodyCov\*elephant + woodyCov\*drought2015 + woodyCov\*wetness2015  
start\_time <- Sys.time()  
resil\_model <- brm(formula = resil\_formula,   
 family=Beta(link="logit"),  
 data = train\_df,  
 warmup = 1500,   
 iter = 2000,   
 chains = 4,   
 cores = 4,  
 seed = 123,  
 save\_pars = save\_pars(all = TRUE))  
end\_time <- Sys.time()  
end\_time - start\_time  
saveRDS(resil\_model, file = file.path(wd\_results,"resil\_nosa\_inter.rda"))

## 6.4 Check for spatial autocorrelation

Spatial autocorrelation is the term used to describe the presence of systematic spatial variation in a variable and positive spatial autocorrelation, which is most often encountered in practical situations, is the tendency for areas or sites that are close together to have similar values. We will check for the presence of spatial autocorrelation using the Moran’s I test. Spatial autocorrelation is present if the *p*-value is < 0.05. In our case, spatial autocorrelation is present thus we will account for it in section 6.5 using the residual autocovariate (RAC) approach.

resist\_model <- readRDS(file=file.path(wd\_results,"resist\_nosa\_inter.rda"))  
resil\_model <- readRDS(file=file.path(wd\_results,"resil\_nosa\_inter.rda"))  
  
# extract a neighbourhood matrix from your model data x and y coordinates  
xy\_df <- distinct(as.data.frame(cbind(train\_df$ID, train\_df$x, train\_df$y)))  
names(xy\_df) <- c("ID", "x", "y")  
coordinates(xy\_df) <- ~ x + y  
knea <- knearneigh(coordinates(xy\_df), longlat = FALSE)  
W\_nb <- knn2nb(knea, sym=TRUE)  
W <- nb2mat(W\_nb, style="B", zero.policy=FALSE)  
rownames(W) <- unique(train\_df$ID)  
listW <- nb2listw(W\_nb, style="W")  
  
# extract the residulas from your Bayesian GLMs  
bres\_resist <- residuals(resist\_model, method = "posterior\_predict")[,"Estimate"]  
bres\_resil <- residuals(resil\_model, method = "posterior\_predict")[,"Estimate"]  
  
# test for spatial autocorrelation  
moran.test(bres\_resist, listW)

##   
## Moran I test under randomisation  
##   
## data: bres\_resist   
## weights: listW   
##   
## Moran I statistic standard deviate = 91.447, p-value < 2.2e-16  
## alternative hypothesis: greater  
## sample estimates:  
## Moran I statistic Expectation Variance   
## 8.427507e-01 -7.621951e-05 8.494489e-05

moran.test(bres\_resil, listW)

##   
## Moran I test under randomisation  
##   
## data: bres\_resil   
## weights: listW   
##   
## Moran I statistic standard deviate = 88.774, p-value < 2.2e-16  
## alternative hypothesis: greater  
## sample estimates:  
## Moran I statistic Expectation Variance   
## 8.180732e-01 -7.621951e-05 8.493551e-05

# all models test singificant for spatial autocorrelation

## 6.5 Check model fit and performance

Also check other performance metrics, i.e. the Bayes R-squared, leave-one-out-cross-validation information criterion (LOOIC) and the posterior predictive check plots.

# calculate Bayes R-sqaured  
bayes\_R2(resist\_model)

## Estimate Est.Error Q2.5 Q97.5  
## R2 0.5119801 0.004196373 0.5033262 0.5200442

bayes\_R2(resil\_model)

## Estimate Est.Error Q2.5 Q97.5  
## R2 0.3681858 0.005309173 0.3579572 0.3781208

# calculate LOOIC  
loo\_resist <- loo(resist\_model, save\_psis = TRUE)  
loo\_resist$estimates[3]

## [1] -32244.94

loo\_resil <- loo(resil\_model, save\_psis = TRUE, cores = 4)  
loo\_resil$estimates[3]

## [1] -34536.96

# Plot posterior predictive check plots  
pp\_resist <- pp\_check(resist\_model, ndraws = 100)  
pp\_resist + theme\_bw() +   
 labs(x = "Resistance") +  
 ylim(0,4.5)+  
 xlim(0.1,0.9)+  
 theme(panel.grid.major = element\_blank(), panel.grid.minor = element\_blank(), panel.background = element\_blank(), axis.line = element\_line(colour = "black")) +   
 theme(axis.title=element\_text(size=16)) +  
 theme(axis.text=element\_text(size=14)) +  
 theme(legend.text=element\_text(size=14))

## Warning: Removed 12 rows containing non-finite values (`stat\_density()`).
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pp\_resil <- pp\_check(resil\_model, ndraws = 100)  
pp\_resil + theme\_bw() +   
 labs(x = "Resilience") +  
 ylim(0,5.5)+  
 xlim(0.1,0.9)+  
 theme(panel.grid.major = element\_blank(), panel.grid.minor = element\_blank(), panel.background = element\_blank(), axis.line = element\_line(colour = "black")) +   
 theme(axis.title=element\_text(size=16)) +  
 theme(axis.text=element\_text(size=14)) +  
 theme(legend.text=element\_text(size=14))

## Warning: Removed 26 rows containing non-finite values (`stat\_density()`).
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## 6.6 Build Bayesian GLM RAC models

The RAC approach consists of fitting a base model, calculating an autocovariate based on the residuals of the base model of each location using a mean focal operation, updating the base model linear predictor to include the calculated autocovariate and refitting using the new RAC model.

# Resistance model  
# build RAC model   
xy <- cbind(train\_df$x, train\_df$y)  
ext(base\_r) # check extent of base raster  
# create blank raster based on extent of base raster  
rast <- raster(ncol=409, nrow = 247, ymn = 7148741.09694641, ymx = 7557741.09694641, xmn = 214375.07043509, xmx = 461375.07043509)   
res(rast) <- 1000 # set resolution  
xy\_residuals <- cbind(xy, residuals(resist\_model, method = "posterior\_predict")[,"Estimate"])  
rast[cellFromXY(rast, xy\_residuals)] <- xy\_residuals[,3]  
# calculate residuals autocovariate using focal operation  
focal\_rac\_rast <- focal(rast, w=matrix(1/9,nrow=3,ncol=3), fun = mean, na.rm = TRUE)  
plot(focal\_rac\_rast)  
focal\_rac\_vect <- terra::extract(rast(focal\_rac\_rast), vect(xy), xy=TRUE)  
names(focal\_rac\_vect) <- c("ID","RAC", "x", "y")  
train\_df$RACresist <- focal\_rac\_vect[,2]  
   
start\_time <- Sys.time()  
resist\_formula\_rac <- resist ~ slope + soilSand\*geology + soilClay\*geology + soilCarbon\*geology + soilClay\*woodyCov + woodyCov\*fireFreq2015 + woodyCov\*elephant + woodyCov\*drought2015 + woodyCov\*wetness2015 + RACresist  
resist\_model\_rac <- brm(formula = resist\_formula\_rac,   
 data = train\_df,  
 family = Beta(link="logit"),  
 warmup = 1500,   
 iter = 2000,   
 chains = 4,   
 cores = 4,  
 seed = 123,  
 save\_pars = save\_pars(all = TRUE))  
end\_time <- Sys.time()  
end\_time - start\_time  
saveRDS(resist\_model\_rac, file = file.path(wd\_results,"resist\_rac\_inter.rda"))  
  
# Resilience model  
# build RAC model   
xy <- cbind(train\_df$x, train\_df$y)  
ext(base\_r) # check extent of base raster  
# create blank raster based on extent of base raster  
rast <- raster(ncol=409, nrow = 247, ymn = 7148741.09694641, ymx = 7557741.09694641, xmn = 214375.07043509, xmx = 461375.07043509)   
res(rast) <- 1000 # set resolution  
xy\_residuals <- cbind(xy, residuals(resil\_model, method = "posterior\_predict")[,"Estimate"])  
rast[cellFromXY(rast, xy\_residuals)] <- xy\_residuals[,3]  
# calculate residuals autocovariate using focal operation  
focal\_rac\_rast <- focal(rast, w=matrix(1/9,nrow=3,ncol=3), fun = mean, na.rm = TRUE)  
plot(focal\_rac\_rast)  
focal\_rac\_vect <- terra::extract(rast(focal\_rac\_rast), vect(xy), xy=TRUE)  
names(focal\_rac\_vect) <- c("ID","RAC", "x", "y")  
train\_df$RACresil <- focal\_rac\_vect[,2]  
  
resil\_formula\_rac <- resil ~ slope + soilSand\*geology + soilClay\*geology + soilCarbon\*geology + soilClay\*woodyCov + woodyCov\*fireFreq2015 + woodyCov\*elephant + woodyCov\*drought2015 + woodyCov\*wetness2015 + RACresil  
start\_time <- Sys.time()  
resil\_model\_rac <- brm(formula = resil\_formula\_rac,   
 family=Beta(link="logit"),  
 data = train\_df,  
 warmup = 1500,   
 iter = 2000,   
 chains = 4,   
 cores= 4,  
 seed=123,  
 save\_pars = save\_pars(all = TRUE))  
end\_time <- Sys.time()  
end\_time - start\_time  
saveRDS(resil\_model\_rac, file = file.path(wd\_results,"resil\_rac\_inter.rda"))

## 6.7 Check final performance metrics

Test Moran’s I, Bayes R-squared, LOOIC and posterior predictive check plots of the new RAC models.

resist\_model\_rac <- readRDS(file=file.path(wd\_results,"resist\_rac\_inter.rda"))  
resil\_model\_rac <- readRDS(file=file.path(wd\_results,"resil\_rac\_inter.rda"))  
  
# extract the residulas from your Bayesian GLMs  
bres\_resist <- residuals(resist\_model\_rac, method = "posterior\_predict")[,"Estimate"]  
bres\_resil <- residuals(resil\_model\_rac, method = "posterior\_predict")[,"Estimate"]  
  
# test for spatial autocorrelation  
moran.test(bres\_resist, listW)

##   
## Moran I test under randomisation  
##   
## data: bres\_resist   
## weights: listW   
##   
## Moran I statistic standard deviate = 1.2714, p-value = 0.1018  
## alternative hypothesis: greater  
## sample estimates:  
## Moran I statistic Expectation Variance   
## 1.164066e-02 -7.621951e-05 8.492516e-05

moran.test(bres\_resil, listW)

##   
## Moran I test under randomisation  
##   
## data: bres\_resil   
## weights: listW   
##   
## Moran I statistic standard deviate = -2.2566, p-value = 0.988  
## alternative hypothesis: greater  
## sample estimates:  
## Moran I statistic Expectation Variance   
## -2.087261e-02 -7.621951e-05 8.493165e-05

# all models test insignificant for spatial autocorrelation  
  
# calculate Bayes R-sqaured  
bayes\_R2(resist\_model\_rac)

## Estimate Est.Error Q2.5 Q97.5  
## R2 0.9534282 0.0001649858 0.9530976 0.9537368

bayes\_R2(resil\_model\_rac)

## Estimate Est.Error Q2.5 Q97.5  
## R2 0.9193241 0.0003749372 0.9185772 0.9200165

# calculate LOOIC  
loo\_resist <- loo(resist\_model\_rac, save\_psis = TRUE)  
loo\_resist$estimates[3]

## [1] -62837.47

loo\_resil <- loo(resil\_model\_rac, save\_psis = TRUE, cores = 4)  
loo\_resil$estimates[3]

## [1] -61553.07

# Plot posterior predictive check plots  
pp\_resist <- pp\_check(resist\_model\_rac, ndraws = 100)  
pp\_resist + theme\_bw() +   
 labs(x = "Resistance") +  
 ylim(0,4.5)+  
 xlim(0.1,0.9)+  
 theme(panel.grid.major = element\_blank(), panel.grid.minor = element\_blank(), panel.background = element\_blank(), axis.line = element\_line(colour = "black")) +   
 theme(axis.title=element\_text(size=16)) +  
 theme(axis.text=element\_text(size=14)) +  
 theme(legend.text=element\_text(size=14))
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pp\_resil <- pp\_check(resil\_model\_rac, ndraws = 100)  
pp\_resil + theme\_bw() +   
 labs(x = "Resilience") +  
 ylim(0,5.5)+  
 xlim(0.1,0.9)+  
 theme(panel.grid.major = element\_blank(), panel.grid.minor = element\_blank(), panel.background = element\_blank(), axis.line = element\_line(colour = "black")) +   
 theme(axis.title=element\_text(size=16)) +  
 theme(axis.text=element\_text(size=14)) +  
 theme(legend.text=element\_text(size=14))

![](data:image/png;base64,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)

# check model estimates  
summary(resist\_model\_rac)

## Family: beta   
## Links: mu = logit; phi = identity   
## Formula: resist ~ slope + soilSand \* geology + soilClay \* geology + soilCarbon \* geology + soilClay \* woodyCov + woodyCov \* fireFreq2015 + woodyCov \* elephant + woodyCov \* drought2015 + woodyCov \* wetness2015 + RACresist   
## Data: train\_df (Number of observations: 13121)   
## Draws: 4 chains, each with iter = 2000; warmup = 1500; thin = 1;  
## total post-warmup draws = 2000  
##   
## Population-Level Effects:   
## Estimate Est.Error l-95% CI u-95% CI Rhat Bulk\_ESS  
## Intercept 0.15 0.00 0.14 0.15 1.00 1347  
## slope 0.04 0.00 0.03 0.04 1.00 3345  
## soilSand 0.13 0.00 0.12 0.13 1.00 1664  
## geologyGranite 0.05 0.00 0.04 0.06 1.00 1447  
## soilClay -0.07 0.00 -0.07 -0.06 1.00 1101  
## soilCarbon -0.04 0.00 -0.04 -0.04 1.00 1768  
## woodyCov 0.06 0.00 0.05 0.06 1.01 2335  
## fireFreq2015 -0.08 0.00 -0.08 -0.07 1.00 2920  
## elephant -0.08 0.00 -0.09 -0.08 1.00 3347  
## drought2015 0.08 0.00 0.08 0.08 1.00 2564  
## wetness2015 0.10 0.00 0.10 0.10 1.00 2989  
## RACresist 39.68 0.12 39.44 39.91 1.00 1459  
## soilSand:geologyGranite -0.05 0.00 -0.05 -0.04 1.00 1652  
## geologyGranite:soilClay 0.03 0.00 0.02 0.03 1.01 1321  
## geologyGranite:soilCarbon 0.05 0.00 0.04 0.05 1.00 1743  
## soilClay:woodyCov 0.03 0.00 0.03 0.03 1.00 1713  
## woodyCov:fireFreq2015 0.01 0.00 0.01 0.01 1.00 2760  
## woodyCov:elephant -0.01 0.00 -0.02 -0.01 1.00 3065  
## woodyCov:drought2015 -0.01 0.00 -0.02 -0.01 1.00 3113  
## woodyCov:wetness2015 0.00 0.00 -0.00 0.00 1.00 2933  
## Tail\_ESS  
## Intercept 1405  
## slope 1642  
## soilSand 1651  
## geologyGranite 1531  
## soilClay 1262  
## soilCarbon 1788  
## woodyCov 1540  
## fireFreq2015 1494  
## elephant 1660  
## drought2015 1441  
## wetness2015 1527  
## RACresist 1362  
## soilSand:geologyGranite 1466  
## geologyGranite:soilClay 1351  
## geologyGranite:soilCarbon 1486  
## soilClay:woodyCov 1662  
## woodyCov:fireFreq2015 1732  
## woodyCov:elephant 1593  
## woodyCov:drought2015 1143  
## woodyCov:wetness2015 1626  
##   
## Family Specific Parameters:   
## Estimate Est.Error l-95% CI u-95% CI Rhat Bulk\_ESS Tail\_ESS  
## phi 489.76 5.96 478.10 501.37 1.01 1311 1087  
##   
## Draws were sampled using sampling(NUTS). For each parameter, Bulk\_ESS  
## and Tail\_ESS are effective sample size measures, and Rhat is the potential  
## scale reduction factor on split chains (at convergence, Rhat = 1).

summary(resil\_model\_rac)

## Family: beta   
## Links: mu = logit; phi = identity   
## Formula: resil ~ slope + soilSand \* geology + soilClay \* geology + soilCarbon \* geology + soilClay \* woodyCov + woodyCov \* fireFreq2015 + woodyCov \* elephant + woodyCov \* drought2015 + woodyCov \* wetness2015 + RACresil   
## Data: train\_df (Number of observations: 13121)   
## Draws: 4 chains, each with iter = 2000; warmup = 1500; thin = 1;  
## total post-warmup draws = 2000  
##   
## Population-Level Effects:   
## Estimate Est.Error l-95% CI u-95% CI Rhat Bulk\_ESS  
## Intercept -0.53 0.00 -0.53 -0.52 1.00 1361  
## slope 0.03 0.00 0.02 0.03 1.01 2978  
## soilSand 0.01 0.00 0.01 0.02 1.00 1829  
## geologyGranite -0.16 0.00 -0.16 -0.15 1.00 1424  
## soilClay 0.14 0.00 0.14 0.15 1.01 931  
## soilCarbon -0.01 0.00 -0.01 -0.01 1.00 1807  
## woodyCov 0.01 0.00 0.01 0.01 1.00 2922  
## fireFreq2015 -0.04 0.00 -0.04 -0.03 1.00 3408  
## elephant -0.03 0.00 -0.03 -0.02 1.00 3308  
## drought2015 -0.03 0.00 -0.03 -0.02 1.00 3220  
## wetness2015 0.14 0.00 0.14 0.14 1.00 3521  
## RACresil 41.84 0.15 41.54 42.13 1.01 1429  
## soilSand:geologyGranite -0.00 0.00 -0.01 0.00 1.00 1717  
## geologyGranite:soilClay -0.11 0.00 -0.12 -0.10 1.00 1091  
## geologyGranite:soilCarbon 0.04 0.00 0.03 0.04 1.00 1724  
## soilClay:woodyCov -0.01 0.00 -0.01 -0.01 1.00 1446  
## woodyCov:fireFreq2015 0.01 0.00 0.01 0.01 1.00 2899  
## woodyCov:elephant -0.02 0.00 -0.02 -0.02 1.00 3067  
## woodyCov:drought2015 -0.03 0.00 -0.03 -0.03 1.00 3223  
## woodyCov:wetness2015 -0.02 0.00 -0.02 -0.02 1.00 2980  
## Tail\_ESS  
## Intercept 1232  
## slope 1191  
## soilSand 1416  
## geologyGranite 1268  
## soilClay 948  
## soilCarbon 1259  
## woodyCov 1754  
## fireFreq2015 1557  
## elephant 1661  
## drought2015 1573  
## wetness2015 1703  
## RACresil 1237  
## soilSand:geologyGranite 1512  
## geologyGranite:soilClay 1246  
## geologyGranite:soilCarbon 1279  
## soilClay:woodyCov 1516  
## woodyCov:fireFreq2015 1640  
## woodyCov:elephant 1847  
## woodyCov:drought2015 1753  
## woodyCov:wetness2015 1804  
##   
## Family Specific Parameters:   
## Estimate Est.Error l-95% CI u-95% CI Rhat Bulk\_ESS Tail\_ESS  
## phi 414.03 4.95 404.75 423.56 1.00 1216 1371  
##   
## Draws were sampled using sampling(NUTS). For each parameter, Bulk\_ESS  
## and Tail\_ESS are effective sample size measures, and Rhat is the potential  
## scale reduction factor on split chains (at convergence, Rhat = 1).