**第5题 母牛的故事**

我们都知道递推（动态规划）是递归（搜索）的反向操作，本题虽然注明“【递归】”，但同样可以用递推方式解决本题。

由于本题很多题解都详细讲解了递归的方式，那么这篇题解将不再赘述递归的方式。

我们试着考虑一下从递推的方式解决本题，最重要的是什么？  
对于一个动态规划问题，最重要也是最难的部分在于“状态转移方程”。为了推导出这个状态转移方程，我们不妨在Excel中制作一张表格，用于记录每年的母牛的数量，这里我们列举出前九年的母牛数量：![https://blog.dotcpp.com/image_editor_upload/20191012031617_24550.png](data:image/png;base64,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)

我们可以很轻易的看出从第四年开始，每年的母牛数量都等于前一年的母牛数量加上三年前的母牛数量即状态转移方程为：cows[i] = cows[i-1] + cows[i-3];

到此为止，我们已经解决了最难的部分，但是还有一些小问题，比如：我们前三年的能不能用状态转移方程表示出来。

其实我们可以直接初始化为1，2，3，但是为了整体简短些，我们换一种方式，我们可以将整个数组向后推三个位置，即前面流出三个位置用于保证cows[i-3]不越界，附初始化函数代码：

1. int cows[70];
2. void init ()
3. {
4. for (int i = 0;i < 70;i ++){
5. cows[i] = 1;//全部赋为1，便于前三年母牛数量的增加
6. }
7. for (int i = 5;i < 70;i ++){
8. cows[i] = cows[i-1] + cows[i-3];//状态转移方程
9. }
10. }

本题对于cows开55个空间就足够。  
由于我们将整个数据向后推移了三个空间，当我们输出答案时，也应该向后移三个空间。附AC代码：

1. #include <iostream>
2. #include <cstdlib>
3. #include <cstdio>
4. #include <cstring>
5. #include <cmath>
6. #include <algorithm>
7. //有很多头文件其实没有用到，由于个人习惯就写上了六个，至于为什么不用<bits/stdc++.h>是因为早些版本的C++并没有整个头文件，就没有使用。
8. int cows[70];
9. void init ()
10. {
11. for (int i = 0;i < 70;i ++){
12. cows[i] = 1;
13. }
14. for (int i = 5;i < 70;i ++){
15. cows[i] = cows[i-1] + cows[i-3];
16. }
17. }
18. int main ()
19. {
20. int n;
21. init ();
22. while (scanf ("%d",&n) != EOF){//使用scanf的原因是scanf较cin快一点，printf同理。
23. if (n != 0){
24. printf ("%d\n",cows[n+3]);//我们初始化将所有数据顺移三个单位，这里为保证结构正确也顺移三个单位。
25. }
26. }
27. return 0;
28. }

**第6 题 : 最长不下降子序列的长度**

#include<iostream>

#include<algorithm>

using namespace std;

int a[1001],n;

int b[1001]={0},k=0;

int main()

{

cin>>n;

for(int i=1;i<=n;i++)

cin>>a[i];

for(int i=1;i<=n;i++)

{

if(a[i]>b[k-1])

{//如果a[i]大于b数组中的最后一个数 b[k]=a[i]且b数组长度+1

b[k++]=a[i];

}

else

{

int r=upper\_bound(b,b+k,a[i])-b;//二分查找在b中第一个大于a[i]的位置

b[r]=a[i];

}

}

cout<<k<<endl;

return 0;

}