**Test Driven Development**

**mit C++ (gtest / gmock)**
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Zum wach- und warm-werden:

void **demo**() {

int tab[10];

tab[2] = 42;

cout << tab[2] << endl;

3[tab] = 77;

cout << \*(3 + tab) << endl;

}

Wir die Funktion überhaupt übesetzt? Wenn ja: was sind die Ausgaben?

void **demo**() {

int n = 2;

while(n --> 0) {

cout << n << endl;

}

}

Kennen Sie den Count-Down-Operator --> etwa noch nicht?

# Einführung

Die Einführung beginnt mit einigen grundsätzlichen Bemerkungen zum Thema "Test" und "testgetriebener Software-Einwicklung".

Ein kleines Beispiel wird dann in Thema TDD einführen: in mehreren aufeinander aufbauenden Schritten wird eine Datencontainer-Klasse entwickelt: eine Klasse namens IntArray.

Zunächst aber zwei Zitate von Kent Beck, dem großen Philosophen der testgetriebenen Software-Entwicklung (siehe den Literaturhinweis am Ende des Skripts).

Kent Beck beschreibt den "rhythm of Test-Driven Develepment":

1. *Quickly add a test.*
2. *Run all tests and see the new one fail.*
3. *Make a little change.*
4. *Run all tests and see them all succeed.*
5. *Refactor to remove duplication.*

Und ein etwas längeres Zitat:

*The goal is clean code that works…*

*Clean code that works is out of the reach of even the best programmers some of the time, and out of the reach of most programmers (like me) most of the time.*

*Divide and conquer…*

*First we'll solve the "that works" part of the problem. Then we'll solve the "clean code" part.*

*This is the opposite of architecture-driven development, where you solve "clean code" first, then scramble around trying to integrate into the design the things you learn as you solve the "that works" problem.*

## Einige Vorurteile

Das Thema "Testen von Software" ist mit einer Reihe von Vorurteilen verbunden (die folgende Aufzählung ist dem Buch von Johannes Link entnommen: "Softwaretests mit gmock"):

* Ich habe keine Zeit zum Testen.
* Testen von Software ist langweilig und stupide.
* Mein Code ist praktisch fehlerfrei, auf jeden Fall gut genug.
* Die Testabteilung testet. Die können das eh viel besser.

Hier einige einfache Klarstellungen:

Fast jeder Code enthält Fehler. Wer keine Zeit zum Testen hat, entdeckt diese Fehler nicht. Der Code ist unstabil. Es werden sich Fehlermeldungen häufen. Die Bearbeitung dieser Fehlermeldungen dauert (Debugging etc). Der Versuch, Zeit zu sparen, führt zum Gegenteil: dass mehr Zeit benötigt wird.

Testen – richtig verstanden – ist alles andere als langweilig und stupide. Testen ist ebenso anspruchsvoll wie die Erstellung des eigentlichen Programmcodes. Außerdem kann man besser schlafen, wenn die Software, die man erstellt hat, die Tests bestanden hat.

Jeder Code wird irgendwann einmal angefasst. Die Funktionalität von Software wird erweitert oder geändert. Wer garantiert, dass solche Änderungen und Erweiterungen keine unerwünschten Seiteneffekte haben?

Der Systemtest – und nur damit kann sich die Testabteilung befassen – kann keine Komponententests (Unit-Tests) ersetzen. Die Komponenten können nur von demjenigen getestet werden, der sie selbst geschrieben hat. Solche Komponenten müssen isoliert vom Gesamtsystem getestet werden können. Wird auf solche Unit-Tests verzichtet, können Fehler recht kostspielig werden – Fehler, die beim Unit-Test frühzeitig und viel billiger behoben werden könnten.

Resultate:

* Die Zeit, die zum Testen benötigt wird, ist keine verlorene Zeit. Testen hilft dabei, Zeit zu sparen.
* Testen von Software ist anspruchsvoll und kreativ.
* Code mag heute fehlerfrei sein; er sollte auch nach einer Änderung / Erweiterung weiterhin fehlerfrei sein.
* Units können nur vom Entwickler selbst getestet werden.

## Einige Begriffe

### Automatisierung von Tests

Ein Test soll zeigen, dass die tatsächlich von der Software produzierten Ergebnisse den erwarteten Ergebnissen entsprechen – oder eben: nicht entsprechen. Im ersten Falle sind die Tests erfolgreich, im letzteren Falle sind sie fehlgeschlagen (auch dies ist zunächst ein durchaus "positives" Resultat). Man kann die von der Software produzierten Ergebnisse natürlich bei jedem Test "manuell" mit den erwarteten Ergebnissen vergleichen. Es leuchtet aber sofort ein, dass solche Tests nicht praktikabel sind. U.a. muss man Tests wiederholt ausführen können. Sie sollten also derart geschrieben werden, dass sich automatisch ablaufen können – dass also der Vergleich zwischen den tatsächlichen und den erwarteten Ergebnissen automatisiert ist. Dann können solche Tests natürlich auch ohne großen Aufwand beliebig häufig wiederholt werden.

### Komponententest (Unit-Test)

Ein Komponententest bezieht sich auf eine isolierte Komponente. Was dabei als Komponente verstanden wird, ist natürlich Definitionssache. Es kann sich um eine einzelne Methode handeln, um eine Klasse, um ein Subsystem. Diese Einheiten sollten auf jeden Fall unabhängig voneinander getestet werden können.

Ein Interpreter z.B. enthält eine Scanner- und eine Parser-Komponente. Zunächst sollte der Scanner unabhängig von anderen Bestandteilen des Interpreters getestet werden können. Auch der Parser sollte unabhängig von weiteren Bestandteilen getestet werden können. Aber der Parser wird abhängig sein vom Scanner. Also wird der Parser-Test einen erfolgreichen Scanner-Test voraussetzen… (Oder sollte – zum Testen des Parsers – der Scanner nicht eher "simuliert", "gemockt" werden?) Komponenten sollten von dem Entwickler dieser Komponenten getestet werden.

### Integrations- / Interaktionstests

Integrationstest beziehen sich auf das Zusammenspiel aller Komponenten eines Systems. Sie setzen erfolgreiche Komponententests voraus. Auch solche Tests sollten natürlich automatisiert ablaufen. Die Abstände, in denen solche Tests laufen, sind zwar größer als beim Unit-Test (dort sollten die Intervalle möglichst klein sein), sollten aber dennoch relativ klein sein (z.B. jeden Tag ein Integrations-Test).

### Akzeptanz-Tests

Akzeptanz-Tests geben dem Kunden resp. dem Management das für die Überwachung des Projektfortschritts nötige Feedback. Sie werden vom Kunden spezifiziert – nur dieser weiß, was die Software "nach außen hin" leisten muss. Es geht hier also um die Funktionalität des Gesamtsystems aus Sicht des Benutzers. Auch solche Akzeptanz-Tests können teilweise automatisiert werden. Dabei ist es natürlich wieder der Entwickler, der die Spezifikation des Kunden in solche automatische Tests technisch umsetzen muss.

### White-Box / Black-Box-Tests

Beim White-Box-Test wird die Kenntnis der internen Implementierung eines Moduls (einer Unit) vorausgesetzt. Solche Tests werden u.a. dann verwendet, wenn es um das Mocken von Objekten geht, von welchen die zu testende Unit abhängig ist (siehe hierzu die Kapitel zum Thema Mocking). Beim Black-Box-Tests wird dagegen von der Implementierung einer Unit komplett absehen. Es wird nur das nach außen sichtbare Verhalten einer Unit getestet.

### Testabdeckung

Hier geht's um die Frage, wann ein Test "ausreichend" ist. Ein Test eines komplexen Systems kann – sofern seine Kosten vertretbar sein sollen - niemals komplett vollständig sein. Es geht dann um die Frage, was getestet werden soll. Z.B.: Welche möglichen Verzweigungen des Codes müssen getestet werden (alle können nicht getestet werden). Welche grenzwertigen Situationen müssen getestet werden?

## Test-Driven Development

Das Thema Test-Driven Development ist eng verknüpft mit den Konzepten "Extreme Programming (XP)" resp. "Agile Softwareentwicklung".

XP geht davon aus, dass ein komplexes System ohnehin nicht vollständig entworfen und spezifiziert werden kann. Solche Systeme können nur evolutionär entwickelt werden. Und dabei gewinnt die eigentliche Programmierung wieder einen zentralen Stellenwert: war sie bislang nur als "Hilfstätigkeit" begriffen worden, welche einfach nur einen gegebene Spezifikation umsetzt, so wird sie nun der eigentliche Dreh- und Angelpunkt der Entwicklung.

Das System wird in relative keine Einzelteile zerlegt, welche in einem überschaubaren Rahmen (1 bis 3) Wochen implementiert werden können. Diese Einheiten werden wiederum in kleinere Einheiten zerlegt, welche unmittelbar implementiert werden. Am Resultat dieser Implementierung kann unmittelbar ihr Erfolg oder ihr Misserfolg abgelesen werden. Und zu dieser Implementierung – das ist entscheidend – gehört immer auch das gleichzeige Schreiben (oder das Anpassen!) von Test-Code. Die Implementierung kann somit immer sofort verifiziert werden. "Ohne diesen Test gilt auch die Implementierung als nicht vorhanden" (Joh. Link).

Die Entwicklung der Komponenten geschieht in folgenden Schritten:

Zunächst wird Test-Code geschrieben. Dieser Code wird genau diejenigen Klassen benutzen, welche zum Schreiben des Test-Codes noch gar nicht existieren. Das erscheint zunächst merkwürdig: Wie kann ein Test einer Klasse geschrieben werden, welche noch nicht existiert? Natürlich kann er geschrieben werden! – er kann nur nicht kompiliert werden. Aber indem der Test-Code geschrieben wird, wird doch überhaupt erst klar, was die zu schreibende Klasse eigentlich leisten soll.

Dann wird die zu testende Klasse geschrieben – mit minimalen Aufwand. Es geht zunächst einmal nur darum, den Compiler zufriedenzustellen. Der Test-Code ist dann übersetzbar. Aber seine Ausführung wird scheitern. Im nächsten Schritt wird die zu testende Klasse derart erweitert (wiederum mit minimalem Aufwand), dass der Test gelingt. Dann wird der Test-Code erweitert – mit dem erklärten Ziel, seine Ausführung wieder scheitern zu lassen. Die zu testende Klasse wird erweitert, damit der Test wieder gelingt. Der Test-Code wird um neue Funktionalitäten erweitert. Die oben beschriebene Schrittfolge wird erneut durchlaufen.

## Aufbau des Skripts

* Im Kapitel 2 wird die Methode der testgetriebenen Entwicklung bereits in groben Zügen vorgestellt – anhand eines recht einfachen Beispiels.
* Im Kapitel 3 wird das gtest-Testframework vorgestellt.
* Kapitel 4 enthält einige Übungen, in denen es darum geht, Klassen "im nachhinein" zu testen. Anhand dieser Übungen sollte ein Gespür dafür entwickelt werden können, wie brauchbare Testklassen beschaffen sind.
* Kapitel 5 zeigt, was es mit Mocking auf sich hat. Dabei wird gmock genutzt.
* Im Kapitel 6 wird ein alternatives Mock-Werkzeug vorgestellt: das Werkzeug "fakeit".
* Kapitel 7 enthält einigen Übungen zum Thema Mocking.
* Im Kapitel 8 und 9 geht's schließlich um die "Philosophie" und Praxis der testgetriebenen Software-Entwicklung – also um das eigentliche Kernthema des Seminars. Diese Kapitel enthalten zwei Aufgaben, die mittels TDD schrittweise gelöst werden können.
* Im Kapitel 10 geht's um das Thema Refactoring.
* Im Kapitel 11 geht's um das Testen Datenbank-basierter Anwendungen. Dabei wird ein kleines, selbstentwickeltes Tool benutzt (DbAccessTester).
* Das Kapitel 12 schließlich enthält einige Literatur-Hinweise.

## Beispiele zum Thema Testgetriebene Entwicklung

Wie lernt man programmieren? Indem man programmiert.

Wie lernt man testgetriebene Softwareentwicklung? Indem man testgetrieben Software entwickelt.

Wir brauchen daher Beispiele. Solche Beispiele dürfen einerseits nicht trivial sein – andererseits aber müssen sie überschaubar sein (die Zeit ist knapp…)

Das prinzipielle Vorgehen bei der testgetriebenen Entwicklung ist bereits im Einleitung-Kapitel am Beispiel einer IntArray-Klasse beschrieben worden. Das Beispiel war im Gegensatz zu den Beispielen dieses Kapitels recht trivial – trotzdem sollte man sich an diesem Beispiel orientieren.

Im den Kapiteln zum Thema TDD werden zwei nicht triviale Beispiele beschrieben. Eines dieser Beispiele sollte im Seminar ausführlich behandelt werden – alle können nicht behandelt werden.

* Im ersten Beispiel geht's um die Entwicklung eines Scanners und eines Parsers für numerische Expressions.
* Im zweiten Beispiel geht's um die Entwicklung eines Systems zum Entwurf logischer Schaltungen.

Das erste Beispiel ist fokussiert auf das Konzept einzelner, kleiner Schritte. Im zweiten Beispiel steht eher der Spezifikations-Aspekt im Vordergrund.

Im folgenden werden die Aufgaben grob umrissen – konkrete Entwicklungsschritte werden aber nicht weiter vorgegeben.

Bei der Implementierung sollte natürlich immer auch sofort refaktoriert werden – sobald sich solche Refaktorierungen anbieten.

## Beispiel zum Thema Refactoring

Nicht immer startet der Entwickler auf der grünen Wiese – oft genug passiert es, dass er sich in existierenden, "gewachsenen" Quellcode einarbeiten muss, um seine Funktionalität zu erweitern oder einfach um Fehler zu beseitigen. Bei einer solchen Einarbeitung kann es sinnvoll sein, schrittweise zu refaktorieren – durch den Versuch einer Refaktorierung jeweils einzelner Teile werden diese Teile häufig überhaupt erst verständlich. Man könnte sagen: Verstehen heißt Refaktorieren. Refaktorieren ist risikolos, wenn bereits Tests vorliegen. Diese können dann entweder nach erfolgter Refaktorierung direkt genutzt werden (um zu zeigen, dass die Funktionalität durch die Refaktorierung nicht beeinträchtigt wurde) oder aber sukzessive erweitert werden.

Bei der Refaktorierung geht es zunächst natürlich einmal darum, Stellen in der Software zu entdecken, die "schlecht riechen". Hier eine kleine Liste von Kriterien für schlechten Code (die Reihenfolge der Punkte ist eher zufällig):

* Code-Duplikation (Copy & Paste)
* keine klaren Verantwortlichkeiten
* Eierlegende Wollmilchsau
* "langweiliger" Code (stattdessen vielleicht Iteration?)
* Exzessive dynamische Typabfragen mit downcasts (dynamic\_cast)
* Exzessiver Gebrauch von "switch"-Konstrukten (mit dynamic\_cast-Konstrukten)
* Exzessiver Gebrauch von static
* inkonsistente Namen (Finder beginnen mit find, get, read...)
* inkonsistente Groß/Kleinschreibung (class c, void M())
* fehlendes const
* Return-Werte statt Exceptions
* Definition lokaler Variablen ohne Initialisierung
* Definition lokaler Variablen, weit bevor sie benötigt werden
* Definition einer Instanzvariablen, wo auch eine lokale Variable ausreicht
* Änderung von Parametern
* Benutzung von vector o.ä., wenn ein einfacher Array angemessen ist
* Im Konstruktor: Aufruf von Methoden, die überschrieben werden können
* festverdrahtete Parameter
* Exzessiver Gebrauch von Klassenvererbung(=> Objektkomposition via Interfaces vs. klassischer Vererbung)
* Exzessiver Gebrauch von globalen Funktionen
* Instanzvariablen namens "typ" .....
* Exzessiver Gebrauch von void\*
* "Schalter"-Parameter
* tief geschachtelte Kontrollstrukturen
* zu große Methoden
* zu große Klassen
* zu lange Parameterlisten
* lange Message-Chains
* Benutzung von Gruppen von primitiven Daten statt expliziter Objekte
* Direkter Zugriff auf den internen Zustand von Objekten
* Unvollständige Library-Klassen
* Geschwätzige, überflüssige oder schlichtweg falsche Kommentare

Einige der obigen Kriterien sind von Martin Fowler übernommen worden (Fowler, Refactoring).

Im folgenden soll in Form einer größeren Übung ein einfaches, aber nicht triviales Programm refaktoriert werden. Das zu refaktorierende Programm ist vorgegeben – allerdings in einigermaßen grausamer Gestalt. In seiner anfänglichen Form ist das Programm auch kaum testbar. Deshalb soll es in mehreren Schritten refaktoriert werden – u.a. mit dem Ziel, dass seine Teile immer besser testbar werden. Für jede neu entwickelte Klasse soll also auch eine Testklasse erstellt werden. Ein weiteres Ziel ist natürlich ein verbessertes Design – womöglich auch die Erstellung wiederverwendbarer Komponenten.

## Organisation der Beispiel-Projekte

Die Beispielprogramme befinden sich in der Datei CPP-TDD.zip. Diese Datei kann an beliebiger Stelle im Dateisystem extrahiert werden. Als Resultat entsteht ein Ordner mit dem Namen CPP-TDD. Dieser enthält ein Unterverzeichnis projects, welcher die Beispielprojekte enthält. Er enthält ein weiteres Unterverzeichnis namens dependencies, in welchem sich die verwendeten Tools befinden.

Grundlage ist die Datei googletest-master.zip, welche von Google heruntergeladen werden kann (diese befindet sich direkt in der Wurzel von CPP-TDD.zip). Diese Datei enthält zwei Unterverzeichnisse: googletest und googlemock. Beide Unterverzeichnisse enthalten jeweils die Unterverzeichnis inlucde und src. Diese include-Verzeichnisse enthalten die benötigten Header; die src-Verzeichnisse die benötigten cc-Dateien. Die include-Dateien wurden in den dependencies-Ordner kopiert; aus den cc-Dateien wurde die Bibliothek libgoogle.a erstellt (mittels des google-Projekts), welche ebenfalls nach dependencies kopiert wurde.

Alle weiteren Projekte beziehen sich auf diese Header und diese Bibliothek. Hier die Header- und die Bibliotheks-Settings eines beispielhaften Projekts:
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Zu jedem Abschnitt eines jeden Kapitels dieses Skripts existiert im dem projects-Verzeichnis ein entsprechendes Projekt: z.B. x0301-GTest-StaticMethods, x0401-Testing-Stack etc. Die Namen (und die Nummerierung) dieser Projekte entsprechen der Kapitel-/ Abschnitts-Nummerierung in diesem Skript. Ein Ausschnitt aus dem Workspace:

![](data:image/png;base64,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)

# TDD – Ein einfaches Beispiel

Das Konzept der testgetriebenen Entwicklung sei im Folgenden an einem einfachen Beispiel erläutert (ein Beispiel demonstriert mehr als lange Romane!).

Es soll eine Klasse IntArray entwickelt werden. Ein IntArray soll beliebig viele int-Werte speichern können. Auf die Elemente soll indiziert zugegriffen werden können. Neue Elemente sollen ans Ende hinzugefügt oder an irgendeiner Stelle eingefügt werden können.

Ein IntArray kann somit als "Spezialausprägung" der template-Klasse vector angesehen werden.

Natürlich müssen bei der Entwicklung auch C++-Besonderheiten berücksichtigt werden (Copy-Construction, Assignment, Equality etc.).

## Start

Der erste Test-Code könnte wie folgt aussehen:

// IntArrayTest.cpp

TEST(**IntArrayTest**, **start**) {

IntArray array(3);

ASSERT\_EQ(0, array.size());

}

Einige technische Hinweise: TEST ist gtest-Makro, mittels derer eine Methode implementiert werden kann, welche dann vom gtest-Framework automatisch aufgerufen werden kann. ASSERT\_EQ ist ebenfalls ein gtest-Makro, dem zwei Parameter übergeben werden: das erwartete und das tatsächliche Ergebnis. Entspricht das tatsächliche Ergebnis dem erwarteten Ergebnis, kehrt ASSERT\_EQ lautlos zurück. Fall nicht, wird ASSERT\_EQ eine entsprechende Nachricht produzieren: wir wissen dann, dass der Test fehlgeschlagen ist.

Aufgrund des obigen Tests wissen wir nun, dass ein IntArray offenbar ein "Collection"-Objekt ist, welches beliebig viele int-Werte speichern können soll. Wir wissen weiterhin, dass dem Konstruktor der IntArray-Klasse eine Ganzzahl übergeben werden soll – die anfängliche Kapazität des IntArrays. Wir wissen schließlich, dass size die tatsächliche Anzahl der Elemente zurückliefern soll, die zum IntArray hinzugefügt wurden. Da der IntArray augenblicklich noch leer ist, muss size den Wert 0 liefern.

Der nächst Schritt besteht dann darin, den Test-Code kompilierbar zu machen. Es geht hier darum, die einfachste IntArray-Klasse zu schreiben, die sich denken lässt – deren Existenz dann aber den Test-Code kompilierbar macht. Also z.B.:

// ArrayTest.h

class **IntArray** {

public:

**IntArray**(unsigned int initialCapacity) {

}

unsigned int **size**() {

return 0;

}

};

Der Testcode (IntArrayTest) wird nun übersetzt. Und auch die Ausführung des Codes gelingt. Damit ist der erste Schritt getan.

## Adding

Mittels des Aufrufs einer add-Methode soll zu einem IntArray ein int-Wert hinzugefügt werden. Wir erweitern unseren Test um eine zweite Methode:

// IntArrayTest.cpp

TEST(**IntArrayTest**, **start**) { ... }

TEST(**IntArrayTest**, **adding**) {

IntArray array(3);

array.add(10);

array.add(20);

array.add(30);

ASSERT\_EQ(3, array.size());

}

Zunächst muss der Compiler zufriedengestellt werden. Wir erweitern die IntArray-Klasse durch die einfachste denkbare Implementierung der add-Methode:

// IntArray.h

class **IntArray** {

public:

**IntArray**(unsigned int initialCapacity) {

}

void **add**(int element) {

}

unsigned int **size**() {

return 3;

}

};

Die Ausführung der zweiten Test-Methode wird nun gelingen – aber die Ausführung der ersten wird nun scheitern. Wir müssen also mehr tun – aber nur minimal mehr:

// IntArray.h

class **IntArray** {

private:

unsigned int **size\_**;

public:

**IntArray**(unsigned int initialCapacity) : size\_(0) {

}

void **add**(int element) {

size\_++;

}

unsigned int **size**() {

return size\_;

}

};

Indem wir den Test-Code schreiben, spezifizieren(!) wird sukzessive die zu entwickelnde Klasse. Und diese Spezifikation ist ersten genauer als verbale "Romane". Und zweitens: sie ist nicht "abstrakt", sondern "ausführbar": die Korrektheit der Klasse IntArray kann immer sofort mittels dieses Test-Codes verifiziert werden. Der Test-Code dient also nicht nur zum Test bereits fertiger Software, sondern zugleich auch zu deren Spezifikation.

## Get / Set

Der nächste Schritt: Wir wollen lesend und schreibend auf die Elemente eines IntArrays zugreifen können. Wir spezifizieren dieses Feature in einer weiteren Testmethode:

// IntArrayTest.cpp

TEST(**IntArrayTest**, **start**) { ... }

TEST(**IntArrayTest**, **adding**) { ... }

TEST(**IntArrayTest**, **getSet**) {

IntArray array(10);

array.add(10);

array.add(20);

array.add(30);

ASSERT\_EQ(3, array.size());

ASSERT\_EQ(10, array.get(0));

ASSERT\_EQ(20, array.get(1));

ASSERT\_EQ(30, array.get(2));

ASSERT\_ANY\_THROW(array.get(3));

array.set(2, 300);

ASSERT\_EQ(300, array.get(2));

ASSERT\_ANY\_THROW(array.set(3, 300));

}

Mittels der get-Methode soll das index-te Element ermittelt werden können – der Index wird an get übergeben, und get liefert das Element zurück.

Mittels set soll ein bestehendes Element durch ein anderes Element ersetzt werden. An set wird zunächst der Index übergeben und dann der neue Wert.

Wird an get oder set ein "ungültiger" Index übergeben, soll get eine Exception werfen (das können wir mit dem gtest-Makro ASSERT\_ANY\_THROW zusichern).

// IntArray.h

class **IntArray** {

private:

// ...

public:

// ...

int **get**(unsigned int index) {

return 0;

}

void **set**(unsigned int index, int value) {

}

};

Der Compiler ist zufrieden – aber der Test wird natürlich scheitern (das Scheitern ist geplant!).

Damit ist der nächste Schritt vorgegeben: die "korrekte" Implementierung von get und set. Und hier sind wir an dem Punkt angelangt, wo wir etwas "mehr" tun müssen:

// IntArray.h

class **IntArray** {

private:

int\* **elements\_**;

unsigned int **capacity\_**;

unsigned int **size\_**;

public:

**IntArray**(unsigned int initialCapacity) :

elements\_(new int[initialCapacity]),

capacity\_(initialCapacity),

size\_(0) {

}

**~IntArray**() {

delete[] elements\_;

}

void **add**(int element) {

if(size\_ == capacity\_)

throw runtime\_error("this should never happen");

elements\_[size\_] = element;

size\_++;

}

unsigned int **size**() {

return size\_;

}

int **get**(unsigned int index) {

if (index >= size\_)

throw runtime\_error("index out of range");

return elements\_[index];

}

void **set**(unsigned int index, int value) {

if (index >= size\_)

throw runtime\_error("index out of range");

elements\_[index] = value;

}

};

Der Test gelingt.

## Index-Operator

Auf die Elemente eines IntArrays soll auch mit dem Index-Operator zugegriffen werden können – sowohl lesend als auch schreibend. Wir spezifizieren:

// IntArrayTest.cpp

TEST(**IntArrayTest**, **start**) { ... }

TEST(**IntArrayTest**, **adding**) { ... }

TEST(**IntArrayTest**, **getSet**) { ... }

TEST(**IntArrayTest**, **indexOperator**) {

IntArray array(10);

array.add(10);

array.add(20);

array.add(30);

ASSERT\_EQ(20, array[1]);

array[2] = 300;

ASSERT\_EQ(300, array[2]);

ASSERT\_ANY\_THROW(array[3]);

}

Wir implementieren:

// IntArray.h

class **IntArray** {

private:

// ...

public:

// ...

int& **operator[]**(unsigned int index) {

if (index >= size\_)

throw runtime\_error("index out of range");

return elements\_[index];

}

};

## Refactoring

Wir sehen uns den Code etwas genauer an – und erkennen, dass er Redundanzen enthält. Wir refaktorieren – indem wir eine Methode checkIndex definieren und an drei Stellen aufrufen:

// IntArray.h

class **IntArray** {

private:

// ...

public:

// ...

int **get**(unsigned int index) {

checkIndex(index);

return elements\_[index];

}

void **set**(unsigned int index, int value) {

checkIndex(index);

(\*this)[index] = value;

}

int& **operator[]**(unsigned int index) {

checkIndex(index);

return elements\_[index];

}

private:

void **checkIndex**(unsigned int index) {

if (index >= size\_)

throw runtime\_error("index out of range");

}

};

Alle bisherigen Tests werden auch weiterhin erfolgreich durchlaufen.

## Realloc

Ein IntArray hat eine bestimmte anfängliche Kapazität; die Kapazität soll aber je nach Bedarf dynamisch wachsen können. Wir spezifizieren folgendes Verhalten:

// IntArrayTest.cpp

// ...

TEST(**IntArrayTest**, **realloc**) {

IntArray array(1);

array.add(10);

array.add(20);

array.add(30);

ASSERT\_EQ(3, array.size());

ASSERT\_EQ(10, array[0]);

ASSERT\_EQ(20, array[1]);

ASSERT\_EQ(30, array[2]);

}

Die anfängliche Kapazität ist 1; es soll aber möglich sein, einem IntArray beliebig viele Elemente hinzuzufügen.

Der Test scheitert (wie geplant) – es wird die Exception "this should never happen" geworfen.

Wir erweitern die add-Methode der Klasse IntArray:

// IntArray.h

class **IntArray** {

// ...

void **add**(int element) {

if(size\_ == capacity\_) {

int\* newElements = new int [capacity\_ \* 2];

for (unsigned int i = 0; i < capacity\_; ++i)

newElements[i] = elements\_[i];

delete[] elements\_;

elements\_ = newElements;

capacity\_ \*= 2;

}

elements\_[size\_] = element;

size\_++;

}

// ...

};

Der Test verläuft nun erfolgreich.

## Insert

Die Funktionalität der IntArray-Klasse soll um eine insert-Methode erweitert werden, mittels derer ein Element an einer belieben Stelle der bereits existierenden Elemente eingefügt werden kann.

Wir spezifizieren das neue Feature:

// IntArrayTest.cpp

// ...

TEST(**IntArrayTest**, **insert**) {

IntArray array(1);

array.add(10);

array.add(20);

array.add(30);

array.insert(2, 25);

ASSERT\_EQ(4, array.size());

ASSERT\_EQ(10, array[0]);

ASSERT\_EQ(20, array[1]);

ASSERT\_EQ(25, array[2]);

ASSERT\_EQ(30, array[3]);

}

Wir stellen zunächst den Compiler zufrieden:

// IntArray.h

class **IntArray** {

// ...

void **insert**(unsigned int index, int element) {

}

// ...

};

Der Test misslingt natürlich. Wir haben uns somit die nächste Aufgabe gestellt. Hier die Lösung dieser Aufgabe:

// IntArray.h

class **IntArray** {

// ...

void **insert**(unsigned int index, int element) {

if(size\_ == capacity\_) {

int\* newElements = new int [capacity\_ \* 2];

for (unsigned int i = 0; i < capacity\_; ++i)

newElements[i] = elements\_[i];

delete[] elements\_;

elements\_ = newElements;

capacity\_ \*= 2;

}

for(unsigned int i = size\_; i > index; --i)

elements\_[i] = elements\_[i - 1];

elements\_[index] = element;

size\_++;

}

// ...

};

Der Test gelingt.

## Refactoring

Bei der Lösung der Aufgabe benutzten wir Copy&Paste – und haben uns somit eine Redundanz eingehandelt (der Reallokations-Mechanismus existiert nun sowohl in der add- als auch in der neuen insert-Methode). Wir refaktorieren – wir führen eine Hilfsmethode ensureCapacity ein:

// IntArray.h

class **IntArray** {

// ...

public:

// ...

void **add**(int element) {

ensureCapacity();

elements\_[size\_] = element;

size\_++;

}

void **insert**(unsigned int index, int element) {

ensureCapacity();

for(unsigned int i = size\_; i > index; --i)

elements\_[i] = elements\_[i - 1];

elements\_[index] = element;

size\_++;

}

private:

// ...

void **ensureCapacity**() {

if (size\_ == capacity\_) {

int\* newElements = new int[capacity\_ \* 2];

for (unsigned int i = 0; i < capacity\_; ++i)

newElements[i] = elements\_[i];

delete[] elements\_;

elements\_ = newElements;

capacity\_ \*= 2;

}

}

};

Der Test zeigt, dass die Refaktorierung erfolgreich war.

## Copy

Ein IntArray sollte vernünftig kopiert werden können. Wir spezifizieren:

TEST(**IntArrayTest**, **copy**) {

IntArray array1(1);

array1.add(10);

array1.add(20);

IntArray array2(array1); // oder: IntArray array2 = array1;

array1.add(30);

array2.add(40);

array2.add(50);

array2[0] = 1000;

ASSERT\_EQ(3, array1.size());

ASSERT\_EQ(10, array1[0]);

ASSERT\_EQ(20, array1[1]);

ASSERT\_EQ(30, array1[2]);

ASSERT\_EQ(4, array2.size());

ASSERT\_EQ(1000, array2[0]);

ASSERT\_EQ(20, array2[1]);

ASSERT\_EQ(40, array2[2]);

ASSERT\_EQ(50, array2[3]);

}

Der Compiler ist weiterhin zufrieden – der Test aber misslingt. Die Klasse IntArray benötigt einen vernünftigen Copy-Konstruktor:

// IntArray.h

class **IntArray** {

// ...

public:

// ...

**IntArray**(const IntArray& source) :

elements\_(new int[source.capacity\_]),

capacity\_(source.capacity\_),

size\_(source.size\_) {

for (unsigned int i = 0; i < size\_; i++)

elements\_[i] = source.elements\_[i];

}

// ...

};

Der Test verläuft nun erfolgreich.

## Assingment

Einem IntArray sollte auch ein anderer IntArray zugewiesen werden können. Wir spezifizieren:

// IntArrayTest.cpp

// ...

TEST(**IntArrayTest**, **assignment**) {

IntArray array1(1);

array1.add(10);

array1.add(20);

IntArray array2(10);

array2.add(77);

array2 = array1;

array1.add(30);

array2.add(40);

array2.add(50);

array2[0] = 1000;

ASSERT\_EQ(3, array1.size());

ASSERT\_EQ(10, array1[0]);

ASSERT\_EQ(20, array1[1]);

ASSERT\_EQ(30, array1[2]);

ASSERT\_EQ(4, array2.size());

ASSERT\_EQ(1000, array2[0]);

ASSERT\_EQ(20, array2[1]);

ASSERT\_EQ(40, array2[2]);

ASSERT\_EQ(50, array2[3]);

Der Test scheitert.

Wir erweitern die Klasse IntArray um einen Zuweisungs-Operator:

// IntArray.h

class **IntArray** {

// ...

public:

// ...

IntArray& **operator =** (const IntArray& source) {

delete[] elements\_;

elements\_ = new int[source.capacity\_];

capacity\_ = source.capacity\_;

size\_ = source.size\_;

copyElements(elements\_, source.elements\_, size\_);

return \*this;

}

// ...

};

Nun gelingt der Test.

## Ausgabe-Operator

Und schließlich sollte es möglich sein, einen IntArray via << auszugeben:

// IntArrayTest.cpp

// ...

TEST(**IntArrayTest**, **outOperator**) {

IntArray array(1);

array.add(10);

array.add(20);

array.add(30);

stringstream stream;

stream << array;

ASSERT\_EQ("IntArray [10, 20, 30]", stream.str());

}

Wir erweitern die Header-Datei um die Deklaration einer globalen Operator-Funktion:

// IntArray.h

class **IntArray** {

// ...

};

ostream& **operator <<** (ostream& out, const IntArray& array);

Und kommen dann natürlich um die Einführung einer cpp-Datei nicht mehr umhin:

// IntArray.cpp

// ...

ostream& **operator <<** (ostream& out, const IntArray& array) {

out << "IntArray [";

for (unsigned int i = 0; i < array.size(); i++) {

if (i > 0)

out << ", ";

out << array.get(i);

}

return out << "]";

}

Auch der Test gelingt.

Der letzte Schritt wäre eine erneute Refaktorierung: die Auslagerung der Methoden-Implementierungen aus der Header- in die cpp-Datei…

## Resultate und Konsequenzen

Die testgetriebene Entwicklung besteht aus einem Zyklus von Spezifikation (per "Test-Anwendung") und Implementierung. Dabei stellt sich der Entwickler abwechselnd auf zwei Positionen: auf die Position des Benutzers einer Klasse und auf die Position des Implementierens einer Klasse. Der Entwickler ist also kein "bornierter" Implementierter – er hat zunächst die Benutzung im Auge. Und eine Klasse ist nicht Selbstzweck – sie ist dazu da, benutzt zu werden.

Ein Entwickler, der mit der Implementierung beginnt und die Nutzung der Klasse aus den Augen verliert, wird möglicherweise eine Klasse entwickeln, die nur umständlich zu nutzen ist. Vielleicht ist die Klasse auch unvollständig. Solche Mängel können natürlich am besten vermieden werden, wenn der Entwickler zunächst an die Benutzung der Klasse denkt – und nicht nur an diese Benutzung denkt, sondern sie auch - für den Compiler verständlich und übersetzbar – aufschreibt.

Indem der Entwickler die Benutzung der Klasse demonstriert, spezifiziert er die Klasse. Diese Spezifikationen (also die Testmethoden) erzählen jeweils eine kleine "Story", aus welcher genau hervorgeht, wie die Klasse zu benutzen ist. Jemand, der die Klasse nutzen will, muss dann eigentlich nur die Testmethoden lesen. Anhand dieser Methoden kann er die Art und Weise der möglichen Nutzung exakt verstehen.

Jeder Schritt der Entwicklung einer Klasse ist abgesichert. Es kann also niemals Zweifel daran aufkommen, dass der aktuelle Implementierungsstand korrekt ist. (Was aber nicht notwendigerweise bedeutet, dass die Implementierung vielleicht später zu refaktorieren ist. Und auch nicht, dass die aktuelle Spezifikation auf ewig Bestand hat...)

Beim Wechsel von "rot" zu "grün" kann der Entwickler sich "zurücklehnen" – die zuletzt vorgenommenen Erweiterungen / Änderungen haben sich definitiv als zielführend herausgestellt. Der Entwickler wird daher das "grün" jeweils auch als Belohnung und Bestätigung seiner Arbeit auffassen können. Und gewöhnlich lieben es Menschen, bestätigt zu werden...

Der Vorteil von Testmethoden erweist sich insbesondere dann, wenn die Klassen später geändert oder erweitert werden müssen – der einfach refrakturiert werden sollen. Nach jedem Schritt einer solchen Erweiterung / Änderung / Refaktorierung können die Tests erneut ausgeführt werden. Ist das Ergebnis dann "grün", kann der Entwickler sicher sein, nichts "kaputt repariert" zu haben. Und nach der Auslieferung der neuen Software kann der Entwickler ruhig schlafen. (Psychologie ist nicht zu unterschätzen...)

Auch ein Test-Client ist genau so ernst zu nehmen wie ein "richtiger" Client einer Klasse. Auch er braucht Pflege (immer dann, wenn die Spezifikation geändert oder erweitert wird).

# Testing – Das gtest Framework

Im folgenden wird das Test-Framework gtest näher vorgestellt.

Projekt-Einstellungen:
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## Start

Hier die zu testende Klasse – eine Klasse mit ausschließlich statischen Methoden:

// MathService.h

class **MathService** {

public:

static int **gcd**(int x, int y);

static int **lcm**(int x, int y);

};

// MathService.cpp

#include "MathService.h"

int **MathService::gcd**(int x, int y) {

while (x != y) {

if (x > y)

x -= y;

else

y -= x;

}

return x;

}

int **MathService::lcm**(int x, int y) {

int a = x;

int b = y;

while (a != b) {

if (a < b)

a += x;

else

b += y;

}

return a;

}

Und hier die Testklasse:

// MathServiceTest.cpp

#include "gtest/gtest.h"

#include "MathService.h"

TEST(**MathServiceTest**, **gcd**) {

EXPECT\_EQ(10, MathService::gcd(30, 40))

<< "cgd of 30 and 40 must be 10";

EXPECT\_EQ(10, MathService::gcd(40, 30));

EXPECT\_EQ(42, MathService::gcd(42, 42));

EXPECT\_EQ(1, MathService::gcd(1, 1));

}

TEST(**MathServiceTest**, **lcm**) {

ASSERT\_EQ(120, MathService::lcm(30, 40))

<< "cgd of 30 and 40 must be 10";

ASSERT\_EQ(120, MathService::lcm(40, 30));

ASSERT\_EQ(42, MathService::lcm(42, 42));

ASSERT\_EQ(1, MathService::lcm(1, 1));

}

TEST(**MathServiceTest**, **DISABLED\_lcm**) {

// ...

}

In gtest werden alle Testmethoden mittels des Makros TEST definiert. Dem Makro werden zwei Parameter übergeben: Der Name des "Test-Cases" und der Name des konkreten Tests.

Assertions können in gtest u.a. mittels der Makros EXPECT\_EQ und ASSERT\_EQ definiert werden. Beide Makros verlangen zwei Argumente: den erwarteten Wert einer Berechnung und den tatsächlichen Wert dieser Berechnung (und zwar in genau dieser Reihenfolge: expected – actual).

Stimmt der erwartete mit dem tatsächlichen Wert überein, kehren die Makros lautlos zurück. Ansonsten wird die Abweichung der Erwartung vom tatsächlichen Resultat protokolliert (siehe weiter unten).

Während eine solche Abweichung beim ASSERT\_EQ-Makro zum sofortigen Abbruch der Test-Methode führt (die weiteren Assertions werden nicht mehr ausgeführt), werden bei EXPECT\_EQ auch noch die folgenden Assertions ausgeführt. ASSERT\_EQ ist als "hart", EXPCECT\_EQ ist "weich". I.d.R. sollte EXPECT\_EQ verwendet werden – um möglicherweise gleich mehrere Fehler mittels der Ausführung einer einzigen Testmethode ausfindig machen zu können. ASSERT\_EQ sollte nur dann verwendet werden, wenn es um die Entdeckung "fataler" Fehler geht – dergestalt, dass weitere Assertions sinnlos sind.

Beginnt der Name eines Tests mit DISABLED\_, dann wird die entsprechende Methode nicht ausgeführt – im Testprotokoll wird aber eben dieser Umstand auch vermerkt. (Man sieht es dem Protokoll also an, dass Methoden nicht ausgeführt werden.)

Wie wird nun ein gtest-Test ausgeführt?

Wir schreiben eine kleine main-Funktion:

// main.cpp

#include <iostream>

#include "gtest/gtest.h"

using namespace std;

int **main**(int argc, char\*\* argv) {

cout << "GTest-StaticMethods" << endl;

testing::InitGoogleTest(&argc, argv);

return RUN\_ALL\_TESTS();

}

Die main-Funktion kann mittels gtest-eigener Kommandozeilen-Parameter gestartet werden (siehe dazu später). Diese Parameter werden weitergereicht an die gtest-Funktion InitGoolgeTest. Mittels des Makros RUN\_ALL\_TESTS werden dann alle mit dem TEST-Makro definierten Testmethoden ausgeführt (egal, in welchen Klassen sie sich befinden).

Sofern alle Tests erfolgreich durchlaufen werden, produziert das Testprogramm die folgende Ausgabe:

[==========] Running 2 tests from 1 test case.

[----------] Global test environment set-up.

[----------] 2 tests from MathServiceTest

[ RUN ] MathServiceTest.gcd

[ OK ] MathServiceTest.gcd (0 ms)

[ RUN ] MathServiceTest.lcm

[ OK ] MathServiceTest.lcm (0 ms)

[----------] 2 tests from MathServiceTest (0 ms total)

[----------] Global test environment tear-down

[==========] 2 tests from 1 test case ran. (1 ms total)

[ PASSED ] 2 tests.

YOU HAVE 1 DISABLED TEST

Angenommen, die zu testende gcd-Methode ist falsch implementiert:

int **MathService::gcd**(int x, int y) {

while (x == y) { // hier liegt der Fehler!!!

if (x > y)

x -= y;

else

y -= x;

}

return x;

}

Dann produziert das Testprogramm die folgende Ausgabe:

GTest-StaticMethods

[==========] Running 2 tests from 1 test case.

[----------] Global test environment set-up.

[----------] 2 tests from MathServiceTest

[ RUN ] MathServiceTest.gcd

..\src\MathServiceTest.cpp:8: Failure

Expected: 10

To be equal to: MathService::gcd(30, 40)

Which is: 30

cgd of 30 and 40 must be 10

..\src\MathServiceTest.cpp:9: Failure

Expected: 10

To be equal to: MathService::gcd(40, 30)

Which is: 40

[ FAILED ] MathServiceTest.gcd (2 ms)

[ RUN ] MathServiceTest.lcm

[ OK ] MathServiceTest.lcm (0 ms)

[----------] 2 tests from MathServiceTest (2 ms total)

[----------] Global test environment tear-down

[==========] 2 tests from 1 test case ran. (2 ms total)

[ PASSED ] 1 test.

[ FAILED ] 1 test, listed below:

[ FAILED ] MathServiceTest.gcd

1 FAILED TEST

YOU HAVE 1 DISABLED TEST

## Exceptions

Im Folgenden wird gezeigt, wie getestet werden, dass Methoden unter bestimmten Bedingungen eine Exception werfen müssen. Die Erwartung besteht dann nicht darin, dass solche Methoden ein bestimmtes Resultat liefern, sondern eben darin, dass sie eine Exception werfen.

Die Klasse MathService wird um den Test von Preconditions erweitert:

// MathService.cpp

#include "MathService.h"

#include <stdexcept>

using namespace std;

int **MathService::gcd**(int x, int y) {

if (x <= 0 || y <= 0)

throw runtime\_error("x and y must be positve");

while (x != y) {

if (x > y)

x -= y;

else

y -= x;

}

return x;

}

int **MathService::lcm**(int x, int y) {

if (x <= 0 || y <= 0)

throw runtime\_error("x and y must be positve");

int a = x;

int b = y;

while (a != b) {

if (a < b)

a += x;

else

b += y;

}

return a;

}

Die Testklasse könnte nun wie folgt ausschauen:

// MathServiceTest.cpp

#include "gtest/gtest.h"

#include <stdexcept>

#include "MathService.h"

using namespace std;

TEST(**MathServiceTest**, **gcdException**) {

try {

MathService::gcd(1, 0);

ADD\_FAILURE();

}

catch(const runtime\_error& e) {

SUCCEED(); // comment only

}

EXPECT\_THROW(MathService::gcd(-1, 1), runtime\_error);

EXPECT\_ANY\_THROW(MathService::gcd(-1, 1));

EXPECT\_THROW({ MathService::gcd(-1, 1); }, runtime\_error);

// block possible

}

TEST(**MathServiceTest**, **lcmExceptions**) {

try {

MathService::gcd(1, 0);

FAIL();

}

catch(const runtime\_error& e) {

SUCCEED(); // comment only

}

ASSERT\_THROW(MathService::gcd(-1, 1), runtime\_error);

ASSERT\_ANY\_THROW(MathService::gcd(-1, 1));

}

Die erste Testmethode benutzt beim ersten Test einen try-catch, um die beim gcd-Aufruf erwartete Exception aufzufangen. Sofern die gcd-Methode wieder Erwarten normal zurückkehren würde, sorgt das Makro ADD\_FAILURE für eine entsprechende Fehler-Ausgabe. Sofern aber der gcd-Aufruf die erwartete Exception wirft, wird SUCCEED ausgeführt (SUCCEED ist allerdings nur ein Kommentar, der auch weggelassen werden könnte).

Mittels des Makros EXPECT\_THROW kann der Test eleganter und knapper formuliert werden. Dem Makro wird der Aufruf der zu testenden Methode und der Typ der erwarteten Ausnahme übergeben.

Falls der Typ der geworfenen Exception nicht interessant ist, kann auch das Makro EXPECT\_ANY\_THROW verwendet werden.

Während die erste Testmethode nur "weiche" Makros nutzt, werden in der zweiten Testmethode die entsprechenden "harten" Makros verwendet (statt EXPECT\_\* nun also ASSERT\_\*). Das FAIL-Makro führt zum sofortigen Abbruch der Testmethode.

## Objects

Bislang ging es darum, statische Methoden zu testen. Was müssen wir beachten, wenn wir nicht-statische Methoden testen wollen?

Die Klasse MathService wird umgebaut und erweitert:

// MathService.h

class **MathService** {

unsigned int **callCount\_**;

public:

**MathService()** : callCount\_(0) {

}

int **gcd**(int x, int y);

int **lcm**(int x, int y);

unsigned int **callCount**() {

return callCount\_;

}

};

Die gcd- und lcm-Methoden sind nun als Instanzmethoden deklariert. Das Instanz-Attribut callCount\_ soll mitzählen, wie häufig gcd resp. lcm aufgerufen werden. Die Instanz-Methode callCount liefert den Wert von callCount\_ zurück.

Hier die Implementierung der gcd- und der lcm-Methode:

// MathService.cpp

#include "MathService.h"

#include <stdexcept>

using namespace std;

int **MathService::gcd**(int x, int y) {

if (x <= 0 || y <= 0)

throw runtime\_error("x and y must be positve");

while (x != y) {

if (x > y)

x -= y;

else

y -= x;

}

callCount\_++;

return x;

}

int **MathService::lcm**(int x, int y) {

if (x <= 0 || y <= 0)

throw runtime\_error("x and y must be positve");

int a = x;

int b = y;

while (a != b) {

if (a < b)

a += x;

else

b += y;

}

callCount\_++;

return a;

}

Im Testprogramm werden wir am Anfang jeder Testmethode ein neues, "jungfräuliches" MathService-Objekt erzeugen müssen:

// MathServiceTest.cpp

// ...

TEST(**MathServiceTest**, **gcd**) {

MathService service;

EXPECT\_EQ(0, service.callCount());

EXPECT\_EQ(10, service.gcd(30, 40));

EXPECT\_EQ(42, service.gcd(42, 42));

EXPECT\_THROW(service.gcd(-1, 1), runtime\_error);

EXPECT\_EQ(2, service.callCount());

}

TEST(**MathServiceTest**, **lcm**) {

MathService service;

EXPECT\_EQ(0, service.callCount());

EXPECT\_EQ(120, service.lcm(30, 40));

EXPECT\_EQ(42, service.lcm(42, 42));

EXPECT\_THROW(service.lcm(-1, 1), runtime\_error);

EXPECT\_EQ(2, service.callCount());

}

TEST(**MathServiceTest**, gcdAndLcm) {

MathService service;

EXPECT\_EQ(0, service.callCount());

EXPECT\_EQ(10, service.gcd(30, 40));

EXPECT\_EQ(42, service.lcm(42, 42));

EXPECT\_EQ(2, service.callCount());

}

Im Unterschied zur alten MathService-Klasse, welche nur statische Methoden enthielt, haben wir es nun mit zustandsbehafteten Objekten zu tun. Und da die Testmethoden völlig unabhängig voneinander sein müssen, muss natürlich jeder Test ein eigenes Objekt besitzen. Ein Test darf nicht auf dem Resultat eines anderen Tests beruhen. (By the way: wenn die Testmethoden auf mehrere cpp-Dateien verteilt wären, wüsste man natürlich auch nicht, in welcher Reihenfolge sie ausgeführt würden).

## Complex Objects

Häufig müssen zunächst mehrere Objekte erzeugt und zusammengesteckt werden, um eines dieser Objekte dann überhaupt testen zu können. Hier ein Beispiel:

Mittels eines MathService kann der GGT und das KGV zweier Zahlen berechnet werden: die Klasse bietet die Methoden gcd und lcm. Ein MathService kann auch danach gefragt werden, wie häufig er bereits GGT- und KGV-Berechnungen durchgeführt hat – mittels der Methode callCount. Der Service ist im Interface IMathService spezifiziert und in MathService implementiert.

Ein MathService-Objekt benutzt nun zwei Hilfsobjekte: einen GGT-Service und einen KGV- Service. Ein Hilfsservice besitzt jeweils eine Berechnungs-Methode (gcd resp. lcm) und eine callCount-Methode. Jeder Hilfsservice speichert die Anzahl der bereits erfolgten gcd- resp. lcm-Aufrufe. Auch die Hilfsservices sind jeweils zunächst in einem Interface spezifiziert. Und der Hauptservice soll sich auf die Hilfsservices nur über diese Interfaces beziehen - damit u.a. die Implementierung der Hilfsservices jederzeit durch eine andere Implementierung ersetzt werden kann.

Also müssen dem Hauptservice Referenzen auf die beiden benötigten Hilfsservices per Dependency Injection übergeben werden. Dies geschieht mittels des Konstruktors.

: MathService

*IMathService*

gcd (x, y)

callCount ()

lcm (x, y)

: GcdMathService

*IGcdMathService*

gcd (x, y)

callCount ()

2

: LcmMathService

*ILcmMathService*

lcm (x, y)

callCount ()

3

Hier die im folgenden Test benutzten Interfaces – das Interface des Hauptservice und das der beiden Hilfsservices:

// IMathService.h

class **IMathService** {

public:

virtual **~IMathService**() { }

virtual int **gcd**(int x, int y) = 0;

virtual int **lcm**(int x, int y) = 0;

virtual unsigned int **callCount**() = 0;

};

// IGcdMathService.h

class **IGcdMathService** {

public:

virtual **~IGcdMathService**() { }

virtual int **gcd**(int x, int y) = 0;

virtual unsigned int **callCount**() = 0;

};

// ILcmMathService.h

class **ILcmMathService** {

public:

virtual **~ILcmMathService**() { }

virtual int **lcm**(int x, int y) = 0;

virtual unsigned int **callCount**() = 0;

};

Hier die Implementierung dieser Interfaces:

// MathService.h

#include "IMathService.h"

#include "IGcdMathService.h"

#include "ILcmMathService.h"

class **MathService**: public IMathService {

IGcdMathService& **gcdService\_**;

ILcmMathService& **lcmService\_**;

public:

**MathService**(IGcdMathService& gcdService, ILcmMathService& lcmService) :

gcdService\_(gcdService),

lcmService\_(lcmService) {

}

int **gcd**(int x, int y) {

return gcdService\_.gcd(x, y);

}

int **lcm**(int x, int y) {

return lcmService\_.lcm(x, y);

}

unsigned int **callCount**() {

return gcdService\_.callCount() + lcmService\_.callCount();

}

};

// GcdMathService.h

#include "IGcdMathService.h"

// ...

class **GcdMathService** : public IGcdMathService {

private:

unsigned int **callCount\_**;

public:

**GcdMathService**() : callCount\_(0) {

}

int **gcd**(int x, int y) {

if (x <= 0 || y <= 0)

throw runtime\_error("x and y must be positve");

while (x != y) { if (x > y) x -= y; else y -= x; }

callCount\_++;

return x;

}

unsigned int **callCount**() {

return callCount\_;

}

};

// LcmMathService.h

#include "ILcmMathService.h"

// ...

class **LcmMathService** : public ILcmMathService {

private:

unsigned int **callCount\_**;

public:

**LcmMathService**() : callCount\_(0) {

}

int **lcm**(int x, int y) {

if (x <= 0 || y <= 0)

throw runtime\_error("x and y must be positve");

int a = x;

int b = y;

while (a != b) { if (a < b) a += x; else b += y; }

callCount\_++;

return a;

}

unsigned int **callCount**() {

return callCount\_;

}

};

Soll nun die Hauptservice-Klasse getestet werden, so müssen zunächst zwei Hilfsservice-Objekte erzeugt werden, welche dann dem Konstruktor von MathService übergeben werden müssen:

// MathServiceTest.cpp

// ...

TEST(**MathServiceTest**, **gcd**) {

GcdMathService gcdService;

LcmMathService lcmService;

MathService service(gcdService, lcmService);

EXPECT\_EQ(0, service.callCount());

EXPECT\_EQ(10, service.gcd(30, 40));

EXPECT\_EQ(42, service.gcd(42, 42));

EXPECT\_THROW(service.gcd(-1, 1), runtime\_error);

EXPECT\_EQ(2, service.callCount());

}

TEST(**MathServiceTest**, **lcm**) {

GcdMathService gcdService;

LcmMathService lcmService;

MathService service(gcdService, lcmService);

EXPECT\_EQ(0, service.callCount());

EXPECT\_EQ(120, service.lcm(30, 40));

EXPECT\_EQ(42, service.lcm(42, 42));

EXPECT\_THROW(service.lcm(-1, 1), runtime\_error);

EXPECT\_EQ(2, service.callCount());

}

TEST(**MathServiceTest**, **gcdAndLcm**) {

GcdMathService gcdService;

LcmMathService lcmService;

MathService service(gcdService, lcmService);

EXPECT\_EQ(0, service.callCount());

EXPECT\_EQ(10, service.gcd(30, 40));

EXPECT\_EQ(42, service.lcm(42, 42));

EXPECT\_EQ(2, service.callCount());

}

Jede der drei Testmethoden beginnt jeweils mit denselben Zeilen: der Erzeugung und Verbindung dreier Objekte. Andere zu testende Objekte mögen noch komplexer sein…

## Fixtures

Um vermeiden zu können, das Erzeugen und Zusammenstecken der Objekte in jeder de Testmethoden immer wieder in identischer Weise implementieren zu müssen, kann der Aufbau des Objektgraphen in einer einzigen Methode implementiert werden, welche zu Beginn jeder Testmethode automatisch aufgerufen wird.

Zu diesem Zweck muss eine explizite Testklasse geschrieben werden, welche von der gtest-Klasse testing::Test abgeleitet ist. In dieser Klasse können dann zwei Methoden der Basisklasse überschrieben werden: SetUp und TearDown. Das Testframe sorgt dann dafür, dass vor jedem Aufruf einer Testmethode die SetUp-Methode aufgerufen wird – und nach Ausführung der Testmethode die inverse Methode TearDown.

Dann müssen wir zur Definition einer Testmethode allerdings das Makro TEST\_F verwenden – wobei der Wert des ersten an TEST\_F übergebenen Parameters der Namen der Testklasse sein muss.

In SetUp können dann die beteiligen Objekte (dynamisch) erzeugt und miteinander verbunden werden. Das Ergebnis dieser Operationen wird an Instanzvariablen zugewiesen (auf welche dann die Testmethoden zugreifen können). In TearDown können die dynamisch erzeugten Ressourcen dann wieder freigegeben werden.

// MathServiceTest.cpp

// ...

class **MathServiceTest** : public testing::Test {

protected:

IGcdMathService\* **gcdService**;

ILcmMathService\* **lcmService**;

IMathService\* **service**;

public:

virtual void **SetUp**() override {

gcdService = new GcdMathService();

lcmService = new LcmMathService();

service = new MathService(\*gcdService, \*lcmService);

}

virtual void **TearDown**() override {

delete gcdService;

delete lcmService;

delete service;

}

};

TEST\_F(**MathServiceTest**, **gcd**) {

EXPECT\_EQ(0, service->callCount());

EXPECT\_EQ(10, service->gcd(30, 40));

EXPECT\_EQ(42, service->gcd(42, 42));

EXPECT\_THROW(service->gcd(-1, 1), runtime\_error);

EXPECT\_EQ(2, service->callCount());

}

TEST\_F(**MathServiceTest**, **lcm**) {

EXPECT\_EQ(0, service->callCount());

EXPECT\_EQ(120, service->lcm(30, 40));

EXPECT\_EQ(42, service->lcm(42, 42));

EXPECT\_THROW(service->lcm(-1, 1), runtime\_error);

EXPECT\_EQ(2, service->callCount());

}

TEST\_F(**MathServiceTest**, **gcdAndLcm**) {

EXPECT\_EQ(0, service->callCount());

EXPECT\_EQ(10, service->gcd(30, 40));

EXPECT\_EQ(42, service->lcm(42, 42));

EXPECT\_EQ(2, service->callCount());

}

## Fixtures – Details

Neben dem Überschrieben der SetUp- resp. der TearDown-Methode können in einer Testklasse auch zwei weitere Methoden definiert werden: SetUpTestCase und TearDownTestCase. Diese Methoden müssen allerdings als static definiert sein. Die SetUpTestCase-Methode wird ein einziges Mal aufgerufen – beim Start der Testanwendung. Auch TearDownTestCase wird nur ein einziges Mal aufgerufen – kurz bevor die Testanwendung terminiert. Da diese beiden Methoden als static definiert sein müssen, können sie also auch nur static-Ressourcen anfordern resp. freigeben.

In der folgenden Testanwendung soll gezeigt werden, welche Methoden wann aufgerufen werden. Zu diesem Zweck ist in der Testklasse auch ein Konstruktor und der Destruktor implementiert. Alle Methoden diagnostizieren nur ihren Aufruf:

// DemoTest.cpp

// ...

class **DemoTest** : public testing::Test {

public:

static void **SetUpTestCase**() {

cerr << "SetUpTestCase" << endl;

}

static void **TearDownTestCase**() {

cerr << "TearDownTestCase" << endl;

}

**DemoTest**() {

cerr << "\tCTOR" << endl;

}

virtual **~DemoTest**() {

cerr << "\tDTOR" << endl;

}

virtual void **SetUp**() override {

cerr << "\t\tSetUp" << endl;

}

virtual void **TearDown**() override {

cerr << "\t\tTearDown" << endl;

}

};

TEST\_F(**DemoTest**, **foo**) {

cerr << "\t\t\tfoo" << endl;

EXPECT\_EQ(10, 10);

}

TEST\_F(**DemoTest**, **bar**) {

cerr << "\t\t\tbar" << endl;

EXPECT\_EQ(10, 10);

}

Die Diagnose-Ausgaben erfolgen auf stderr (damit man sie besser von den gtest-Ausgaben unterscheiden kann). Man beachte auch die Einrückungen der Ausgaben.

Hier das Resultat:

SetUpTestCase

CTOR

SetUp

foo

TearDown

DTOR

CTOR

SetUp

bar

TearDown

DTOR

TearDownTestCase

Wie man sieht, wird jede der Testmethoden auf einem jeweils neuen(!) Objekt der Testklasse ausgeführt. Und das ist gut so - denn dann können Testmethoden, die voneinander abhängig sind, erst gar nicht formuliert werden. Der Unsinn einer solchen Abhängigkeit würde sofort offenkundig.

## Assertions

Im folgenden werden einige weitere ASSERT\_\*- resp. EXPECT\_\*-Makros vorgestellt. Zudem wird gezeigt, was beim Vergleich von Objekten zu beachten ist.

Die folgende einfache Point-Klasse dient zur Demonstration. Man beachte, dass in dieser Klasse einige Vergleichsoperatoren überladen sind. Man beachte schließlich, dass der globale Ausgabeoperator überladen wurde.

// Point.h

// ...

class **Point** {

const int **x\_**;

const int **y\_**;

public:

**Point**(int x, int y);

virtual **~Point**();

int **x**() const;

int **y**() const;

double **size**() const;

bool **operator ==** (const Point& other) const;

bool **operator !=** (const Point& other) const;

bool **operator >** (const Point& other) const;

bool **operator >=** (const Point& other) const;

};

ostream& **operator <<** (ostream& out, const Point& point);

// Point.cpp

// ...

**Point::Point**(int x, int y) : x\_(x), y\_(y) {

}

**Point::~Point**() {

}

int **Point::x**() const {

return this->x\_;

}

int **Point::y**() const {

return this->y\_;

}

double **Point::size**() const {

return ::sqrt(this->x\_ \* this->x\_ + this->y\_ \* this->y\_);

}

bool **Point::operator ==** (const Point& other) const {

return this->x\_ == other.x\_ && this->y\_ == other.y\_;

}

bool **Point::operator !=** (const Point& other) const {

return !(\*this == other);

}

bool **Point::operator >** (const Point& other) const {

return this->size() > other.size();

}

bool **Point::operator >=** (const Point& other) const {

return this->size() >= other.size();

}

ostream& **operator <<** (ostream& out, const Point& point) {

return out << "Point [" << point.x() << ", " << point.y() << "]" ;

}

Hier eine Testanwendung (statt EXPECT\_\* könnte hier auch stets ASSERT\_\* verwendet werden):

// DemoTest.cpp

// ...

TEST(**PointTest**, **equal**) {

Point p1(10, 20);

Point p2(10, 20);

EXPECT\_EQ(p1, p2); // requires operator ==

}

TEST(**PointTest**, **unequal**) {

Point p1(10, 20);

Point p2(11, 22);

EXPECT\_NE(p1, p2); // requires operator !=

}

TEST(**PointTest**, **greaterThan**) {

Point p1(10, 20);

Point p2(11, 22);

EXPECT\_GT(p2, p1); // requires operator >

// EXPECT\_GT(p1, p2); // bad test!! (but see the output!)

}

TEST(**PointTest**, **greaterOrEqual**) {

Point p1(10, 20);

Point p2(11, 22);

Point p3(10, 20);

EXPECT\_GE(p2, p1); // requires operator >=

EXPECT\_GE(p2, p1); // requires operator >=

}

TEST(**FloatDoubleTest**, **equal**) {

float f = 3.14;

double d = 3.14;

EXPECT\_FLOAT\_EQ(3.14, f);

EXPECT\_DOUBLE\_EQ(3.14, d);

EXPECT\_NEAR(3.14, f, 0.001);

EXPECT\_NEAR(3.14, d, 0.001);

}

TEST(**CStringTest**, **equal**) {

const char\* cs1 = "Hello";

EXPECT\_EQ("Hello", cs1);

char\* cs2 = new char[5 + 1];

strcpy(cs2, "Hello");

EXPECT\_NE("Hello", cs2); // NE !!!

EXPECT\_STREQ("Hello", cs2);

EXPECT\_STRCASEEQ("HELLO", cs2);

}

TEST(**StringTest**, **equal**) {

string cs1 = "Hello";

string cs2 = "Hello";

EXPECT\_EQ("Hello", cs1);

EXPECT\_EQ(cs2, cs1);

// EXPECT\_STREQ(cs2, cs1); // will not compile

}

TEST(**BooleanTest**, **trueFalse**) {

EXPECT\_TRUE(1 == 1) << ".....";

EXPECT\_FALSE(1 == 0);

}

Für den Vergleich von float resp. double-Werten existieren die speziellen Makros EXPECT\_FLOAT, EXPECT\_DOUBLE und EXPECT\_NEAR. Bei der Verwendung des letzten Makros muss als dritter Parameter die verlangte Genauigkeit übergeben werden. (float- resp. double-Berechnungen sind naturgemäß ungenau…)

Für die (Zustands-)Vergleich zweier C-Strings wird das Makro EXPECT\_STREQ verwendet (resp. EXPECT\_CASEEQ). Das EXPECT\_EQ-Makro vergleicht im Falle von C-Strings nur Pointer!.

Für string-Objekte kann allerdings wieder das gewöhnliche EXPECT\_EQ-Makro verwendet werden.

Die globale operator <<-Funktion wird von gtest aufgerufen, wenn eine Assertion fehlschlägt – sie erlaubt also ein schönes Fehlerprotokoll (ohne die Existenz dieses Operators würden einfach die Bytes des jeweiligen Objekts hexadezimal ausgegeben).

## Parameter

Dieselbe(n) Testmethoden können im Verlauf eines Tests mehrfach aufgerufen werden – und zwar mit unterschiedlichen "Parametern".

Wir testen wieder unseren MathService:

// MathServiceTest.cpp

class **Param** {

public:

const int **x**;

const int **y**;

const int **gcd**;

const int **lcm**;

**Param**(int x, int y, int gcd, int lcm)

: x(x), y(y), gcd(gcd), lcm(lcm) {

}

};

ostream& **operator <<** (ostream& out, const Param& p) {

return out << "Param [" << p.x << ", "

<< p.y << ", " << p.gcd << ", " << p.lcm << "]";

}

class **MathServiceTest** : public testing::TestWithParam<Param> {

public:

//virtual void **SetUp**() override {

// const Param& p = this->GetParam();

// cout << p << endl; // only for demo...

//}

};

Param **params**[] = {

Param(30, 40, 10, 120),

Param(40, 30, 10, 120),

Param(5, 5, 5, 5),

Param(1, 1, 1, 1),

};

**INSTANTIATE\_TEST\_CASE**\_P(params, MathServiceTest, testing::ValuesIn(params));

TEST\_P(**MathServiceTest**, **gcdNormal**) {

MathService service;

const Param& p = this->GetParam();

cout << "gcdNorml : " << p << endl;

EXPECT\_EQ(p.gcd, service.gcd(p.x, p.y));

}

TEST\_P(**MathServiceTest**, **lcmNormal**) {

MathService service;

const Param& p = this->GetParam();

cout << "lcmNorml : " << p << endl;

EXPECT\_EQ(p.lcm, service.lcm(p.x, p.y));

}

Wir definieren eine Klasse mit dem beispielhaften Namen Param, welche die Inputs und die erwarteten Outputs von GGT- und KGV-Berechnungen enthält.

Wir benötigen dann eine explizite Testklasse, welche abgeleitet ist von testing::TestWithParam<Param>.

Dann können wir einen Array mit beispielhaften Param-Objekten definieren (params).

Mittels des Makros INITIATE\_TEST\_CASE kann die Testklasse dann mit den beispielhaften Param-Objekten verbunden werden.

Die Testmethoden müssen dann mit dem Makro TEST\_P eingeleitet werden.

Für jedes Param-Objekt des params-Arrays werden jeweils beide Testmethoden aufgerufen. Diese können dann das jeweilige Param-Objekt (mit den Inputs und den erwarteten Outputs) mittels der Methode GetParam ermitteln.

Die Diagnose-Ausgaben zeigen, wie der Mechanismus funktioniert:

GTest-Parameterized

[==========] Running 8 tests from 1 test case.

[----------] Global test environment set-up.

[----------] 8 tests from params/MathServiceTest

[ RUN ] params/MathServiceTest.gcdNormal/0

gcdNorml : Param [30, 40, 10, 120]

[ OK ] params/MathServiceTest.gcdNormal/0 (0 ms)

[ RUN ] params/MathServiceTest.gcdNormal/1

gcdNorml : Param [40, 30, 10, 120]

[ OK ] params/MathServiceTest.gcdNormal/1 (0 ms)

[ RUN ] params/MathServiceTest.gcdNormal/2

gcdNorml : Param [5, 5, 5, 5]

[ OK ] params/MathServiceTest.gcdNormal/2 (1 ms)

[ RUN ] params/MathServiceTest.gcdNormal/3

gcdNorml : Param [1, 1, 1, 1]

[ OK ] params/MathServiceTest.gcdNormal/3 (0 ms)

[ RUN ] params/MathServiceTest.lcmNormal/0

lcmNorml : Param [30, 40, 10, 120]

[ OK ] params/MathServiceTest.lcmNormal/0 (0 ms)

[ RUN ] params/MathServiceTest.lcmNormal/1

lcmNorml : Param [40, 30, 10, 120]

[ OK ] params/MathServiceTest.lcmNormal/1 (0 ms)

[ RUN ] params/MathServiceTest.lcmNormal/2

lcmNorml : Param [5, 5, 5, 5]

[ OK ] params/MathServiceTest.lcmNormal/2 (0 ms)

[ RUN ] params/MathServiceTest.lcmNormal/3

lcmNorml : Param [1, 1, 1, 1]

[ OK ] params/MathServiceTest.lcmNormal/3 (0 ms)

[----------] 8 tests from params/MathServiceTest (1 ms total)

[----------] Global test environment tear-down

[==========] 8 tests from 1 test case ran. (1 ms total)

[ PASSED ] 8 tests.

## Listeners

Um die Funktionsweise von gtest eingreifen zu können, können wir eine Listener-Klasse bauen, die von testing::EmptyTestEventListener abgeleitet ist. Dabei können wir die Methoden OnTestStart, OnTestPartResult und OnTestEnd überschreiben. Die Methoden unserer Listener-Klasse werden dann bei der Ausführung jeder Testmethode aufgerufen. Dabei wird jeweils eine testing::TestInfo- resp. eine testing::TestPartResult-Referenz übegeben:

// ResultPrinter.h

class **ResultPrinter** : public testing::EmptyTestEventListener {

virtual void **OnTestStart**(const testing::TestInfo& testInfo) {

printf(">>> Test %s.%s starting.\n",

testInfo.test\_case\_name(), testInfo.name());

}

virtual void **OnTestPartResult**(

const testing::TestPartResult& testPartResult) {

printf("%s in %s:%d\n%s\n",

testPartResult.failed() ? "Failure" : "Success",

testPartResult.file\_name(),

testPartResult.line\_number(),

testPartResult.summary());

}

virtual void **OnTestEnd**(const testing::TestInfo& testInfo) {

printf("<<< Test %s.%s ending.\n",

testInfo.test\_case\_name(), testInfo.name());

}

};

Hier eine einfache Testklasse:

// DemoTest.cpp

TEST(**DemoTest**, **foo**) {

EXPECT\_EQ(77, 77);

}

TEST(**DemoTest**, **bar**) {

EXPECT\_EQ(42, 11);

}

Und hier der Runner – die main-Funktion, die unseren Listener registriert und den default-Listener deregistriert:

// main.cpp

int **main**(int argc, char\*\* argv) {

cout << "GTest-Listener" << endl;

testing::InitGoogleTest(&argc, argv);

testing::TestEventListeners& listeners =

testing::UnitTest::GetInstance()->listeners();

delete listeners.Release(listeners.default\_result\_printer());

listeners.Append(new ResultPrinter);

return RUN\_ALL\_TESTS();

}

Die Ausgaben sind nun viel "kompakter":

GTest-Listener

>>> Test DemoTest.foo starting.

<<< Test DemoTest.foo ending.

>>> Test DemoTest.bar starting.

Failure in ..\src\DemoTest.cpp:14

Expected: 42

To be equal to: 11

<<< Test DemoTest.bar ending.

## Flags

Das Verhalten des gtest-Runners kann mittels zusätzlicher Flags beim Aufruf über die Kommandozeile beeinflusst werden. Solche Flags können auch in der main-Funktion gesetzt werden.

Hier einige Beispiel:

// main.cpp

int **main**(int argc, char\*\* argv) {

cout << "GTest-Flags" << endl;

testing::InitGoogleTest(&argc, argv);

// testing::GTEST\_FLAG(list\_tests) = true;

// ... --gtest\_print\_time=false

testing::GTEST\_FLAG(print\_time) = false;

testing::GTEST\_FLAG(filter)="DemoTest.foo\*:DemoTest.bar";

// ... --gtest\_repeat=2

testing::GTEST\_FLAG(repeat)=2;

int failures = RUN\_ALL\_TESTS();

cout << "failures = " << failures << endl;

return failures;

}

Anhand der Kommentare wird deutlich, wie die Parameter jeweils als Kommandozeilen-Flags übergeben werden könnten.

Die Bedeutung der Flags sollte klar sein.

# Testing – Übungen

Dieses Kapitel enthält einige Übungen, in denen die zu testenden Klassen bereits vorgegeben sind. Die Aufgabe besteht jeweils darin, diese Klassen nun "im nachhinein" zu testen.

* In der ersten Übung geht's um den Test einer Stack-Klasse.
* In der zweiten Übung wird eine Trimmer-Klasse getestet. Die Trimmer-Klasse liest eine Textdatei ein und gibt diese in komprimierter Form (in "getrimmter" Form) wieder aus.
* In der dritten Übung schließlich geht's um das Testen einer vorgegeben CSVReader-Klasse.
* In der vierten Übung geht's schließlich um den Test einer StateMachine-Klasse.
* In der fünften Übung geht's um den Test eines CommandHandlings-Konzepts.
* In der sechsten Übung geht's schließlich um den Test einer selbstentwickelten SharedPtr-Klasse. Der Test dieser Klasse ist nicht ganz trivial…

Natürlich müssen nicht alle Aufgaben gelöst werden – es handelt sich nur um Angebote. "Musterlösungen" finden sich in einer separaten Workspace.

## Stack

Die zu testende Klasse:

// Stack.h

// ...

template <typename T>

class **Stack** {

private:

int **size\_**;

const int **capacity\_**;

T\* **elements\_**;

void **requireNotEmpty**() const {

if (size\_ == 0)

throw runtime\_error("stack mustn't be empty");

}

void **requireNotFull**() const {

if (size\_ == capacity\_)

throw runtime\_error("stack mustn't be full");

}

void **copyElements**(const Stack<T>& source) {

for(unsigned int i = 0; i < source.size\_; i++)

elements\_[i] = source.elements\_[i];

}

public:

**Stack**(unsigned int capacity)

: size\_(0), capacity\_(capacity), elements\_(new T[capacity]) {

}

virtual **~Stack**() {

delete[] elements\_;

}

**Stack**(const Stack<T>& source)

: size\_(source.size\_),

capacity\_(source.capacity\_),

elements\_(new T[source.capacity\_]) {

copyElements(source);

}

Stack<T>& **operator =** (const Stack<T>& source);

bool isEmpty() const {

return size\_ == 0;

}

bool **isFull**() const {

return size\_ == capacity\_;

}

void **push**(const T& element) {

requireNotFull();

elements\_[size\_] = element;

size\_++;

}

const T& **top**() const {

requireNotEmpty();

return elements\_[size\_ - 1];

}

const T& **pop**() {

requireNotEmpty();

const T& element = elements\_[size\_ - 1];

size\_--;

return element;

}

bool **operator==**(const Stack& other) const;

bool **operator!=**(const Stack& other) const {

return !(\*this == other);

}

};

template <typename T>

Stack<T>& **Stack<T>::operator =** (const Stack<T>& source) {

if (capacity\_ != source.capacity\_)

throw runtime\_error("capacities must be equal");

size\_ = source.size\_;

copyElements(source);

return \*this;

}

template <typename T>

bool **Stack<T>::operator==**(const Stack& other) const {

if (capacity\_ != other.capacity\_)

return false;

if (size\_ != other.size\_)

return false;

for (unsigned int i = 0; i < size\_; i++)

if (elements\_[i] != other.elements\_[i])

return false;

return true;

}

Der bereits vorgegebene Testrahmen:

// StackTest.cpp

// ...

class **StackTest** : public testing::Test {

};

TEST\_F(**StackTest**, **constructor1**) {

Stack<int> stack(2);

EXPECT\_TRUE(stack.isEmpty());

}

TEST\_F(**StackTest**, **constructor2**) {

Stack<int> stack(2);

EXPECT\_FALSE(stack.isFull());

}

TEST\_F(**StackTest**, **push**) {

// TODO

}

TEST\_F(**StackTest**, **pushWhenFull**) {

// TODO

}

TEST\_F(**StackTest**, **top**) {

// TODO

}

TEST\_F(**StackTest**, **topWhenEmpty**) {

// TODO

}

TEST\_F(**StackTest**, **pop**) {

// TODO

}

TEST\_F(**StackTest**, **popWhenEmpty**) {

// TODO

}

TEST\_F(**StackTest**, **assingment**) {

// TODO

}

TEST\_F(**StackTest**, **copyConstructor**) {

// TODO

}

TEST\_F(**StackTest**, **equal**) {

// TODO

}

## Trimmer

Die zu testende Klasse:

// Trimmer.h

class **Trimmer** {

public:

static void **trim**(const char\* inputFileName, const char\* outputFileName);

static void **trim**(istream& inputStream, ostream& outputStream);

};

// Trimmer.cpp

// ...

void **Trimmer::trim**(const char\* inputFileName, const char\* outputFileName) {

ifstream in(inputFileName);

ofstream out(outputFileName);

trim(in, out);

in.close();

out.close();

}

void **Trimmer::trim**(istream& in, ostream& out) {

int ch = in.get();

while (ch != -1) {

bool isEmpty = true;

int nTrailingBlanks = 0;

while(ch != -1 && ch != '\n') {

if (ch != ' ' && ch != '\t') {

isEmpty = false;

}

if (! isEmpty) {

if (ch != ' ' && ch != '\t') {

for(int i = 0; i < nTrailingBlanks; i++)

out << " ";

nTrailingBlanks = 0;

out << (char)ch;

}

else

nTrailingBlanks++;

}

ch = in.get();

}

if (! isEmpty)

out << endl;

ch = in.get();

}

}

Der Testrahmen:

// TrimmerTest.cpp

// ...

class **TrimmerTest** : public testing::Test {

};

TEST\_F(**TrimmerTest**, **emptyInput**) {

stringstream in;

stringstream out;

Trimmer::trim(in, out);

EXPECT\_EQ(0, out.str().length());

}

TEST\_F(**TrimmerTest**, **singleFullLine**) {

// TODO

}

TEST\_F(**TrimmerTest**, **singleLineWithLeadingAndTrailingBlanks**) {

// TODO

}

TEST\_F(**TrimmerTest**, **emptyLines**) {

// TODO

}

TEST\_F(**TrimmerTest**, **onlyEmptyLines**) {

// TODO

}

## CSVReader

Die zu testende Klasse:

// CSVReader.h

// ...

class **CSVReader** {

private:

istream& **in\_**;

const char **seperator\_**;

const unsigned int **tokenCount\_**;

int **current\_**;

void **next**() {

current\_ = in\_.get();

}

void **skipWhitespace**() {

while (current\_ == ' ' || current\_ == '\t')

next();

}

public:

**CSVReader**(istream& in, char seperator, unsigned int tokenCount) :

in\_(in), seperator\_(seperator), tokenCount\_(tokenCount) {

current\_ = in\_.get();

}

virtual **~CSVReader**() {

}

string\* **readLine**();

char **seperator**() {

return seperator\_;

}

unsigned int **tokenCount**() {

return tokenCount\_;

}

};

// CSVReader.cpp

// ...

string\* **CSVReader::readLine**() {

string\* tokens = new string[tokenCount\_];

unsigned int index = 0;

if (current\_ == -1)

return 0;

while (index == 0) {

while (current\_ != -1 && current\_ != '\n') {

skipWhitespace();

stringstream stream;

while (current\_ != -1 &&

current\_ != '\n' && current\_ != seperator\_) {

stream << (char) current\_;

next();

}

string token = stream.str();

token.erase(token.find\_last\_not\_of(" \t") + 1);

tokens[index] = token;

index++;

next();

}

next();

}

if (index != tokenCount\_)

throw runtime\_error("illegal line");

return tokens;

}

Der Testrahmen:

// **CSVReaderTest**.cpp

// ...

class **CSVReaderTest** : public testing::Test {

protected:

void **assertTokens**(string\* tokens,

string s0, string s1, string s2, string s3) {

ASSERT\_TRUE(tokens != 0);

EXPECT\_EQ(s0, tokens[0]);

EXPECT\_EQ(s1, tokens[1]);

EXPECT\_EQ(s2, tokens[2]);

EXPECT\_EQ(s3, tokens[3]);

delete[] tokens;

}

};

TEST\_F(**CSVReaderTest**, **emptyInput**) {

stringstream in("");

CSVReader reader(in, ';', 4);

EXPECT\_EQ(0, reader.readLine());

}

TEST\_F(**CSVReaderTest**, **moreLines**) {

stringstream in(

" 1111 ; Pascal; 30.0; 1970\n\n 2222 ; Modula; 40.0; 1980\n");

// TODO

}

TEST\_F(**CSVReaderTest**, **moreLinesWithoutWhitespace**) {

stringstream in(

"1111;Pascal;30.0;1970\n2222;Modula;40.0;1980\n");

// TODO

}

## Statemachine

Die zu testenden Klasse:

// Statemachine.h

// ...

class **Event**;

class **StateMachine**;

class **State** {

public:

const StateMachine\* **machine**;

const int **id**;

**State**(StateMachine\* machine, int id) :

machine(machine), id(id) {

}

virtual **~State**() {

}

virtual void **onError**(Event\* e) {

cout << "\*\*\*\*\* ERROR \*\*\*\*" << endl;

}

};

class **Event** {

public:

virtual **~Event**() {

}

virtual int **dispatch**(State\* state) = 0;

};

class **StateMachine** {

private:

vector<State\*> **states\_;**

State\* **current\_;**

protected:

**StateMachine**(State\* initialState) :

current\_(initialState) {

}

void **add**(State\* state) {

states\_.push\_back(state);

}

public:

virtual **~StateMachine**() {

}

void **dispatch**(Event\* event) {

State\* old = this->current\_;

int id = event->dispatch(this->current\_);

if (id >= 0)

this->current\_ = states\_[id];

cout << old->id << " ==> " << this->current\_->id << endl;

delete event;

}

State\* current() {

return current\_;

}

protected:

virtual void **onUnknownEvent**(Event\* e) {

cout << "\*\*\*\*\* unknown event \*\*\*\*\*" << endl;

}

};

#define **DECLARE\_EVENT**(eventClass) \

class Handler { \

public: \

virtual ~Handler () { } \

virtual int handle (eventClass\* e) = 0; \

}; \

virtual int dispatch (State\* state) { \

Handler\* handler = dynamic\_cast <Handler\*> (state); \

if (handler != 0) \

return handler->handle (this); \

state->onError (this); \

return -1; \

}

Für's Testen können folgende Event-Klassen verwendet werden:

// Events.h

// ...

struct **EventA**: public Event {

const int **i**;

**EventA**(int i) :

i(i) {

}

**DECLARE\_EVENT**(EventA)

};

struct **EventB**: public Event {

const string **s**;

**EventB**(const string s) :

s(s) {

}

**DECLARE\_EVENT**(EventB)

};

Und folgende State-Klassen:

// States.h

typedef enum {

**X**, **Y**, **Z**

} **StateIds**;

struct **StateX**: public State, public EventA::Handler {

**StateX**(StateMachine\* machine) :

State(machine, StateIds::X) {

}

virtual int **handle**(EventA\* e) {

cout << "StateX - EventA: " << e->i << endl;

return StateIds::Y;

}

};

struct **StateY**: public State, public EventB::Handler {

**StateY**(StateMachine\* machine) :

State(machine, StateIds::Y) {

}

virtual int **handle**(EventB\* e) {

cout << "StateY - EventB: " << e->s << endl;

return StateIds::Z;

}

};

struct **StateZ**: public State, public EventA::Handler, public EventB::Handler {

**StateZ**(StateMachine\* machine) :

State(machine, StateIds::Z) {

}

virtual int **handle**(EventA\* e) {

cout << "StateZ - EventA: " << e->i << endl;

return StateIds::Y;

}

virtual int **handle**(EventB\* e) {

cout << "StateZ - EventB: " << e->s << endl;

return StateIds::X;

}

};

class **MyStateMachine**: public StateMachine {

public:

StateX **sx**;

StateY **sy**;

StateZ **sz**;

**MyStateMachine**() :

StateMachine(&sx), sx(this), sy(this), sz(this) {

add(&sx);

add(&sy);

add(&sz);

}

};

Der Testrahmen:

// StatemachineTest.cpp

// ...

class **StateMachineTest** : public testing::Test {

};

TEST\_F(**StateMachineTest**, **InitialState**) {

MyStateMachine machine;

EXPECT\_EQ(&machine.sx, machine.current());

}

TEST\_F(**StateMachineTest**, **EventA**) {

MyStateMachine machine;

machine.dispatch(new EventA(42));

EXPECT\_EQ(&machine.sy, machine.current());

}

// TODO

## CommandHandling

Die zu testenden Klassen:

// CommandHandling.h

#include <vector>

using namespace std;

class **IHandler**;

class **ICommand**;

class **Handlers**;

class **IHandler** {

public:

virtual **~IHandler**() {

}

};

class **ICommand** {

public:

virtual **~ICommand**() {

}

virtual void **dispatch**(Handlers& handlers) = 0;

};

class **Handlers** {

private:

vector<IHandler\*> **handlers\_**;

bool **deleteHandlers\_**;

bool **deleteCommands\_**;

public:

**Handlers**(bool deleteHandlers = true, bool deleteCommands = true) :

deleteHandlers\_(deleteHandlers), deleteCommands\_(deleteCommands) {

}

Handlers& **operator <<** (IHandler\* handler) {

handlers\_.push\_back(handler);

return \*this;

}

virtual **~Handlers**() {

if (deleteHandlers\_) {

for (unsigned int i = 0; i < handlers\_.size(); ++i)

delete handlers\_.at(i);

}

}

void **dispatch**(ICommand\* cmd) {

cmd->dispatch(\*this);

if (deleteCommands\_)

delete cmd;

}

unsigned int **size**() const {

return handlers\_.size();

}

IHandler\* **at**(unsigned int index) const {

return handlers\_.at(index);

}

};

#define **COMMAND**(className) \

class **Handler**: public IHandler { \

public: \

virtual void **handle**(className& cmd) = 0; \

}; \

void **dispatch**(Handlers& handlers) { \

for (unsigned int i = 0; i < handlers.size(); i++) { \

Handler\* hh = dynamic\_cast<Handler\*>(handlers.at(i)); \

if (hh != 0) \

hh->handle(\*this); \

} \

}

Der Beispielklassen, die im Test verwendet werden sollten, und der Testrahmen existieren bereits:

// CommandHandlingTest.cpp

// ...

class **XCommand** : public ICommand {

public:

**COMMAND**(XCommand)

int **i**;

**XCommand**(int i) : i (i) { }

};

class **YCommand** : public ICommand {

public:

**COMMAND**(YCommand)

double **d**;

**YCommand**(double d) : d (d) { }

};

class **XYHandler** : public XCommand::Handler, public YCommand::Handler {

public:

vector<int> xValues;

vector<double> yValues;

void **handle**(XCommand& x) {

xValues.push\_back(x.i);

}

void **handle**(YCommand& y) {

yValues.push\_back(y.d);

}

};

TEST(**ComCommandHandlingTest**, **twoCommandTypesOneHandlerType**) {

// TODO...

}

class **XHandler** : public XCommand::Handler {

public:

vector<int> **xValues**;

void **handle**(XCommand& x) {

xValues.push\_back(x.i);

}

};

class **YHandler** : public YCommand::Handler {

public:

vector<double> **yValues**;

void **handle**(YCommand& y) {

yValues.push\_back(y.d);

}

};

TEST(**ComCommandHandlingTest**, **twoCommandTypesTwoHandlerTypes**) {

// TODO...

}

## SharedPtr

Die zu testende Klasse:

// SharedPrt.h

// ...

template<typename T>

class **SharedPtr** {

private:

class **Counter** {

friend SharedPtr;

private:

int **count\_**;

public:

**Counter**() :

count\_(1) {

}

void **inc**() {

count\_++;

}

void **dec**() {

count\_--;

}

bool **isZero**() {

return count\_ == 0;

}

};

T\* **ptr\_**;

Counter\* **counter\_**;

public:

**SharedPtr**() :

ptr\_(0), counter\_(0) {

}

**SharedPtr**(T\* ptr) :

ptr\_(ptr), counter\_(0) {

if (ptr != 0)

counter\_ = new Counter();

}

**SharedPtr**(const SharedPtr<T>& other) :

ptr\_(other.ptr\_), counter\_(other.counter\_) {

counter\_->inc();

}

**~SharedPtr**() {

if (counter\_) {

counter\_->dec();

if (counter\_->isZero()) {

delete counter\_;

delete ptr\_;

}

}

}

SharedPtr<T>& **operator =**(const SharedPtr<T>& other) {

if (counter\_) {

counter\_->dec();

if (counter\_->isZero()) {

delete counter\_;

delete ptr\_;

}

}

counter\_ = other.counter\_;

ptr\_ = other.ptr\_;

if (other.counter\_)

counter\_->inc();

return \*this;

}

T& **operator\*()** const {

return \*ptr\_;

}

T\* **operator->()** const {

return ptr\_;

}

operator **bool()** {

return ptr\_ != 0;

}

int **count()** {

return counter\_ ? counter\_->count\_ : 0;

}

};

template<typename T>

ostream& **operator <<**(ostream& out, SharedPtr<T>& ptr) {

return out << \*ptr;

}

Wir können folgende Testklasse verwenden:

// foo.h

// ...

class **Foo** {

private:

**Foo**(const string& s) : s(s) {

count\_++;

}

static int **count\_**;

public:

static Foo\* **create**(const string& s) {

return new Foo(s);

}

string **s**;

virtual **~Foo**() {

count\_--;

}

static int **count**() {

return count\_;

}

};

ostream& **operator <<** (ostream& out, const Foo& foo);

// foo.cpp

// ...

int **Foo::count\_** = 0;

ostream& **operator <<** (ostream& out, const Foo& foo) {

return out << "Foo [" << foo.s << "]";

}

Der Testrahmen:

// SharedPtrTest.cpp

// ...

class **SharedPtrTest**: public testing::Test {

};

TEST\_F(**SharedPtrTest**, **simple**) {

{

SharedPtr<Foo> p(Foo::create("spring"));

EXPECT\_EQ(1, Foo::count());

EXPECT\_EQ(1, p.count());

Foo& f = \*p;

EXPECT\_EQ("spring", f.s);

EXPECT\_EQ("spring", p->s);

}

EXPECT\_EQ(0, Foo::count());

}

TEST\_F(**SharedPtrTest**, **copy**) {

{

SharedPtr<Foo> p1(Foo::create("spring"));

SharedPtr<Foo> p2(p1);

// TODO

}

EXPECT\_EQ(0, Foo::count());

}

TEST\_F(**SharedPtrTest**, **assign**) {

{

SharedPtr<Foo> p1(Foo::create("spring"));

SharedPtr<Foo> p2(Foo::create("summer"));

p2 = p1;

// TODO

}

EXPECT\_EQ(0, Foo::count());

}

TEST\_F(**SharedPtrTest**, **assignToEmpty**) {

{

SharedPtr<Foo> p1(Foo::create("spring"));

SharedPtr<Foo> p2;

p2 = p1;

// TODO

}

EXPECT\_EQ(0, Foo::count());

}

TEST\_F(**SharedPtrTest**, **assignFromEmpty**) {

{

SharedPtr<Foo> p1;

SharedPtr<Foo> p2(Foo::create("spring"));

p2 = p1;

// TODO

}

EXPECT\_EQ(0, Foo::count());

}

TEST\_F(**SharedPtrTest**, **assignFromEmptyToEmpty**) {

{

SharedPtr<Foo> p1;

SharedPtr<Foo> p2;

p2 = p1;

// TODO

}

EXPECT\_EQ(0, Foo::count());

}

SharedPtr<Foo> **returnSharedPtr**() {

SharedPtr<Foo> f(Foo::create("spring"));

return f;

}

TEST\_F(**SharedPtrTest**, **returnSharedPtr**) {

{

SharedPtr<Foo> p = returnSharedPtr();

// TODO

}

EXPECT\_EQ(0, Foo::count());

}

string **passSharedPtr**(SharedPtr<Foo> p) {

EXPECT\_EQ(2, p.count());

return p->s;

}

TEST\_F(**SharedPtrTest**, **passSharedPtr**) {

{

SharedPtr<Foo> p (Foo::create("spring"));

// TODO

}

EXPECT\_EQ(0, Foo::count());

}

## Resultate

Bei den bisherigen Tests sind bereits einige wichtige Eigenschaften von Testklassen deutlich geworden:

### Sprechende Namen

Testmethoden sollten – wie alle anderen Methoden natürlich auch - sprechende Namen haben (auch wenn das zuweilen dazu führt, dass recht lange Namen erforderlich sind). Testmethoden sollten also nicht aufwendig kommentiert werden müssen.

### Unabhängigkeit

Testmethoden müssen voneinander vollständig unabhängig sein. Eine Testmethode darf sich insbesondere nicht auf ein Ergebnis verlassen, welches von einer anderen Testmethode berechnet wurde. Instanzvariablen haben also in Testklassen nichts zu suchen (es sei denn, man benutzt SetUp/TearDown-Methoden). Testmethoden sollten also in sich abgeschlossen sein.

Hier ein katastrophales Beispiel:

// Ein katastrophales Beispiel!!!

Stack<String>\* **stack;**

TEST(**StackTest**, **testCreate**) {

stack = new Stack<String>();

ASSERT\_EQ(0, stack->size());

}

TEST(**StackTest**, **testPush**) {

stack->push("one");

stack->push("two");

ASSERT\_EQ(2, stack->size());

}

TEST(**StackTest**, **testException**) {

try {

stack->push("three");

FAIL();

}

catch(runtime\_error& ) {

}

}

Der Entwickler hat sich offenbar gedacht, dass die Testmethoden in exakt derjenigen Reihenfolge ausgeführt werden, in welcher sie textuell hinterlegt sind. Genau darauf aber ist kein Verlass! Würde z.B. die zweite der obigen Testmethode als erste ausgeführt werden, würde das Programm abstürzen.

### Strukturelle Einfachheit

Testmethoden sollten keine komplexen Kontrollstrukturen enthalten. Beim Testen des push-Verhaltens eines Stacks hätte man z.B. folgende Methode schreiben können:

TEST(**StackTest**, **testPush**() {

Stack<String>\* stack = new Stack<String>(2);

String elements[] = { "one", "two", "three" };

int i = 0;

try {

while (i < 3) {

stack->push(elements[i]);

i++;

}

FAIL();

}

catch(runtime\_error&) {

if (i != 2)

FAIL();

}

delete stack;

}

Diese Testmethode ist wesentlich komplexer als die zu testende Methode – sie enthält wahrscheinlich eher Fehler als die push-Methode. Folgende Testmethode ist wesentlich verständlicher:

TEST(**StackTest**, **testPush**() {

Stack<String> stack(2);

stack.push("one");

stack.push("two");

try {

stack.push("three");

FAIL();

}

catch(runtime\_error&) {

}

}

### Vollständigkeit

Im strengen Wortsinn kann ein Test natürlich niemals "vollständig" sein. Angenommen, wir wollen eine Methode testen, welche die Wurzel einer Gleitkommazahl berechnet. Leider gibt's unendlich viele solcher Zahlen – die Wurzel-Methode kann also niemals mit allen Zahlen getestet werden.

In der Regel bildet man sog. Äquivalenzklassen. Eine Äquivalenzklasse ist ein Bereich von Eingabe-Werten für eine zu testende Methode. Diese Bereiche werden derart festgelegt, dass man annehmen kann, dass eine Methode für alle Werte eines jeweiligen Bereichs sich gleichartig verhalten wird. Bei der Wurzel-Methode wird man folgende Bereiche festlegen: den Bereich der negativen Zahlen (hier muss die Methode eine Exception werfen; den Bereich mit dem einzigen Wert 0 – hier muss 0 zurückgeliefert werden; den Bereich der Werte größer als 0 aber kleiner als 1 – für alle Zahlen dieses Bereichs muss ein Wert zurückgeliefert werden, der größer ist als der Eingabe-Wert; der Bereich mit dem Wert 1 – hier muss 1 geliefert werden; und schließlich den Bereich aller Werte größer als 1 – hier muss ein Wert zurückgeliefert werden, welcher kleiner als der Eingabewert ist. Für alle diese Bereiche wird dann ein Stellvertreter-Wert ausgewählt, mit welchem der Test ausgeführt wird.

Hat eine Klasse eine Vielzahl von Methoden, die auf bestimmte Weise zusammenspielen (wie z.B. im Stack-Beispiel), muss natürlich dieses Zusammenspiel getestet werden (pop nimmt die Wirkung von push zurück etc.).

Insbesondere sollte das Verhalten bei illegalen Eingaben (nicht positive Werte für MathService.gcd) resp. illegalen Sequenzen von Methoden-Aufrufen (Stack.pop im Zustand Stack.isEmpty etc.) getestet werden.

Triviale Tests sollten nach Meinung des Autors vermieden werden. Sei etwa folgende Klasse gegeben:

struct **Point** {

int **x;**

int **y**;

}

Folgender Test ist überflüssig:

TEST(**PointTest**, **blahblah**) {

Point p;

p.x = 42;

ASSERT\_EQ(42, p.x);

}

Solche Tests sind langweilig – sie verleiden einem den Spaß am Testen. Und man sollte sich schließlich nicht dümmer stellen als man ist...

### Unabhängigkeit von problematischen Ressourcen

Ein Test, der z.B. von externen Dateien abhängt, ist problematisch. Die Eingabedatei, aus welcher die zu testende Methode liest, mag versehentlich verändert worden sein – oder gelöscht worden sein. Dann wird die Methode natürlich alles andere liefern als das erwartete Ergebnis. Sofern das Resultat der Methode eine Ausgabe ist, muss die Ausgabedatei im Testprogramm wieder eingelesen werden...

In solchen Fällen sollte man sich überlegen, ob die Eingaben nicht direkt im Testprogramm hinterlegt werden können – siehe das Trimmer- und das CSVReader-Beispiel.

Man möchte beim Testen auch gern von Datenbanken unabhängig sein – auch dies sind problematische externe Ressourcen. Oder von Socket-Verbindungen etc. Eine solche Unabhängigkeit kann aber erst dann realisiert werden, wenn Mocking-Werkzeuge eingesetzt werden.

### Test als Spezifikation und Dokumentation

Eine Testklasse sollte man als Spezifikation der in ihr getesteten Klasse(n) ansehen können – und damit zugleich auch als deren Dokumentation...

# Mocking – Das gmock-Framework

Im Folgenden geht's um die Benutzung eines Mocking-Werkzeugs. Wir verwenden das gmock-Werkzeug von Google.

Worum geht's beim Mocking?

Seien zwei Klassen A und B gegeben. Die Klasse A benötigt ein Objekt, dessen Klasse ein Interface IB implementiert. Aus irgendwelchen Gründen steht beim Testen aber eine solche Klasse (z.B. B) nicht zur Verfügung (sie ist noch nicht fertig; oder sie benötigt den Zugriff auf eine Datenbank, deren Inhalt dem Wechsel unterliegt und also zur wiederholten Produktion von Testergebnissen nicht brauchbar ist; oder B beruht auf Socket-Verbindungen, deren Problematik aber beim Test der Klasse A nicht gewünscht ist...)

Dann stellt sich die Frage, wie die Klasse A getestet werden kann, ohne dass eine "richtige" Implementierung von IB genutzt wird. Es soll getestet werden, ob A mit einem IB-Objekt korrekt zusammenspielt (Interaktionstest). Es muss also das "Innere" von A getestet werden: ruft A Methoden von IB in erwarteter Reihenfolge und mit den erwarteten Argumenten auf? (Endoskopischer Test). Die Klasse A wird bei solchen Test somit als White-Box betrachtet.

Hier das Objektdiagramm zur oben beschriebenen Problematik:

: A

: B

*IB*

Was tun, wenn B fehlt?:

: A

*IB*

Man benötigt einen Mock für IB.

## Assertions

Mittels eines XMLWriters kann auf bequeme Weise ein XML-Text erzeugt werden. Der XMLWriter benutzt einen Ausgabe-Schreiber, welcher über das Interface IPrinter spezifiziert ist. Dieser Ausgabe-Schreiber wird gemockt.

: XMLWriter

: ????

begin(name)

text(value)

end()

println(s))

*IPrinter*

*IXMLWriter*

Ein XMLWriter kann z.B. wie folgt verwendet werden:

IPrinter\* printer = ...

XMLWriter xmlWriter(\*printer)

xmlWriter.begin("a");

xmlWriter.begin("b");

xmlWriter.text("hello");

xmlWriter.end();

xmlWriter.begin("c");

xmlWriter.text("world");

xmlWriter.end();

xmlWriter.end();

Er muss dann folgende Ausgabe erzeugen:

<a>

<b>

hello

</b>

<c>

world

</c>

</a>

Dem Konstruktor von XMLWriter wird ein IPrinter übergeben.

Der Nutzen eines XMLWriters besteht offenbar darin, dass man weder an die spitzen Klammern noch an die Einrückungen denken muss. Und beim Abschluss eines Elements muss nurmehr end aufgerufen werden – parameterlos.

In diesem Beispiel geht es nur um die Verifizierung erwarteter Aufrufe.

Die Interfaces:

// IXMLWriter.h

// ...

class **IXMLWriter** {

public:

virtual **~IXMLWriter**() { }

virtual void **begin**(const string& name) = 0;

virtual void **text**(const string& value) = 0;

virtual void **end**() = 0;

};

// IPrinter.h

// ...

class **IPrinter** {

public:

virtual **~IPrinter()** { }

virtual void **print**(unsigned int indent, const string& line) = 0;

};

Die Implementierung von XMLWriter benutzt einen Stack. Beim Aufruf von begin wird der an begin übergebene Element-Name auf den Stack gelegt; beim Aufruf von end wird der oberste Name vom Stack entfernt und zur Ausgabe des Ende-Tags verwendet. Aufgrund der Anzahl der auf dem Stack liegenden Namen kann die jeweils erforderliche Einrückung berechnet werden.

// XMLWriter.h

// ...

// #include "IPrinter.h"

class **XMLWriter**: public IXMLWriter {

private:

IPrinter& **printer\_**;

vector<string> **stack\_**;

public:

**XMLWriter**(IPrinter& printer) :

printer\_(printer) {

}

void **begin**(const string& name) {

stringstream stream;

stream << "<" << name << ">";

printer\_.print(stack\_.size(), stream.str());

stack\_.push\_back(name);

}

void **text**(const string& value) {

printer\_.print(stack\_.size(), value);

}

void **end**() {

if (stack\_.size() == 0)

throw runtime\_error("illegal call of end()");

stringstream stream;

stream << "</" << stack\_[stack\_.size() - 1] << ">";

stack\_.erase(stack\_.end());

printer\_.print(stack\_.size(), stream.str());

}

};

Hier die Testklasse:

// XMLWriterTest.cpp

// ...  
#include "gmock/gmock.h"

class **MockedPrinter** : public IPrinter {

public:

**MOCK\_METHOD2**(print, void(unsigned int, const string&));

};

TEST(**XMLWriter**, **emptyElement**) {

MockedPrinter p;

XMLWriter w(p);

EXPECT\_CALL(p, print(0, "<a>"));

EXPECT\_CALL(p, print(0, "</a>"));

w.begin("a");

w.end();

}

TEST(**XMLWriter**, **elementWithText**) {

MockedPrinter p;

XMLWriter w(p);

EXPECT\_CALL(p, print(0, "<a>"));

EXPECT\_CALL(p, print(1, "Hello"));

EXPECT\_CALL(p, print(0, "</a>"));

w.begin("a");

w.text("Hello");

w.end();

}

TEST(**XMLWriter**, **nestedElements**) {

MockedPrinter p;

XMLWriter w(p);

EXPECT\_CALL(p, print(0, "<a>"));

EXPECT\_CALL(p, print(1, "<b>"));

EXPECT\_CALL(p, print(2, "Hello"));

EXPECT\_CALL(p, print(1, "</b>"));

EXPECT\_CALL(p, print(0, "</a>"));

w.begin("a");

w.begin("b");

w.text("Hello");

w.end();

w.end();

}

TEST(**XMLWriter**, **repeatedElements**) {

MockedPrinter p;

XMLWriter w(p);

EXPECT\_CALL(p, print(0, "<a>")).Times(1);

EXPECT\_CALL(p, print(1, "<b>")).Times(2);

EXPECT\_CALL(p, print(2, "Hello"));

EXPECT\_CALL(p, print(1, "</b>")).Times(2);

EXPECT\_CALL(p, print(2, "World"));

EXPECT\_CALL(p, print(0, "</a>"));

w.begin("a");

w.begin("b");

w.text("Hello");

w.end();

w.begin("b");

w.text("World");

w.end();

w.end();

}

TEST(**XMLWriter**, **illegalCallOfEnd**) {

MockedPrinter p;

XMLWriter w(p);

EXPECT\_CALL(p, print(0, "<a>"));

EXPECT\_CALL(p, print(0, "</a>"));

w.begin("a");

w.end();

EXPECT\_THROW(w.end(), runtime\_error);

}

In der Testklasse wird zunächst eine neue Klasse definiert:

class **MockedPrinter** : public IPrinter {

public:

**MOCK\_METHOD2**(print, void(unsigned int, const string&));

};

Die Klasse MockedPrinter implementiert das Interface IPrinter. Dem XMLWriter wird also ein MockedPrinter übergeben werden können. Die print-Methode des Interfaces werden auf recht eigentümliche Weise definiert: mittels des gmock-Makros MOCK\_METHOD2. Diesem Makro werden zwei Parameter übergeben: der Name der zu implementierenden Methode (print) und die Signatur dieser Methode: der Returntyp (void) und die beiden Parametertypen (unsigned int und const string&). Das Makro wird in einer gültigen Implantierung der print-Methode expandieren – wie auch immer diese Implementierung ausschauen mag…

(Neben dem Makro MOCK\_METHOD2 gibt's weitere Makros: MOCK\_METHOD0, MOCK\_METHOD1, MOCK\_METHOD3 etc. für Methoden mit keinem, einem resp. mit drei (etc.) Parametern.

Die erste TEST-Methode soll nun genauer untersucht werden:

TEST(**XMLWriter**, **emptyElement**) {

MockedPrinter p;

XMLWriter w(p);

EXPECT\_CALL(p, print(0, "<a>"));

EXPECT\_CALL(p, print(0, "</a>"));

w.begin("a");

w.end();

}

Wir definieren ein MockedPrinter- und ein XMLWriter-Objekt – wobei der MockedPrinter als Parameter an den Konstruktor von XMLWriter übergeben wird.

Wir überspringen nun zunächst die beiden EXPECT\_CALL-Zeilen. Auf den XMLWriter werden zwei Methoden aufgerufen: begin und end. Wir stellen uns nun die Frage, was diese beiden Methoden-Aufrufe bewirken müssten. Genauer: welche MockedPrinter-Methoden müssten beim Aufruf dieser beiden XMLWriter-Methoden aufgerufen werden – sofern denn diese beiden XMLWriter-Methoden korrekt implementiert sind?

Der Aufruf von begin("a") müsste dazu führen, dass die MockedPrinter-Methode print aufgerufen werden müsste – mit den Parametern 0 (Einrückungstiefe) und "<a>". Der folgende end()-Aufruf müsste dazu führen, dass ebenfalls die print-Methode von MockedPrinter aufgerufen werden müsste – mit den Parametern 0 und "</a>".

Diese beiden Erwartungen bezüglich des Zusammenspiels von XMLWriter und MockedPrinter formulieren wir nun ein zwei EXPECT\_CALL-Zeilen. Diese beiden Zeilen müssen den Aufrufen der XMLWriter-Methoden vorausgehen. An EXPECT\_CALL übergeben wir zwei Parameter: den MockedPrinter und den Aufruf der jeweiligen Methode, den wir erwarten.

gmock kann nun feststellen, ob tatsächlich die beiden erwarteten Aufrufe stattgefunden haben.

Wir könnten in die zu testende Klasse (XMLWriter) einen Fehler einbauen: wir vergessen in der begin-Methoden den Aufruf der print-Methode. Oder wir rufen diese Methode zwar auf, übergeben aber falsche Parameter. Oder wir vergessen in der end-Methode den Aufruf der print-Methode…: all diese Fehler werden erkannt und protokolliert.

Wie funktioniert gmock – ganz grob besehen? Die Ausführung der EXPECT\_CALL Makros wird dazu führen, dass für jeden der erwarteten Aufrufe ein wie auch immer geartetes "Call"-Objekt erzeugt wird, welches diesen erwarteten Aufruf repräsentiert. Jedes dieser Call-Objekte wird dann zu einer Liste der erwarteten Aufrufe hinzugefügt.

Wenn dann im Kontext der Aufrufe der XMLWriter-Methoden die print-Methoden des MockedPrinters ausgeführt werden, wird für jeden dieser tatsächlichen Aufrufe ebenfalls ein "Call"-Objekt erzeugt, welches nun einer Liste der aktuellen Aufrufe hinzugefügt wird. Anschließend (beim Ende des Tests) werden diese beiden Listen (die Liste der erwarteten und die Liste der tatsächlichen Aufrufe) dann miteinander verglichen. Werden beim diesem Vergleich dann Unstimmigkeiten festgestellt, werden diese ins Fehlerprotokoll aufgenommen.

Die folgenden Tests sollten müssen nun nicht weiter erläutert werden – bis auf einen letzten Hinweis: EXPECT\_CALL kann mittels Times "fortgesetzt" werden. Als Parameter wird an Times dann die Anzahl der erwarteten Aufrufe übergeben. Dies ist insbesondere im Test repeatedElements erforderlich.

## Arrangements

Im folgenden zeigen wir, wie ein Mock-Objekt Werte an den Aufrufer zurückliefern kann, welcher dieser zur weiteren Berechnungen benötigt.

Ein Phytagoras kann aufgrund zweier Katheten die Hypotenuse eines rechtwinkligen Dreiecks berechnen – und aufgrund einer Hypotenuse und einer Kathete die zweite Kathete. Bei diesen Berechnungen müssen immer wieder Quadrate und Wurzeln berechnet werden. Zur Erledigung dieser Trivial-Aufgaben benutzt der Phytagoras ein Objekt, dessen Klasse das Interface ICalculator implementiert:

: Pythagoras

: ????

c(a, b)

a(c, b)

sqr(x)

sqrt(x)

*ICalculator*

*IPythagoras*

Die Interfaces:

// IPythagoras.h

class **IPythagoras** {

public:

virtual **~IPythagoras**() { }

virtual double **c**(double a, double b) = 0;

virtual double **a**(double c, double b) = 0;

};

// ICalculator.h

class **ICalculator** {

public:

virtual **~ICalculator**() { }

virtual double **sqr**(double value) = 0;

virtual double **sqrt**(double value) = 0;

};

Die Implementierung des Pythagoras:

// Pythagoras.h

// ...

class **Pythagoras**: public IPythagoras {

private:

ICalculator& **calculator\_**;

public:

**Pythagoras**(ICalculator& calculator) :

calculator\_(calculator) {

}

double **c**(double a, double b) {

return calculator\_.sqrt(calculator\_.sqr(b) + calculator\_.sqr(a));

}

double **a**(double c, double b) {

return calculator\_.sqrt(calculator\_.sqr(c) - calculator\_.sqr(b));

}

};

Ein Pythagoras könnte wie folgt genutzt werden:

ICalculator\* calculator = ...

Pythagoras pythagors(&calculator);

cout << pythagors.c(3.0, 4.0) << endl;

cout << pythagors.a(5.0, 4.0) << endl;

Die berechnete Hypotenuse hat die Größe 5.0, die berechnete Kathete die Größe 3.0.

Die Testklasse:

// Pythagoras.h

// ...

class **MockedCalculator**: public ICalculator {

public:

**MOCK\_METHOD1**(sqr, double(double));

**MOCK\_METHOD1**(sqrt, double(double));

};

using testing::**Return**;

using testing::**Throw**;

TEST(**PythagorasTest**, **c**) {

MockedCalculator c;

Pythagoras p(c);

EXPECT\_CALL(c, sqr(3.0)).WillOnce(Return(9.0));

EXPECT\_CALL(c, sqr(4.0)).WillOnce(Return(16.0));

EXPECT\_CALL(c, sqrt(25.0)).WillOnce(Return(5.0));

ASSERT\_EQ(5.0, p.c(3.0, 4.0));

}

TEST(**PythagorasTest**, **a**) {

MockedCalculator c;

Pythagoras p(c);

EXPECT\_CALL(c, sqr(5.0)).WillOnce(Return(25.0));

EXPECT\_CALL(c, sqr(4.0)).WillOnce(Return(16.0));

EXPECT\_CALL(c, sqrt(9.0)).WillOnce(Return(3.0));

ASSERT\_EQ(3.0, p.a(5.0, 4.0));

}

TEST(**PythagorasTest**, **exceptions**) {

MockedCalculator c;

Pythagoras p(c);

EXPECT\_CALL(c, sqr(3.0)).WillOnce(Return(9.0));

EXPECT\_CALL(c, sqr(4.0)).WillOnce(Return(16.0));

EXPECT\_CALL(c, sqrt(-7.0)).WillOnce(Throw(runtime\_error("")));

ASSERT\_ANY\_THROW(p.a(3.0, 4.0));

}

Wir definieren zunächst wieder eine Mock-Klasse, die das zu mockende Interface (ICalculator) implementiert:

class **MockedCalculator**: public ICalculator {

public:

**MOCK\_METHOD1**(sqr, double(double));

**MOCK\_METHOD1**(sqrt, double(double));

};

Man beachte, dass hier das Makro MOCK\_METHOD1 benutzt wird (beide zu mockende Methoden haben genau einen Parameter). Der Parameter und beider Methoden ist vom Typ double – und auch der Ergebnistyp beider Methoden ist double.

Am Anfang jeder Testmethode wird ein MockedCalculator und ein Pythagoras definiert – wobei der MockedCalculator dem Pythagoras via Konstruktor injiziert wird.

Die EXPECT\_CALL-Aufrufe werden in allen Testmethoden nun "ergänzt" durch die Klausel WillOnce(Return(...)). Der Return-Klausel wird derjenige Wert übergeben, welcher von der gemockten Methode zurückgeliefert werden soll – wenn denn der Aufruf dieser Methode wie erwartet stattfindet. Mit diesen Werten kann der Aufrufer der Mock-Methode dann weiterrechnen:

Soll also eine Aufruf einer Methode "arrangiert" werden, die einen Wert liefert, wird Return verwendet. Neben Return kann auch Throw verwendet werden, wenn arrangiert werden soll, dass die aufgerufene Methode eine Exception wirft – siehe hierzu den letzten der obigen drei Tests.

Was testen wir in der letzten Testmethode? Wir setzen voraus, dass ein Calculator die ihm übergebenen Parameter auf Plausibilität prüft. Wird der sqrt-Methode z.B. ein negativer Wert übergeben, wird der Calculator eine Exception liefern. Wir unterstellen weiterhin, dass Pythagoras keinerlei Prüfungen des an sqrt übergebenen Parameter vornimmt. Dann wird Pythagoras die sqrt-Methode mit einem negativen Wert aufrufen – und der Calculator also eine Exception werfen. Diese Exception sollte als solche an die "Anwendung" weitergereicht werden…

# Mocking – das Fakeit-Framework

Fakeit ist ein weiteres Mock-Werkzeug – ein Werkzeug, welches allerdings C++11 voraussetzt.

Fakeit erscheint mächtiger als gmock – und gleichzeitig aber auch einfacher zu nutzen. So muss z.B. keine explizite Mock-Klasse für das zu mockende Interface spezifiziert werden – all das geschieht hinter unserem Rücken.

Im folgenden benutzen wir wieder die beiden im letzten Kapitel diskutierten Beispiele: XMLWriter / IPrinter und Pythagoras / ICalculator.

Wir werden diese Beispiel aber nicht weiter kommentieren…

## Assertions

// XMLWriterTest.cpp

// ...

#include "fakeit.hpp"

using namespace fakeit;

TEST(**XMLWriter**, **emptyElement**) {

Mock<IPrinter> mock;

//When(Method(mock,print)).AlwaysReturn();

Fake(Method(mock,print));

IPrinter& p = mock.get();

XMLWriter w(p);

w.begin("a");

w.end();

Verify(Method(mock,print).Using("<a>")).Once();

Verify(Method(mock,print).Using("</a>")).Once();

}

TEST(**XMLWriter**, **elementWithText**) {

Mock<IPrinter> mock;

Fake(Method(mock,print));

IPrinter& p = mock.get();

XMLWriter w(p);

w.begin("a");

w.text("Hello");

w.end();

Verify(Method(mock,print).Using("<a>")).Once();

Verify(Method(mock,print).Using("\tHello")).Once();

Verify(Method(mock,print).Using("</a>")).Once();

}

TEST(**XMLWriter**, **nestedElements**) {

Mock<IPrinter> mock;

Fake(Method(mock,print));

IPrinter& p = mock.get();

XMLWriter w(p);

w.begin("a");

w.begin("b");

w.text("Hello");

w.end();

w.end();

Verify(Method(mock,print).Using("<a>")).Once();

Verify(Method(mock,print).Using("\t<b>")).Once();

Verify(Method(mock,print).Using("\t\tHello")).Once();

Verify(Method(mock,print).Using("\t</b>")).Once();

Verify(Method(mock,print).Using("</a>")).Once();

}

TEST(**XMLWriter**, **repeatedElements**) {

Mock<IPrinter> mock;

Fake(Method(mock,print));

IPrinter& p = mock.get();

XMLWriter w(p);

w.begin("a");

w.begin("b");

w.text("Hello");

w.end();

w.begin("b");

w.text("World");

w.end();

w.end();

Verify(Method(mock,print).Using("<a>")).Once();

Verify(Method(mock,print).Using("\t<b>")).Twice();

Verify(Method(mock,print).Using("\t\tHello")).Once();

Verify(Method(mock,print).Using("\t\tWorld")).Once();

Verify(Method(mock,print).Using("\t</b>")).Twice();

Verify(Method(mock,print).Using("</a>")).Once();

}

Damit fakeit mit diesem Beispiel klarkommt, muss der Parameter von IPrinter.print geändert werden: const string& muss durch string ersetzt werden (fakeit hat offenbar Probleme mit Referenz-Parametern…)

## Arrangements

// PythagorasTest.cpp

// ...

#include "fakeit.hpp"

using namespace fakeit;

TEST(**PythagorasTest**, **c**) {

Mock<ICalculator> mock;

When(Method(mock,sqr)(3.0)).Return(9.0);

When(Method(mock,sqr)(4.0)).Return(16.0);

When(Method(mock,sqrt)(25.0)).Return(5.0);

ICalculator& c = mock.get();

Pythagoras p(c);

ASSERT\_EQ(5.0, p.c(3.0, 4.0));

}

TEST(**PythagorasTest**, **a**) {

Mock<ICalculator> mock;

When(Method(mock,sqr)(5.0)).Return(25.0);

When(Method(mock,sqr)(4.0)).Return(16.0);

When(Method(mock,sqrt)(9.0)).Return(3.0);

ICalculator& c = mock.get();

Pythagoras p(c);

ASSERT\_EQ(3.0, p.a(5.0, 4.0));

}

TEST(**PythagorasTest**, **exceptions**) {

Mock<ICalculator> mock;

When(Method(mock,sqr)(3.0)).Return(9.0);

When(Method(mock,sqr)(4.0)).Return(16.0);

When(Method(mock,sqrt)(-7.0)).Throw(runtime\_error(""));

ICalculator& c = mock.get();

Pythagoras p(c);

ASSERT\_ANY\_THROW(p.a(3.0, 4.0));

}

# Mocking - Übungen

Dieses Kapitel enthält zwei Übungen zum Thema Mocking:

* In der ersten Übung geht's um einen AccountService, der auf ein AccountDAO angewiesen ist. Der AccountService enthält die Fachlogik der Konto-Anwendung, der AccountDAO enthält die Persistenzlogik. Der AccountService soll getestet werden – ohne das reale Datenbankzugriffe erfolgen. Das AccountDAO-Objekt muss also gemockt werden.
* In der zweiten Anwendung geht's um den Test eines Gruppenwechsel-Algorithmus, der in einer Klasse GroupChangeReader implementiert ist. Die Ausgaben des GroupChangerReaders erfolgen über ein Interface. Dieses Ausgabe-Interface wird gemockt werden.

(Da die Zeit knapp ist, wird es i.d.R. reichen müssen, eine der beiden Übungen durchzuführen. By the way: die erste Übung ist komplex, die zweite relativ einfach…)

## AcountService

Die im folgenden zu implementierende Kontoverwaltung besteht hauptsächlich aus zwei Komponenten. Eine Klasse AccountServiceImpl enthält die Fachlogik für das Verwalten von Konten. Die Persistenzlogik der Kontoverwaltung wird in einer zweiten Klasse implementiert werden, welche das Interface AccountDAO implementiert. Die Fachlogik-Klasse benutzt diese Persistenz-Klasse.

Die Fachlogik (AccountService) stellt z.B. eine Methode withdraw zur Verfügung. Dieser Methode wird die Nummer eines Kontos und der abzuhebende Betrag übergeben. Diese Methode wird dann zunächst auf die DAO-Methode findAccount aufrufen. Diese wird ein Objekt der Klasse Account zurückliefern (oder eine Exception werfen…). Dann wird geprüft, ob der Bestand des Kontos noch ausreicht, um den gewünschten Betrag auszahlen zu können. Wenn nicht, wird eine Exception geworfen. Ansonsten wird der gewünschte Betrag vom Bestand des Kontos abgezogen und dieses über den Aufruf der DAO-Methode updateAccount wieder persistiert werden. Zudem wird die DAO-Methode insertMovement aufgerufen, um ein Movement-Objekt zu persistieren (eine Objekt, welches die aktuelle Kontobewegung repräsentiert.)

Der (zu testende!) AccountService hängt also einem DAO-Objekt ab, das gemockt werden sollen: von einem Objekt, dessen Klasse das Interface IAccounDAO implementiert:

: AccountService

Account findAccount (nr)

createAccount (nr)

deposit (nr, amount)

withdraw (nr, amount)

transfer(fromNr, toNr,

amount)

*IAccountService*

: ????

Account findAccount (nr)

insertAccount (account)

updateAccount (account)

insertMovement (movement)

*IAccountDAO*

Die Klassen der persistenten Objekte (Account und Movement) sind bereits vorgegeben:

// Account.h

// ...

class **Account** {

public:

int **nr**;

int **balance**;

int **credit**;

**Account**(int nr, int balance, int credit)

: nr(nr), balance(balance), credit(credit) {

}

bool **operator ==** (const Account& other) const {

return nr == other.nr &&

balance == other.balance &&

credit == other.credit;

}

};

ostream& **operator <<** (ostream& out, const Account& account) {

return out << "Account [" <<

account.nr << ", " <<

account.balance << ", " <<

account.credit << "]";

}

// Movement.h

// ...

class **Movement** {

public:

int **accountNr**;

int **amount**;

**Movement**(int accountNr, int amount)

: accountNr(accountNr), amount(amount) {

}

bool **operator ==** (const Movement& other) const {

return accountNr == other.accountNr && amount == other.amount;

}

};

ostream& **operator <<** (ostream& out, const Movement& movement) {

return out << "Movement [" << movement.accountNr << ", " << movement.amount << "]";

}

Man beachte, dass beide Klassen den ==-Operator überladen. Dies wird für die folgende Verwendung der Klassen entscheidend sein...

Das Interface IAccountService spezifiziert die fachliche Logik der Kontoverwaltung:

// IAccountService.h

// ...

class **IAccountService** {

public:

virtual **~IAccountService**() { }

virtual void **createAccount**(int nr, int credit) = 0;

virtual Account **findAccount**(int nr) = 0;

virtual void **deposit**(int nr, int amount) = 0;

virtual void **withdraw**(int nr, int amount) = 0;

virtual void **transfer**(int fromNr, int toNr, int amount) = 0;

};

Das (zu mockende) Interface IAccountDAO spezifiziert die Persistenzlogik:

// IAccountDao.h

// ...

class **IAccountDao** {

public:

virtual **~IAccountDao**() { }

virtual void **insertAccount**(const Account& account) = 0;

virtual void **updateAccount**(const Account& account) = 0;

virtual Account **findAccount**(int nr) = 0;

virtual void **insertMovement**(const Movement& movement) = 0;

};

Das grobe Gerüst der AccountService-Klasse ist bereits vorgegeben:

// AccountService.h

// ...

class **AccountService** : public IAccountService {

private:

IAccountDao& **dao\_**;

public:

**AccountService**(IAccountDao& dao) :

dao\_(dao) {

}

void **createAccount**(int nr, int credit) {

dao\_.insertAccount(Account(nr, 0, credit));

}

Account **findAccount**(int nr) {

return dao\_.findAccount(nr);

}

void **deposit**(int nr, int amount) {

// TODO

}

void **withdraw**(int nr, int amount) {

// TODO

}

void **transfer**(int fromNr, int toNr, int amount) {

// TODO

}

};

Auch der Rahmen der Testklasse ist bereits vorgegeben:

// AccountServiceTest.h

// ...

using testing::Return;

class **MockedAccountDao**: public IAccountDao {

public:

MOCK\_METHOD1(**insertAccount**, void(const Account& account));

MOCK\_METHOD1(**updateAccount**, void(const Account& account));

MOCK\_METHOD1(**findAccount**, Account(int nr));

MOCK\_METHOD1(**insertMovement**, void(const Movement& movement));

};

using testing::Return;

class **AccountServiceTest** : public testing::Test {

protected:

MockedAccountDao\* **dao**;

IAccountService\* **service**;

public:

virtual void **SetUp**() override {

dao = new MockedAccountDao();

service = new AccountService(\*dao);

}

virtual void **TearDown**() override {

delete service;

delete dao;

}

};

TEST\_F(**AccountServiceTest**, **createAccount**) {

EXPECT\_CALL(\*dao, insertAccount(Account(4711, 0, 1000))).Times(1);

service->createAccount(4711, 1000);

}

TEST\_F(**AccountServiceTest**, **findAccount**) {

EXPECT\_CALL(\*dao, findAccount(4711))

.WillOnce(Return(Account(4711, 1000, 2000)));

Account account = service->findAccount(4711);

ASSERT\_EQ(Account(4711, 1000, 2000), account);

}

TEST\_F(**AccountServiceTest**, **deposit**) {

// TODO

}

TEST\_F(**AccountServiceTest**, **withdraw**) {

// TODO

}

TEST\_F(**AccountServiceTest**, **illegalWithdraw**) {

// TODO

}

TEST\_F(**AccountServiceTest**, **transfer**) {

// TODO

}

Gehen Sie bei der Implementierung in kleinen Schritten vor. Implementieren Sie jeweils zuerst eine Testmethode. Der folgende Testlauf sollte dann rot sein. Dann implementieren Sie die im Test aufgerufene AccountService-Methode. Dann sollte der folgende Testlauf grün sein. Wiederholen Sie diese Abfolge, bis alle Test-Methoden und alle AccountService-Methoden implementiert sind.

## GroupChangeReader

Ein Gruppenwechsel-Prozessor transformiert eine Eingabe, welche implizit gruppenförmig strukturiert ist, in eine Ausgabe, in welcher diese Gruppenstruktur explizit wird.

Ein recht abstrakte Definition…

Angenommen, die Eingabe beinhalt Order-Objekte:

// Order.h

// ...

class **Order** {

public:

const int **customerNr**;

const int **productNr**;

const int **amount**;

**Order**(int customerNr, int productNr, int amount)

: customerNr(customerNr), productNr(productNr), amount(amount) {

}

bool **operator ==** (const Order& other) const {

return customerNr == other.customerNr &&

productNr == other.productNr &&

amount == other.amount;

}

};

ostream& **operator <<** (ostream& out, const Order& order);

Angenommen, die Eingabe bestehe aus folgenden Objekten:

vector<Order> orders;

orders.push\_back(Order(1000, 100, 10));

orders.push\_back(Order(1000, 200, 10));

orders.push\_back(Order(2000, 100, 20));

orders.push\_back(Order(3000, 300, 30));

orders.push\_back(Order(3000, 400, 20));

orders.push\_back(Order(3000, 100, 10));

Diese Eingabe enthält drei Gruppen: die erste Gruppe enthält die Aufträge für den Kunden 1000, die zweite Gruppe enthält die Aufträge für den Kunden 2000 und die dritte Gruppe enthält die Aufträge für den Kunden 3000. Die erste Gruppe enthält 2 Objekte, die zweite Gruppe enthält ein einzige Objekt und die dritte Gruppe umfasst drei Objekte.

Aufgrund dieser Eingabe könnte z.B. folgende Druckausgabe erzeugt werden müssen:

Begin

GroupBegin 1000

Position Order[1000, 100, 10]

Position Order[1000, 200, 10]

GroupEnd 1000

GroupBegin 2000

Position Order[2000, 100, 20]

GroupEnd 2000

GroupBegin 3000

Position Order[2000, 300, 30]

Position Order[2000, 200, 20]

Position Order[2000, 100, 10]

GroupEnd 3000

End

Der zu testende Gruppenwechsel-Algorithmus wird die eigentliche Ausgabe an ein Objekt delegieren, dessen Klasse das folgende Interface implementiert:

// IProcessor.h

// ...

template <typename T, typename K>

class **IProcessor** {

public:

virtual **~IProcessor**() { }

virtual void **processBegin**() = 0;

virtual void **processGroupBegin**(const K& key) = 0;

virtual void **processPosition**(const T& obj) = 0;

virtual void **processGroupEnd**(const K& key) = 0;

virtual void **processEnd**() = 0;

};

T steht für den Typ der Objekte, die prozessiert werden (hier: Order); K steht für den Schlüssel (K bezeichnet den Typ des in T enthaltenen Gruppenschlüssels (hier: den Typ von customerNr, also int).

Eine konkrete Klasse, welche dieses Interfaces implementiert und die obige Ausgabe erzeugt, könnte wie folgt ausschauen (man beachte, dass T hier durch Order und K durch int ersetzt sind):

// PrintProcessor

// ...

class **PrintProcessor** : public IProcessor<Order, int> {

public:

void **processBegin**() {

cout << "Begin" << endl;

}

void **processGroupBegin**(const int& key) {

cout << "\tGroupBegin " << key << endl;

}

void **processPosition**(const Order& obj) {

cout << "\t\tPosition " << obj << endl;

}

void **processGroupEnd**(const int& key) {

cout << "\tGroupEnd " << key << endl;

}

void **processEnd**() {

cout << "End" << endl;

}

};

Hier nun die zu testende Klasse, welche den eigentlichen Gruppenwechsel-Algorithmus implementiert:

// GroupChangeReader.h

// ...

template<typename T, typename K>

class **GroupChangeReader** {

private:

IProcessor<T, K>& **processor\_**;

vector<T>& **input\_**;

unsigned int **index\_**;

public:

**GroupChangeReader**(IProcessor<T, K>& processor, vector<T>& input)

: processor\_(processor), input\_(input), index\_(0) {

}

virtual **~GroupChangeReader**() {

}

void **run**() {

T\* current = next();

processor\_.processBegin();

while (current != 0) {

K key = getKey(\*current);

processor\_.processGroupBegin(key);

while (current != 0 && getKey(\*current) == key) {

processor\_.processPosition(\*current);

current = next();

}

processor\_.processGroupEnd(key);

}

processor\_.processEnd();

}

protected:

virtual K **getKey**(const T& obj) = 0;

private:

T\* **next**() {

if (index\_ == input\_.size())

return 0;

return &input\_[index\_++];

}

};

Die Klasse hat zwei Typ-Parameter: T und K. T steht für den Typ der Eingabe-Objekte (hier also für Order), K steht für den "Schlüssel", der die Gruppenstruktur definiert (hier also für int – den Typ von customerNr).

Dem Konstruktor werden zwei Parameter übergeben: ein IProcessor und ein vector, der die Eingabeobjekte enthält.

Die run-Methode implementiert den eigentlichen Algorithmus. (Das genaue Studium der run-Methode sei dem Leser / der Leserin überlassen.)

Um festzustellen, wann ein Gruppenwechsel stattfindet, muss der Gruppenschlüssel ermittelt werden können. Hierzu dient die abstrakte getKey-Methode. Dieser wird ein Eingabeobjekt vom Typ T (hier: Order) übergeben; sie muss den Schlüssel dieses Objekts ermitteln (hier: die customerNr). Die GroupChangeReader-Klasse ist somit abstrakt.

Eine konkrete GroupChangeReader-Klasse kann nun wie folgt abgeleitet werden:

// OrderGroupChangeReader.h

// ...

class **OrderGroupChangeReader**: public GroupChangeReader<Order, int> {

public:

**OrderGroupChangeReader**(

IProcessor<Order, int>& processor,

vector<Order>& input)

: GroupChangeReader(processor, input) {

}

protected:

int **getKey**(const Order& obj) {

return obj.customerNr;

}

};

Man beachte: T ist hier durch den konkreten Typ Order ersetzt worden und K durch int.

Der obige PrintProcessor könnte nun wie folgt genutzt werden:

vector<Order> orders;

orders.push\_back(Order(1000, 100, 10));

orders.push\_back(Order(1000, 200, 10));

orders.push\_back(Order(2000, 100, 20));

orders.push\_back(Order(3000, 300, 30));

orders.push\_back(Order(3000, 400, 20));

orders.push\_back(Order(3000, 100, 10));

PrintProcessor p;

OrderGroupChangeReader r(p, orders);

r.run();

Dieser Aufruf der run-Methode würde genau diejenige Ausgabe produzieren, die am Anfang dieses Abschnitts skizziert wurde.

Zum Zwecke des Tests der GroupChangeReader-Klasse (also für den Test der run-Methode dieser Klasse) wird das Interface IProcessor gemockt werden.

Hier der bereits vorgegebene Rahmen der Testklasse:

// GroupChangeReaderTest.h

// ...

class **MockedProcessor**: public IProcessor<Order, int> {

public:

MOCK\_METHOD0(**processBegin**, void());

MOCK\_METHOD1(**processGroupBegin**, void(const int& key));

MOCK\_METHOD1(**processPosition**, void(const Order& obj));

MOCK\_METHOD1(**processGroupEnd**, void(const int& key));

MOCK\_METHOD0(**processEnd**, void());

};

TEST(**GroupChangeReader**, **emptyElement**) {

MockedProcessor p;

vector<Order> orders;

OrderGroupChangeReader r(p, orders);

EXPECT\_CALL(p, processBegin()).Times(1);

EXPECT\_CALL(p, processEnd()).Times(1);

r.run();

}

TEST(**GroupChangeReader**, **oneGroupOneElement**) {

MockedProcessor p;

vector<Order> orders;

orders.push\_back(Order(1000, 100, 10));

OrderGroupChangeReader r(p, orders);

// TODO

}

TEST(**GroupChangeReader**, **oneGroupMoreElement**) {

MockedProcessor p;

vector<Order> orders;

orders.push\_back(Order(1000, 100, 10));

orders.push\_back(Order(1000, 200, 20));

OrderGroupChangeReader r(p, orders);

// TODO

}

TEST(**GroupChangeReader**, **twoGroups**) {

MockedProcessor p;

vector<Order> orders;

orders.push\_back(Order(1000, 100, 10));

orders.push\_back(Order(1000, 200, 20));

orders.push\_back(Order(2000, 300, 30));

OrderGroupChangeReader r(p, orders);

// TODO

}

# Test Driven Development: Parser

Eine String-förmige Eingabe enthält numerische Ausdrücke. Die numerischen Werte solcher Ausdrücke sollen berechnet werden.

Sei etwa folgende Eingabe gegeben:

"10 \* (200 – 150) + 3 \* (5 - (3 - 1))"

Der Wert dieses Ausdrucks ist 59 (natürlich unter der Berücksichtigung der Vorrang-Regel: Punkt- geht vor Strich-Rechnung).

Zunächst geht es darum, die Folge der in der Eingabe enthaltenen Zeichen in eine Folge von "Symbolen" zu transformieren – dies ist die Aufgabe des Scanners. Diese vom Scanner erzeugte Symbolfolge wird dann vom eigentlichen Parser weiterverarbeitet werden.

Die obige Zeichenfolge z.B. enthält folgende Symbole

10

\*

(

200

-

150

)

+

3

etc….

Der erste Test und der erste Implementierungsschritt des Scanners ist bereits vorgegeben:

// ScannerTest.cpp

// ...

TEST(**ScannerTest**, **emptyInput**) {

stringstream stream("");

Scanner scanner(stream);

scanner.next();

EXPECT\_EQ(END, scanner.current());

}

Wir spezifizieren hier, dass dem Konstruktor der Scanner-Klasse die zu scannende Zeichenfolge übergeben wird. Im obigen Test wird die Eingabe in Form eines stringstreams übergeben. Der Konstruktor wird aber mit jedem istream zufrieden sein – so dass ggf. auch ein ifstream übergeben werden kann. Im obigen Falle wird dem Scanner eine leere Eingabe übergeben.

Mittels der next-Methode wird der Scanner jeweils zum nächsten Symbol der Eingabe weitergetrieben. Der Aufruf dieser Methode verändert also den Zustand des Scanners. Die next-Methode liefert void.

Mittels der current-Methode kann das aktuelle Symbol, zu dem der Scanner mittels des letzten next-Aufrufs weitergetrieben wurde, ermittelt werden. Der Aufruf dieser Methode ändert nichts am Zustand des Scanners – sie wird also const sein können.

Erkennt der Scanner das Ende der Eingabe, wird ein Spezial-Symbol zurückgeliefert: END. Dies wird eine Konstant eines Aufzählungstyps sein, welcher später noch weitere Konstanten enthalten wird: PLUS, MINUS etc. Bei einer leeren Eingabe muss natürlich bereits das erste Symbol, das der Scanner erkennt, END sein.

Hier die minimale Scanner-Klasse, die sowohl den Compiler zufriedenstellt als auch den Test erfolgreich bestehen wird:

// Scanner.h

// ...

typedef enum { **END** } **Symbol**;

class **Scanner** {

public:

**Scanner**(istream& in) {

}

void **next**() {

}

Symbol **current**() {

return END;

}

};

Der Aufzählungstyp Symbol enthält zunächst nur eine einzige Konstante: END. Dieser Typ wird natürlich später erweitert werden. Dem Konstruktor wird eine istream-Referenz übergeben – er muss aber noch nicht weiter implementiert werden. Auch die next-Methode ist noch leer. Die current-Methode schließlich liefert END.

Damit ist der Anfang getan.

Hier einige Hinweise für mögliche Entwicklungsschritte:

* Der Scanner soll folgende Eingabe korrekt scannen: "+-/\*"
* Der Scanner soll Whitespaces überlesen: " + - /\* "
* Der Scanner soll ganze Zahlen erkennen: " 123 + 44 \*/+ 77 "
* Der Scanner soll Gleitkommazahlen erkennen: " 12.3 + 44 \*/+ 7.7 "
* Der Parser sollte eine Zahl parsen können: " 12.3 "
* Der Parser sollte eine multiplikative Verknüpfung parsen können: " 2 \* 30/10"
* Der Parser sollte eine additive Verknüpfung parsen können (welche ihrerseits multiplikative Verknüpfungen enthält) : " 2 \* 30 / 10 + 20 – 10 \* 5 "
* Der Parser sollte geklammerte Expressions parsen können: " (1 + 2) \* 3 "
* Der Parser sollte statt eines numerischen Ergebnisses eine Baum von Expression-Objekten liefern, welche den Ausdruck repräsentieren. Solche Expressions sollten berechnet werden können.

Viel Spaß && Erfolg bei der Entwicklung!!

# Test Driven Development: logische Schaltungen

Es geht um die Entwicklung eines Systems, welches den Entwurf beliebig komplexer logischer Schaltungen ermöglicht.
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Hier soll allerdings keine(!) grafische Oberfläche entwickelt werden – sondern "nur" der "Kern", der sich hinter einer solchen GUI verbirgt.

Eine logisiche Schaltung (ein Circuit) kann beliebig viele Eingänge und Ausgänge enthalten. And- und Or-Schaltungen haben jeweils zwei Eingänge (Inputs) und einen Ausgang (Output); eine Not-Schaltung hat einen Eingang und einen Ausgang; ein Halbaddierer hätte drei Eingänge und zwei Ausgänge.

Welche wichtigen Use-Cases können unterschieden werden?

* Eine Schaltung muss erzeugt werden können. Nach der Erzeugung einer And- und einer Not-Schalung sind alle Eingänge und der Ausgang jeweils "blau" (also false). Nach der Erzeugung einer Not-Schaltung ist auch deren Eingang blau – der Ausgang aber "rot" (also true).
* Sofern ein Eingang nicht mit einem Ausgang einer anderen Schaltung verbunden ist – sofern er also "frei" ist - , kann dieser Eingang "getogglet" werden: aus "rot" wird "blau" und umgekehrt. Das hat zur Folge, dass möglicherweise auch der Ausgang (die Ausgänge) dieser Schaltung ihren Zustand ändern müssen – und auch die Eingänge, die von diesen Augängen "versorgt" werden etc.
* Ein Ausgang kann mit dem Eingang einer anderen Schaltung verbunden werden – aber nur dann, wenn dieser Eingang "frei" ist (anschließend ist dieser Eingang dann nicht mehr "frei"). Ein Ausgang kann mit mehreren Eingängen verbunden werden (welche er dann "versorgt") – aber ein Eingang kann nur von einem einzigen Ausgang versorgt werden.
* Man möchte den Typ einer Schaltung ändern können – aus einer And-Schaltung z.B. eine Or-Schaltung machen. (Das setzt voraus, dass die neue Schaltung dieselbe Anzahl Eingänge und Ausgänge hat wie die alte Schaltung.)

An diesen Use-Cases könnte sich die Entwicklung orientieren.

Welche Klassen werden benötigt? Im obigen Text wurden bereits folgende Begriffe genannt: Circuit, Input, Output. Vielleicht kann sich die Entwicklung an diesen "Substantiven" orientieren.

Hier eine mögliche Schrittfolge:

* Wir sollten Schaltungen nach der Anzahl ihrer Eingänge resp. ihrer Ausgänge fragen können.
* Schaltungen sollten nach ihrer Erzeugung einen korrekten Zustand haben.
* Die Eingänge von Schaltungen sollten getogglet werden können.
* Ausgänge sollten mit Eingängen verbunden werden können (sofern die Eingänge frei sind).
* Eingänge sollten nicht getogglet werden können, wenn sie bereits von einem Ausgang versorgt werden.
* Sind Schaltungen bereits mit anderen Schaltungen verbunden, so hat das Togglen möglicherweise eine "weitreichende" Wirkung.
* Angenommen, eine And-Schaltung ist bereits mit einer Vielzahl anderer Schaltungen verbunden. Dann bemerkt der Benutzer, dass die And-Schaltung eigentlich eine Or-Schaltung sein sollte. Wie kann der Typ einer Schaltung geändert werden?

Hier ein möglicher Einstieg. Zunächst die Testklasse:

// CircuitTest.cpp

// ...

class **CircuitTest** : public testing::Test {

protected:

Circuit\* **c1**;

Circuit\* **c2**;

Circuit\* **c3**;

public:

virtual void **SetUp**() override {

c1 = new AndCircuit();

c2 = new OrCircuit();

c3 = new NotCircuit();

}

virtual void **TearDown**() override {

delete c1;

delete c2;

delete c3;

}

};

TEST\_F(**CircuitTest**, **start**) {

EXPECT\_STREQ("and", c1->name());

EXPECT\_EQ(2, c1->inputCount());

EXPECT\_EQ(1, c1->outputCount());

EXPECT\_STREQ("or", c2->name());

EXPECT\_EQ(2, c2->inputCount());

EXPECT\_EQ(1, c2->outputCount());

EXPECT\_STREQ("not", c3->name());

EXPECT\_EQ(1, c3->inputCount());

EXPECT\_EQ(1, c3->outputCount());

}

In allen Testmethoden können drei Schaltungen verwendet werden, welche jeweils beim Aufruf der SetUp-Methode erzeugt werden.

Anhand der SetUp-Methode wird deutlich, dass es drei Klassen geben muss: AndCircuit, OrCircuit und NotCircuit. Alle Schaltungsklassen müssen von Circuit abgeleitet sein (denn sonst könnten wir mit einem Circuit\*-Zeiger nicht auf diese Schaltungsobjekte verweisen).

Damit der Compiler den start-Test übersetzt, müssen auf jedes Circuit-Objekt die Methoden name(), inputCount() und outputCount() aufrufbar sein. Diese müssen bereits in der Basisklasse Circuit spezifiziert sein – denn sonst könnten sich über Circuit\*-Zeiger nicht aufgerufen werden. Ihre Implementierung wird in den abgeleiteten Klassen erfolgen.

Hier eine minimale Implementierung, die sowohl den Compiler zufriedenstellt als auch den obigen Test besteht (die Basisklasse ist in Circuit.h implementiert, die abgeleiteten Klassen in Circuits.h (Plural)):

// Circuit.h

class **Circuit** {

public:

virtual **~Circuit**() { }

virtual const char\* **name**() = 0;

virtual unsigned int **inputCount**() = 0;

virtual unsigned int **outputCount**() = 0;

};

// Circuits.h

// ...

class **AndCircuit** : public Circuit {

public:

virtual const char\* **name**() {

return "and";

}

virtual unsigned int **inputCount**() {

return 2;

}

virtual unsigned int **outputCount**() {

return 1;

}

};

class **OrCircuit** : public Circuit {

public:

virtual const char\* **name**() {

return "or";

}

virtual unsigned int **inputCount**() {

return 2;

}

virtual unsigned int **outputCount**() {

return 1;

}

};

class **NotCircuit** : public Circuit {

public:

virtual const char\* **name**() {

return "not";

}

virtual unsigned int **inputCount**() {

return 1;

}

virtual unsigned int **outputCount**() {

return 1;

}

};

# Refactoring – Gruppenwechsel

Im folgenden wird ein "katastrophales" Programm refaktoriert werden.

Es handelt sich bei dem Programm um einen einfachen Gruppenwechsel. Eine Eingabedatei enthält nach Gruppen sortierte Auftrags-Sätze. Diese in der Eingabe implizite Gruppenstruktur wird transformiert in eine Druckliste, welche die Gruppenstruktur explizit ausweist.

Die Eingabe-Dateien:

customers.txt enthält für jeden Kunden dessen Nummer und dessen Namen:

1000,Nowak

2000,Rueschenpoehler

3000,Montjoe

products.txt enthält für jedes Produkt dessen Nummer, Namen und dessen Einzelpreis:

100,Jever,11

200,Veltins,12

300,Krombacher,13

400,Bitburger,14

orders.txt enthält die Aufträge. Jeder Auftrag hat eine Kundennummer, eine Produktnummer und eine Menge. Die Aufträge eines Kunden sind jeweils zu einer Gruppe zusammengefasst.

1000;100;10

1000;200;20

2000;200;20

2000;300;30

2000;400;40

3000;100;10

Das folgende Programm erstellt eine Liste aller Aufträge. Sie hat einen Kopf und einen Fuß (im Fuß wird der Gesamtwert aller Aufträge ausgegeben). Für jede Gruppe von Aufträgen wird ein Gruppenkopf (mit der Nummer und dem Namen des Kunden) und ein Gruppenfuß ausgegeben (mit der Summe aller Auftragswerte dieses Kunden). Und für jede Auftragsposition wird eine Zeile mit Produkt-Nummer, Produkt-Namen, Einzelpreis, Menge und Positionswert ausgegeben.

Hier die aufgrund der obigen Eingaben produzierte Ausgabe (result.txt):

Orders

1000 Nowak

100 Jever 10 11 110

200 Veltins 20 12 240

---------

350

2000 Rueschenpoehler

200 Veltins 20 12 240

300 Krombacher 30 13 390

400 Bitburger 40 14 560

---------

1190

3000 Montjoe

100 Jever 10 11 110

---------

110

Total: 1650

Das Programm benutzt die im Testing-Kapitel vorgestellte CSVReader-Klasse:

// CSVReader.h

// ...

class **CSVReader** {

private:

// ...

public:

**CSVReader**(istream& in, char seperator, unsigned int tokenCount) :

in\_(in), seperator\_(seperator), tokenCount\_(tokenCount);

string\* **readLine**(); // Result (new string[]) must be deleted

// ...

};

Und hier schließlich das "vorgefundene" Programm:

// main.cpp

// ...

string\* **getCustomer**(string number, vector<string\*> customers) {

for (unsigned int i = 0; i < customers.size(); i++) {

if (customers[i][0] == number)

return customers[i];

}

throw runtime\_error("customer not found");

}

string\* **getProduct**(string number, vector<string\*> products) {

for (unsigned int i = 0; i < products.size(); i++) {

if (products[i][0] == number)

return products[i];

}

throw runtime\_error("product not found");

}

void **demo**() {

vector<string\*> customers = vector<string\*>();

ifstream customersStream("customers.txt");

CSVReader customersReader(customersStream, ',', 2);

string\* customerTokens = customersReader.readLine();

while (customerTokens != 0) {

customers.push\_back(customerTokens);

customerTokens = customersReader.readLine();

}

customersStream.close();

vector<string\*> products = vector<string\*>();

ifstream productsStream("products.txt");

CSVReader productsReader(productsStream, ',', 3);

string\* productTokens = productsReader.readLine();

while (productTokens != 0) {

products.push\_back(productTokens);

productTokens = productsReader.readLine();

}

productsStream.close();

ofstream out("result.txt");

out << "Orders" << endl << endl;

ifstream ordersStream("orders.txt");

CSVReader ordersReader(ordersStream, ';', 3);

string\* order = ordersReader.readLine();

int sum = 0;

while (order != 0) {

string customerNumber = order[0];

string\* customer = getCustomer(customerNumber, customers);

out << customerNumber << " " << customer[1] << endl;

int groupSum = 0;

while (order != 0 && order[0] == customerNumber) {

string productNumber = order[1];

string\* product = getProduct(productNumber, products);

string productName = product[1];

int productPrice = atoi(product[2].c\_str());

int positionPrice =

productPrice \* atoi(order[2].c\_str());

out << "\t" <<

productNumber << " " <<

productName << " " +

order[2] << " " <<

productPrice << " " <<

positionPrice << endl;

groupSum += positionPrice;

order = ordersReader.readLine();

}

sum += groupSum;

out << "\t---------" << endl;

out << "\t" << groupSum << endl;

out << endl;

}

out << "Total:\t" << sum << endl;

ordersStream.close();

out.close();

cout << "Done. See results.txt" << endl;

}

int **main**(int argc, char\*\* argv) {

cout << "Refactoring-Start" << endl;

try {

demo();

}

catch(const runtime\_error& e) {

cout << "Exception: " << e.what() << endl;

}

//testing::InitGoogleTest(&argc, argv);

//return RUN\_ALL\_TESTS();

}

# DbAccessTester

DbAccessTester ist ein kleines selbstentwickeltes Tool zum Testen Datenbank-basierter Anwendungen.

Bekanntlich kann die DAO-Zugriffsschicht einer Anwendung gemockt werden – so dass die Service-Schicht unabhängig von einer realen Datenbank getestet werden kann. Bleibt aber immer noch die DAO-Schicht…

Im folgenden wird eine Anwendung getestet werden, welche auf die Schichtenstruktur verzichtet – und sowohl die Fachlogik als auch die Persistenzlogik in ein und derselben Klasse implementiert. In diesem Falle benötigt man natürlich auch zum Testen der Fachlogik eine reale Datenbank.

Wir bauen einen AccountService, welche folgende Value-Klasse benutzt:

// Account.h

// ...

struct **Account** {

unsigned int **nr**;

int **balance**;

unsigned int **credit**;

string **customer**;

**Account**(unsigned int nr, int balance, unsigned int credit,

const string& customer) :

nr(nr), balance(balance), credit(credit), customer(customer) {

}

bool **operator ==** (const Account& other) const {

return nr == other.nr && balance == other.balance &&

credit == other.credit && customer == other.customer;

}

};

Man beachte den equals-Operator!

Der AccountService, der im folgenden vorgestellt wird, benutzt als Datenbank SQLite, auf welche mittels einer C++-Schnittstelle zugegriffen wird.

Siehe hierzu:

<http://www.codeproject.com/Articles/6343/CppSQLite-C-Wrapper-for-SQLite>

Als Datenbank kann auch eine beliebige andere Datenbank verwendet werden (für jeden Datenbank-Typ verlangt das DbAccessTester-Tool allerdings einen kleinen "Adapter" – siehe hierzu weiter unten).

Die benutzte Datenbank enthält folgende Tabelle:

create table **account**(

**nr** integer,

**balance** integer,

**credit** integer,

**customer** varchar(64),

primary key(nr)

)

Hier nun der AccountService, der im folgenden Methode für Methode vorgestellt wird:

// AccountService.h

#include <string>

#include "Account.h"

#include "CppSQLite3.h"

using namespace std;

class **AccountService** {

private:

CppSQLite3DB\* **db\_**;

public:

**AccountService**(CppSQLite3DB\* db) :

db\_(db) {

}

Dem Konstruktor von AccountService wird ein Pointer auf SQLite übergeben, der in der Instanzvariablen db\_ gespeichert wird.

void **createAccount**(unsigned int nr, unsigned int credit,

const string& customer) {

try {

CppSQLite3Statement stmt = db\_->compileStatement(

"insert into account values(?, 0, ?, ?)");

stmt.bind(1, (int) nr);

stmt.bind(2, (int) credit);

stmt.bind(3, customer.c\_str());

stmt.execDML();

}

catch (const CppSQLite3Exception& e) {

throw runtime\_error(e.errorMessage());

}

}

Mittels createAccount kann eine neue account-Zeile angelegt werden. Damit eine Anwendung nicht allzu sehr an SQLite gebunden ist, wird eine evtl. von SQLite geworfene CppSQLite3Exception wird in einen runtime\_error konvertiert (dies gilt auch für alle weiteren Methoden).

SharedPtr<Account> **findAccount**(unsigned int nr) {

try {

CppSQLite3Statement stmt = db\_->compileStatement(

"select balance, credit, customer "

"from account where nr = ?");

stmt.bind(1, (int) nr);

CppSQLite3Query query = stmt.execQuery();

if (query.eof())

return SharedPtr<Account>();

int balance = query.getIntField(0, 0);

int credit = query.getIntField(1, 0);

string customer = query.getStringField(2, 0);

query.nextRow();

if (!query.eof())

throw runtime\_error("result is not unique");

return SharedPtr<Account>(

new Account(nr, balance, credit, customer));

}

catch (const CppSQLite3Exception& e) {

throw runtime\_error(e.errorMessage());

}

}

Mittels findAccount kann aufgrund einer Kontonummer die entsprechende account-Zeile gefunden werden, deren Daten dann in ein dynamisch erzeugtes Account-Objekt übertragen werden. Der Account-Pointer wird in Form eines SharedPtr zurückgeliefert (SharedPtr ist eine Klasse, die weiter unten vorgestellt wird). Sofern zur übergebenen Kontonummer kein Konto existiert, wird ein "leerer" SharedPtr geliefert. Sofern der SQL-Select mehr als eine einzige Zeile liefert, wird ein runtime\_error geworfen (dann wird etwas oberfaul sein – denn die Kontonummer ist der Primärschlüssel der Tabelle).

void **deposit**(unsigned int nr, unsigned int amount) {

try {

SharedPtr<Account> account = findAccount(nr);

if (!account)

throw runtime\_error("account not found");

account->balance += amount;

CppSQLite3Statement stmt = db\_->compileStatement(

"update account set balance = ? where nr = ?");

stmt.bind(1, account->balance);

stmt.bind(2, (int) nr);

stmt.execDML();

}

catch (const CppSQLite3Exception& e) {

throw runtime\_error(e.errorMessage());

}

}

deposit ermöglicht eine Einzahlung. Der Methode wird die Nummer des Kontos und der einzuzahlende Betrag übergeben. Sofern zur übergebenen Kontonummer kein Konto existiert, wird ein runtime\_error geworfen.

void **withdraw**(unsigned int nr, unsigned int amount) {

try {

SharedPtr<Account> account = findAccount(nr);

if (!account)

throw runtime\_error("account not found");

if (amount > account->balance + account->credit)

throw runtime\_error("amount too large");

account->balance -= amount;

CppSQLite3Statement stmt = db\_->compileStatement(

"update account set balance = ? where nr = ?");

stmt.bind(1, account->balance);

stmt.bind(2, (int) nr);

stmt.execDML();

}

catch (const CppSQLite3Exception& e) {

throw runtime\_error(e.errorMessage());

}

}

withdraw ist invers zu deposit – ermöglicht also eine Auszahlung. Man beachte, dass die Methode einen runtime\_error wirft, wenn der gewünschte Auszahlungsbetrag nicht verfügbar ist.

void **transfer**(unsigned int fromNr, unsigned int toNr,

unsigned int amount) {

// the sequence is silly, but correct

// (in the context of an transaction)...

deposit(toNr, amount);

withdraw(fromNr, amount);

}

};

transfer schließlich ermöglicht eine Überweisung. Man beachte den Kommentar: Natürlich werden alle AccountService-Methoden im Kontext einer Transaktion aufgerufen werden müssen, deren Grenzen von der Anwendung bestimmt werden. Die Transaktionssteuerung ist nicht die Angelegenheit des AccountServices, sondern obliegt dem Aufrufer dieses Services.

Wie kann die AccountService-Klasse (oder ähnliche Klassen) nun getestet werden?

Vor dem Aufruf einer jeden Test-Methode muss dafür gesorgt werden, dass sich die Datenbank immer in einem bestimmten Initialzustand befinden. In Falle des AccountServices sollte eine leere account-Tabelle existieren. Die Datenbank muss also vor jeder Testmethode neu vorbereitet werden – wir bezeichnen diesen Schritt als "prepare"-Schritt.

In jeder Testmethode können dann auf den AccountService bestimmte Operationen aufgerufen werden. Diese Aufrufe verändern i.d.R. den Zustand der Datenbank. Wir bezeichnen diesen Schritt als "play" – der AccountService "spielt" mit der Datenbank.

Nach dieser play-Phase befindet sich die Datenbank in einem bestimmten Zustand. Angenommen, wir "fotografieren" diesen Zustand (wir lesen alle Tabellen der Datenbank aus und speichern die Werte der Tabellen in einer geeigneten programm-internen Datenstruktur). Wir nennen diese Fotografie "actual database".

Was erwarten wir? Wir erwarten, das dieses Foto das erwartete Bild enthält. Wie können wir das erwartete Bild spezifizieren? Wir präparieren die Datenbank erneut (s.o.). Dann setzen wir "per Hand" einige SQL-Statements ab, welche die Datenbank wieder verändern. Wir bezeichnen diesen Schritt als "replay".

Wir fotografieren die Datenbank erneut - und bezeichnen diese zweite Fotografie dann als "expected database". Wir besitzen dann zwei Fotos ("actual database" und "expected database").

Das einzige, was wir dann noch benötigen, ist ein Werkzeug, welches diese beiden Fotos vergleicht. Sie die beiden Fotos gleich, so entspricht das Resultat der Ausführung der AccountService-Methoden unseren Erwartungen (und der Test sollte grün liefern); sind sie ungleich, so sollte der Test scheitern. Dann allerdings sollten die Unterschiede der beiden Fotos auch exakt diagnostiziert werden.

Diese Überlegungen können direkt in den folgenden Test "übersetzt" werden:

// AccountServiceTest.cpp

#include <gtest/gtest.h>

#include "DbAccessTester.h"

#include "SQLiteAdapter.h"

#include "AccountService.h"

using namespace std;

class **AccountServiceTest**: public testing::Test {

protected:

DbAccessTester\* **tester**;

IDatabaseAdapter\* **adapter**;

CppSQLite3DB\* **db**;

AccountService\* **accountService**;

const char\* **filename** = "demo.db";

public:

virtual void **SetUp**() {

db = new CppSQLite3DB;

accountService = new AccountService(db);

adapter = new SQLiteAdapter(\*db, filename);

Array<string>::Builder prepareStrings;

prepareStrings

<< "create table account("

" nr integer, "

" balance integer, "

" credit integer, "

" customer varchar(64), "

" primary key(nr)"

");";

prepareStrings

<< "create table movement("

" nr integer, "

" movementdate date, "

" amount integer, "

" primary key(nr, movementdate)"

");";

tester = new DbAccessTester(\*adapter, prepareStrings);

tester->open();

}

virtual void **TearDown**() {

tester->close();

delete tester;

delete adapter;

delete accountService;

delete db;

}

};

In der SetUp-Methode werden vier Pointer initialisiert:

Ein Pointer auf die SQLite-Datenbank

Ein Pointer auf ein AccountService-Objekt

Ein Pointer auf einen SQLite-Adapter

Ein Pointer auf einen DbAccessTester

Dem AccountService und dem SQLite-Adapter wird der SQLite-Pointer übergeben. Sowohl der AccountService als auch der SQL-Adapter können also SQLite-Datenbank-Operationen ausführen.

Dem DbAccessTester wird als erster Parameter der SQLite-Adapter übergeben (man könnte dem Konstruktor auch einen Adapter für eine andere Datenbank übergeben – die Adapter sind spezifiziert über ein Interface namens IDatabaseAdapter). Als zweiter Parameter wird eine Folge von SQL-Strings übergeben: die prepareStrings (diese Strings werden in Form eines Arrays übergeben – zur Array-Klasse siehe weiter unten). Der DbAccessTester wird also jederzeit diese prepareStrings ausführen können (er wird sie jeweils zweimal ausführen: vor der play- und vor der replay-Phase). Schließlich wird die Datenbank geöffnet (Herstellung der Connection).

(Nur spaßeshalber wird neben der account-Tabelle eine zweite Tabelle angelegt: movement. Diese Tabelle wird in der vorliegenden Lösung nicht weiter benutzt.)

In TearDown wird die Datenbank geschlossen und die allokierten Ressourcen werden wieder freigegeben.

Der erste Test testet die createAccount-Methode:

TEST\_F(**AccountServiceTest**, **createAccount**) {

tester->play();

accountService->createAccount(4711, 1000, "Nowak");

tester->replay();

tester->execute(

"insert into account values(4711, 0, 1000, 'Nowak')");

bool ok = tester->compare();

EXPECT\_TRUE(ok);

if (!ok)

tester->printDiffs();

}

Zunächst wird die play-Phase gestartet – mittels der DbAccessTester-Methode play. Der AccountService wird beauftragt, ein neues Konto anzulegen. Damit ist auch die play-Phase bereits beendet.

Dann wird mittels des replay-Aufrufs die replay-Phase gestartet. Beim replay-Aufruf wird der aktuelle Zustand der Datenbank fotografiert ("actual database") und es werden erneut die perpareStrings ausgeführt. Dann wird mittels des execute-Methode des DbAccessTesters ein SQL-Insert ausgeführt. Wir erwarten, dass der createAccount-Aufruf genau diejenige Wirkung auf die Datenbank hat, die wir hier direkt mittels eines SQL-insert-Befehls erzeugen.

Schließlich wird compare aufgerufen. compare fotografiert die Datenbank erneut ("expected database") – und vergleicht dann die beiden Fotos. Sind die Fotos gleich, wird true geliefert, ansonsten false. Wir erwarten natürlich true (EXPECT\_TRUE(true)). Sofern der Test nicht erfolgreich war, sollten die Unterschiede der beiden Fotos ausgegeben werden. Dies geschieht mittels der DbAccessTester-Methode printDiffs.

Der Test wird "grün" ergeben.

Aber einmal angenommen, die createAccount-Methode der AccountService-Klasse wäre wie folgt (nämlich fehlerhaft) implementiert:

void **createAccount**(unsigned int nr, unsigned int credit,

const string& customer) {

try {

CppSQLite3Statement stmt = db\_->compileStatement(

"insert into account values(?, 0, ?, ?)");

stmt.bind(1, (int) credit);

stmt.bind(2, (int) nr);

stmt.bind(3, customer.c\_str());

stmt.execDML();

}

catch (const CppSQLite3Exception& e) {

throw runtime\_error(e.errorMessage());

}

}

Hier liegt offensichtlich ein Fehler in der Parameter-Ersetzung von: nr und credit sind vertauscht.

Der Test würde dann folgendes Resultat liefern:

[ RUN ] AccountServiceTest.createAccount

..\src\AccountServiceTest.cpp:49: Failure

Value of: ok

Actual: false

Expected: true

Table account

Expected, but not actual

Row { { 4711, 0, 1000, Nowak } }

Actual, but not expected

Row { { 1000, 0, 4711, Nowak } }

[ FAILED ] AccountServiceTest.createAccount

Der Fehler in der AccountService-Implementierung wäre somit erkannt worden.

Der zweite Test testet die deposit-Methode:

TEST\_F(**AccountServiceTest**, **deposit**) {

tester->play();

accountService->createAccount(4711, 1000, "Nowak");

accountService->deposit(4711, 4000);

tester->replay();

tester->execute(

"insert into account values(4711, 0, 1000, 'Nowak')");

tester->execute(

"update account set balance = 4000 where nr = 4711");

bool ok = tester->compare();

EXPECT\_TRUE(ok);

if (!ok)

tester->printDiffs();

}

Die Ausführung der beiden AccountService-Methoden createAccount und deposit sollte dasselbe Resultat erzeugen wie die Ausführung der beiden SQL-Befehle. Der Test wird "grün" ergeben.

Denselben Test hätten wir auch kürzer formulieren können:

TEST\_F(**AccountServiceTest**, **deposit2**) {

tester->play();

accountService->createAccount(4711, 1000, "Nowak");

accountService->deposit(4711, 4000);

tester->replay();

tester->execute(

"insert into account values(4711, 4000, 1000, 'Nowak')");

bool ok = tester->compare();

EXPECT\_TRUE(ok);

if (!ok)

tester->printDiffs();

}

Wir wollen ja nicht testen, ob die AccountService-Methoden exakt dieselben SQL-Anweisungen ausgeführt haben, die wir in der replay-Phase formulieren – es geht einzig und allein um das endgültige Resultat (um dass, was hinten herauskommt (H.Kohl)).

Trotzdem ist der erste deposit-Test wahrscheinlich lesbarer…

Wir wollen die transfer-Methode testen:

TEST\_F(**AccountServiceTest**, **transfer**) {

tester->play();

accountService->createAccount(4711, 1000, "Nowak");

accountService->createAccount(4712, 2000, "Ruepoe");

accountService->deposit(4711, 4000);

accountService->transfer(4711, 4712, 2500);

tester->replay();

tester->execute(

"insert into account values(4711, 0, 1000, 'Nowak')");

tester->execute(

"insert into account values(4712, 0, 2000, 'Ruepoe')");

tester->execute(

"update account set balance = 1500 where nr = 4711");

tester->execute(

"update account set balance = 2500 where nr = 4712");

bool ok = tester->compare();

EXPECT\_TRUE(ok);

if (!ok)

tester->printDiffs();

}

Hierzu ist nun nichts weiter mehr zu sagen.

Angenommen, die transfer-Methode wird mit einem "falschen" Überweisungsbetrag aufgerufen. Dann müsste eine Exception geliefert werden. Im Falle einer Exception würden wird die Transaktion zurücksetzen (die wir natürlich zuvor explizit starten müssen):

TEST\_F(**AccountServiceTest**, **transferRollback**) {

tester->play();

accountService->createAccount(4711, 1000, "Nowak");

accountService->createAccount(4712, 2000, "Ruepoe");

accountService->deposit(4711, 4000);

tester->beginTransaction();

try {

accountService->transfer(4711, 4712, 6000);

tester->commitTransaction();

FAIL();

}

catch (...) {

SUCCEED();

tester->rollbackTransaction();

}

tester->replay();

tester->execute(

"insert into account values(4711, 0, 1000, 'Nowak')");

tester->execute(

"insert into account values(4712, 0, 2000, 'Ruepoe')");

tester->execute(

"update account set balance = 4000 where nr = 4711");

bool ok = tester->compare();

EXPECT\_TRUE(ok);

if (!ok)

tester->printDiffs();

}

Der Test liefert grün. Man sieht: deposit hat funktioniert, die transfer-Transaktion ist zurückgesetzt worden (man beachte hier noch einmal die "verrückte" Implementierung von transfer!).

Natürlich kann der DbAccessTester auch dann genutzt werden, wenn einfache Lesezugriffe getestet werden sollen. Dann benötigt man weder eine play- noch eine replay-Phase – sondern nur den Aufruf von prepare:

TEST\_F(**AccountServiceTest**, **withoutPlayAndReplay**) {

vector<string> v;

tester->prepare();

accountService->createAccount(4711, 1000, "Nowak");

SharedPtr<Account> pAccount = accountService->findAccount(4711);

ASSERT\_TRUE(pAccount); // ASSERT – not EXPECT

Account account = \*pAccount;

EXPECT\_EQ(Account(4711, 0, 1000, "Nowak"), account);

}

Abschließend einige Hinweise zur Implementierung der DbAccessTester-Klasse.

Die Implementierung benutzt exzessiv eine Klasse SharedPtr, die das "shared pointer"-Konzept implementiert. Diese Klasse ist entweder von der C++-11-Klasse std::shared\_ptr abgeleitet (wenn CPP11 definiert ist – siehe SharedPtr.h) oder aber from scratch implementiert ist. Man beachte, dass zudem eine Klasse existiert, die es ermöglicht, einen Pointer automatisch in einen SharedPtr zu konvertieren (SharedPtrConvertable – ebenfalls in SharedPtr.h). Auch von dieser automatischen Konvertierung wird exzessiv Gebrauch gemacht (siehe die Klassen in Database.h/.cpp, die allesamt u.a. von SharedPtrConvertable abgeleitet sind).

Weiterhin wird durchgängig eine Template-Klasse Array verwendet. Ein Array<T> repräsentiert einen Array von T's, der immutable ist. Zum Konstruktion eines Array<T>-Objekts wird ein Array<T>::Bilder genutzt. Solche Arrays werden u.a. zur internen Repräsentation der Datenbank-Daten genutzt. Siehe Array.h.

Die Daten und die Metadaten der Datenbank werden in Objekten der folgenden Klassen gehalten (s. Database.h/.cpp):

ColumnInfo

TableInfo

DatabaseInfo

Row

Table

Database

Objekte der …Info-Klassen repräsentieren die Metadaten der Datenbank, Objekte der letzten drei Klassen die eigentlichen Daten. Objekte all dieser Klassen sind ebenfalls immutable.

Um die aktuellen Inhalte von Tabellen mit den erwarteten Inhalten zu vergleichen, existiert die Klasse Diff<T>. Ein Diff-Objekt (welches ebenfalls immutable ist) repräsentiert den Unterschied zweier Tabellen. Siehe Diff.h.

Die eigentliche DbAccessTester-Klasse (die einzige Klasse, die mutable ist) besitzt folgenden Header:

// DbAccessTester.h

// ...

#include "Array.h"

#include "SharedPtr.h"

#include "Diff.h"

#include "Database.h"

using namespace std;

class **IDatabaseAdapter** {

public:

virtual **~IDatabaseAdapter**() {

}

virtual void **open**() = 0;

virtual void **close**() = 0;

virtual void **beginTransaction**() = 0;

virtual void **commitTransaction**() = 0;

virtual void **rollbackTransaction**() = 0;

virtual int **execute**(const string& sql) = 0;

virtual SharedPtr<DatabaseInfo> **getDatabaseInfo**() = 0;

virtual SharedPtr<Database> **getDatabase**() = 0;

};

typedef Diff<SharedPtr<Row>> **TableDiff**;

class **DbAccessTester** {

private:

// ...

public:

**DbAccessTester**(IDatabaseAdapter& adapter,

Array<string>::Builder& prepareStringsBuilder,

bool trace = false);

void **open**() const;

void **close**() const;

const SharedPtr<Database> **getDatabase**() const;

void **drop**() const;

void **prepare**() const;

void **execute**(const string& sql) const;

void **beginTransaction**() const;

void **commitTransaction**() const;

void **rollbackTransaction**() const;

void **play**();

void **replay**();

bool **compare**();

const SharedPtr<TableDiff> **diffs**(const string& tableName) const;

const SharedPtr<Array<SharedPtr<TableDiff>>> **diffs**() const;

void **printDiffs**(ostream& out = cerr) const;

};

Das Interface IDatabaseAdapter muss jeweils für einen konkreten Datenbank-Typ implementiert werden. Die Implementierung für SQLite sieht wie folgt aus:

// SQLiteAdapter.h

#include <string>

#include "CppSQLite3.h"

#include "DbAccessTester.h"

using namespace std;

class **SQLiteAdapter**: public IDatabaseAdapter {

private:

CppSQLite3DB& **db\_**;

const char\* **filename\_**;

string **errorMsg**(const string& method, const CppSQLite3Exception& e);

public:

**SQLiteAdapter**(CppSQLite3DB& db, const char\* filename);

void **open**();

void **close**();

int **execute**(const string& sql);

void **beginTransaction**();

void **commitTransaction**();

void **rollbackTransaction**();

SharedPtr<DatabaseInfo> **getDatabaseInfo**();

SharedPtr<Database> **getDatabase**();

};

// SQLiteAdapter.cpp

#include "SQLiteAdapter.h"

**SQLiteAdapter::SQLiteAdapter**(CppSQLite3DB& db, const char\* filename) :

db\_(db), filename\_(filename) {

}

string **SQLiteAdapter::errorMsg**(const string& method,

const CppSQLite3Exception& e) {

stringstream s;

s << "SQLiteAdapter-Error (" << method << ") : " << e.errorMessage();

return s.str();

}

void **SQLiteAdapter::open**() {

try {

db\_.open(filename\_);

}

catch (const CppSQLite3Exception& e) {

throw runtime\_error(errorMsg("open", e));

}

}

void **SQLiteAdapter::close**() {

try {

db\_.close();

}

catch (const CppSQLite3Exception& e) {

throw runtime\_error(errorMsg("close", e));

}

}

int **SQLiteAdapter::execute**(const string& sql) {

try {

return db\_.execDML(sql.c\_str());

}

catch (const CppSQLite3Exception& e) {

throw runtime\_error(errorMsg("execute", e));

}

}

void **SQLiteAdapter::beginTransaction**() {

try {

db\_.execDML("begin transaction");

}

catch (const CppSQLite3Exception& e) {

throw runtime\_error(errorMsg("beginTransaction", e));

}

}

void **SQLiteAdapter::commitTransaction**() {

try {

db\_.execDML("commit transaction");

}

catch (const CppSQLite3Exception& e) {

throw runtime\_error(errorMsg("commitTransaction", e));

}

}

void **SQLiteAdapter::rollbackTransaction**() {

try {

db\_.execDML("rollback transaction");

}

catch (const CppSQLite3Exception& e) {

throw runtime\_error(errorMsg("rollbackTransaction", e));

}

}

SharedPtr<DatabaseInfo> **SQLiteAdapter::getDatabaseInfo**() {

try {

Array<SharedPtr<TableInfo>>::Builder tableInfosBuilder;

const char\* metaSql = "SELECT name FROM sqlite\_master WHERE "

"type='table' ORDER BY name;";

for (CppSQLite3Query metaQuery = db\_.execQuery(metaSql);

!metaQuery.eof();

metaQuery.nextRow()) {

string tableName = metaQuery.fieldValue(0);

stringstream sql;

sql << "SELECT \* FROM " << tableName << " where 1 = 0";

CppSQLite3Query query = db\_.execQuery(sql.str().c\_str());

Array<SharedPtr<ColumnInfo>>::Builder columnInfosBuilder;

for (int i = 0; i < query.numFields(); i++)

columnInfosBuilder <<

new ColumnInfo(query.fieldName(i));

TableInfo\* tableInfo =

new TableInfo(tableName, columnInfosBuilder);

tableInfosBuilder << tableInfo;

}

return new DatabaseInfo(tableInfosBuilder);

}

catch (const CppSQLite3Exception& e) {

throw runtime\_error(errorMsg("getDatabaseInfo", e));

}

}

SharedPtr<Database> **SQLiteAdapter::getDatabase**() {

try {

SharedPtr<DatabaseInfo> databaseInfo = getDatabaseInfo();

Array<SharedPtr<Table>>::Builder tablesBuilder;

for (unsigned int i = 0;

i < databaseInfo->tableInfos.size(); i++) {

SharedPtr<TableInfo> tableInfo =

databaseInfo->tableInfos[i];

stringstream sql;

sql << "SELECT \* FROM " << tableInfo->name;

Array<SharedPtr<Row>>::Builder rowsBuilder;

for (CppSQLite3Query q = db\_.execQuery(sql.str().c\_str());

!q.eof();

q.nextRow()) {

Array<string>::Builder rowBuilder;

for (int i = 0; i < q.numFields(); i++)

rowBuilder << q.fieldValue(i);

rowsBuilder << new Row(rowBuilder);

}

tablesBuilder << new Table(tableInfo, rowsBuilder);

}

return new Database(databaseInfo, tablesBuilder);

}

catch (const CppSQLite3Exception& e) {

throw runtime\_error(errorMsg("getDatabase", e));

}

}

Die Klassen sind sorgfältig getestet. Es existieren die folgenden Testklassen:

SharedPtrTest

ArrayTest

DiffTest

DbAccessTesterTest

SQLiteAdapterTest

Die Datei main.cpp enthält das Hauptprogramm.

Zusätzlich existiert eine Klasse Counter, die als Basisklasse vieler der oben beschriebenen Klassen verwendet wird. Diese Klasse wird verwendet, um die korrekte Freigabe aller allokierten Objekte zu demonstrieren. (By the way: die Verwendung der SharedPtr-Klasse führt dazu, dass nirgendwo ein delete erforderlich ist (mit einer einzigen Ausnahme…)).

Die Klasse NoCopyNoAssign schließlich ist eine Basisklasse aller Klassen (der meisten hier diskutierten Klassen), welche die Copy-Konstruktion und das Assignment verbietet. Objekte werden also nirgendwo kopiert (was i.d.R. aufwendig wäre…).

# Literatur

Johannes Link: Softwaretests mit JUnit (DPunkt 2005)

Das Buch enthält u.a. eine kleine Einführung in JUnit (ein Testwerkzeug für Java). Der weitaus größere Teil des Buches befasst sich aber mit den Konzepten der Testgetriebenen Softwareentwicklung. Das Buch ist also auf jeden Fall auch interessant für C++-Entwickler.

Kent Beck: Test-Driven Development by Example (Addison Wesley 2005)

Beck ist der TDD-Papst … Das Buch enthält hauptsächlich zwei ausführliche Beispiele: das Money-Beispiel (in Java) und ein xUnit-Beispiel (das wird in Python vorgestellt)

Martin Fowler: Refactoring (Addison-Wesley 2005)

Fowler schreibt nur vernünftige Bücher (sehr empfehlenswert auch: UML Destilled – für Leute, die UML einfach nur verwenden wollen, ohne zuvor ein achtsemestriges UML-Studium machen zu wollen – ohne also das offizielle Handbuch zu UML lesen wollen…)
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