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Well, I am here again. In this log, I am going to reproduce the three seasonal adjustment methods from StatCan stuff based on the data I generated in last log **simulate data**.  
The first two should be relatively easier, at least this is what Aaron told me last week…well, I hope so. The first one is X12-ARIMA, which is actually a software package developed by U.S. Census Bureau. In R, we can use package *x12* to access the X12-ARIMA method.

为了能在周一见面的时候给Aaron一份相对满意的答卷，我决定今晚上熬夜奋战一下。毕竟按我现在的结果，是明显不能让他满意的。也的确需要push一下自己，赶一赶进度了。晃晃悠悠地看书，不知道什么时候才能做出来东西了。加油吧，小伙子！今晚上把这两个model的curve给做出来！你可以的！Come On!

*–Update 5.28–* 呵呵呵，Aaron把我鸽了，这也正好给了我多一天的时间来想怎么build the model of state space model.

# X-12-ARIMA

学新知识的道路上注定要经历各种弯路，就像我现在一样。According to [wiki](https://en.wikipedia.org/wiki/X-12-ARIMA), X-12-ARIMA is the successor of X-11-ARIMA, and the current version is X-13ARIMA-SEATS(or X-13, and seats means Signal Extraction in ARIMA Time Series). As for the relations between these models, check [website](https://www.r-bloggers.com/seasonal-adjusment-on-the-fly-with-x-13arima-seats-seasonal-and-ggplot2/) and introduction of the [paper](https://cran.r-project.org/web/packages/seasonal/vignettes/seas.pdf). I guess I am going to use the latest version, that is X-13, to remove seasonal component in our ts.  
为了节省时间，也为了降低难度，第一个例子我用上面提到的paper中的数据来进行分析：

library("seasonal")  
# The seas function provides the core functionality of the package, and the 1st argument is 'ts'  
# The unemp example series measures US unemployment and is included in seasonal  
m <- seas(unemp)  
summary(m)

##   
## Call:  
## seas(x = unemp)  
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## AR-Nonseasonal-01 0.94360 0.03441 27.43 <2e-16 \*\*\*  
## MA-Nonseasonal-01 0.82540 0.05654 14.60 <2e-16 \*\*\*  
## MA-Seasonal-12 0.85071 0.03362 25.30 <2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## SEATS adj. ARIMA: (1 1 1)(0 1 1) Obs.: 323 Transform: none  
## AICc: 4324, BIC: 4339 QS (no seasonality in final): 0   
## Box-Ljung (no autocorr.): 22.04 Shapiro (normality): 0.9946

plot(m)
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# The result is close but not identical to the official seasonally adjusted series.

By default, a call to seas also invokes the following automatic procedures of X-13: \* Transformation selection (log / no log);  
\* Detection of trading day and Easter effects;  
\* Outlier detection;  
\* ARIMA model search.  
In the example above, X-13 opts to perform no pre-transformation, does not adjust for weekday or Easter effects, detects no outliers and models the series by a (1 1 1)(0 1 1) seasonal ARIMA (autoregressive integrated moving average) model. This can be seen from the summary output: There are no coefficients for Easter or outliers, and the ARIMA specification and the transformation are shown at the bottom  
By default, seas calls the *SEATS* adjustment procedure(which decomposes the ARIMA model).To perform the alternative *X-11* adjustment procedure, the following option can be used:

library("seasonal")  
library("seasonalview")

## Registered S3 method overwritten by 'xts':  
## method from  
## as.zoo.xts zoo

##   
## Attaching package: 'seasonalview'

## The following object is masked from 'package:seasonal':  
##   
## view

eg\_seats <- seas(unemp)  
eg\_x11 <- seas(unemp, x11 = "")  
plot(unemp,col="lightblue",ylim=c(5500,15300),ylab="")  
par(new=T)  
plot(final(eg\_seats),col="red",ylim=c(5500,15300),ylab="")  
par(new=T)  
plot(final(eg\_x11),col="blue",ylim=c(5500,15300),ylab="")
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seas(x = unemp,arima.model = "(1 1 1)(0 1 1)",regression.aictest = NULL,outlier = NULL,transform.function = "none")

##   
## Call:  
## seas(x = unemp, transform.function = "none", regression.aictest = NULL,   
## outlier = NULL, arima.model = "(1 1 1)(0 1 1)")  
##   
## Coefficients:  
## AR-Nonseasonal-01 MA-Nonseasonal-01 MA-Seasonal-12   
## 0.9436 0.8254 0.8507

Well, the results here seem to be good.

### Let’s try our own data

library(forecast)

## Registered S3 methods overwritten by 'ggplot2':  
## method from   
## [.quosures rlang  
## c.quosures rlang  
## print.quosures rlang

## Registered S3 method overwritten by 'quantmod':  
## method from  
## as.zoo.data.frame zoo

## Registered S3 methods overwritten by 'forecast':  
## method from   
## fitted.fracdiff fracdiff  
## residuals.fracdiff fracdiff

library(seasonal)  
set.seed(1)  
model <- Arima(ts(rnorm(24000),freq=12), order=c(0,1,1), seasonal=c(0,1,1),fixed=c(theta=0.5, Theta=0.5))  
data <- simulate(model,nsim=240)  
plot(data)
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m\_x11 <- seas(data, x11 = "", regression.aictest = NULL)  
plot(m\_x11)
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m\_seats <- seas(data, regression.aictest = NULL)

## Model used in SEATS is different: (0 1 1)(0 1 0)

plot(m\_seats)
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summary(m\_seats)

##   
## Call:  
## seas(x = data, regression.aictest = NULL)  
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## MA-Nonseasonal-01 -0.47429 0.05798 -8.180 2.85e-16 \*\*\*  
## MA-Seasonal-12 -0.53983 0.05679 -9.506 < 2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## SEATS adj. ARIMA: (0 1 1)(0 1 1) Obs.: 240 Transform: none  
## AICc: 1279, BIC: 1289 QS (no seasonality in final): 0   
## Box-Ljung (no autocorr.): 21.33 Shapiro (normality): 0.9955   
## Messages generated by X-13:  
## Warnings:  
## - Automatic transformation selection cannot be done on a  
## series with zero or negative values.  
##   
## Notes:  
## - Model used for SEATS decomposition is different from the  
## model estimated in the regARIMA modeling module of  
## X-13ARIMA-SEATS.

summary(m\_x11)

##   
## Call:  
## seas(x = data, regression.aictest = NULL, x11 = "")  
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## MA-Nonseasonal-01 -0.47429 0.05798 -8.180 2.85e-16 \*\*\*  
## MA-Seasonal-12 -0.53983 0.05679 -9.506 < 2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## X11 adj. ARIMA: (0 1 1)(0 1 1) Obs.: 240 Transform: none  
## AICc: 1279, BIC: 1289 QS (no seasonality in final):92.12 \*\*\*  
## Box-Ljung (no autocorr.): 21.33 Shapiro (normality): 0.9955   
## Messages generated by X-13:  
## Warnings:  
## - Automatic transformation selection cannot be done on a  
## series with zero or negative values.

plot(data,col="green",ylim=c(-10,2000),ylab="")  
par(new=T)  
plot(final(m\_x11),col="red",ylim=c(-10,2000),ylab="")  
par(new=T)  
plot(final(m\_seats),col="blue",ylim=c(-10,2000),ylab="")  
legend("topleft",c("Data","X11","SEATS"),col=c("green","red","blue"),lty=c(1,1,1))

![](data:image/png;base64,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)

# Messing things up after here.  
plot(data-final(m\_seats))
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emmm, I am confused that why the result from the *SEATS* is different from that out of *X-11*. The model from X-11 is but SEATS gives me . The former one is right and the corresponding estimation of is also close.

# SEATS

See above.

# State Space Model

I just spent a whole day working on the state space model, trying to figure out the steps in this process. To be honest, I was not very, like 80%, clear about bootstrap particle filter, although I spent much time on it during last term. But I have to admit the effort I paid before is worthy, otherwise I can’t come up with the following code within one day. The resource is mainly from **BOOK Monte Carlo Statistical Methods** and the [lecture](https://onlinelibrary.wiley.com/doi/abs/10.1111/1467-842X.00104).  
*题外话：刚刚基本一个半小时的时间内我都在处理转pdf的bug，但是目前这个对我来说并不是很重要。只希望自己以后做事情，要知道自己的主要目的是什么，不要因为一些外在的小事情而耽误太长时间，最终得不偿失。*

library(forecast)  
set.seed(1)  
model <- Arima(ts(rnorm(24000),freq=12), order=c(0,1,1), seasonal=c(0,1,1),fixed=c(theta=0.5, Theta=0.5))  
data <- simulate(model,nsim=240)  
# let's try SIS(Sequential Importance Sampling) at first  
# Initialization  
Tr\_0 <- rep(rnorm(1),100)  
Se\_0 <- rep(rnorm(1),100)  
w\_0 <- rep(1/100,100)  
  
# Generate particles  
Tr\_1 <- Tr\_0 + rnorm(100)  
Se\_1 <- -Se\_0 + rnorm(100)  
  
# Compute weights  
w\_1 <- w\_0 \* dnorm(rep(data[1],100) - Tr\_1 - Se\_1)  
w\_1 <- w\_1 / sum(w\_1) # normalize  
  
# compute state value  
T\_1 <- sum(w\_1 \* Tr\_1)  
S\_1 <- sum(w\_1 \* Se\_1)

这里，我们只把t\_1时刻的trend和seasonal摘了出来。我们最终的目的是把整个过程（240个时刻）的trend和seasonal求出来。

set.seed(1)  
S <- matrix(0,100,251) # Cause Seasonal component's state space model, we have additional 11 zero-values.  
Tr <- matrix(0,100,251)  
S[,12] <- S\_1  
Tr[,12] <- T\_1  
w <- w\_1  
component <- c(T\_1,S\_1)  
for (i in 13:251) {  
 # update particles  
 Tr[,i] <- Tr[,i-1] + rnorm(100)  
 for (j in 1:11) S[,i] <- S[,i]-S[,i-j]  
 S[,i] <- S[,i] + rnorm(100)  
   
 # update weights  
 w <- w \* dnorm(rep(data[i-11],100)-Tr[,i]-S[,i])  
 w <- w / sum(w)  
   
 # evaluate state value  
 t <- sum(w \* Tr[,i])  
 s <- sum(w \* S[,i])  
   
 # add to our component path  
 component <- rbind(component, c(t,s))  
}  
  
trend <- ts(component[,1],frequency = 12, start = c(2001,1),end = c(2020,12))  
season <- ts(component[,2],frequency = 12, start = c(2001,1),end = c(2020,12))  
plot(trend)
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plot(season)

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAeAAAAGACAMAAABC/kH9AAAAUVBMVEUAAAAAADoAAGYAOjoAOpAAZrY6AAA6ADo6AGY6Ojo6kNtmAABmADpmtrZmtv+QOgCQ2/+2ZgC2/7a2///bkDrb////tmb/25D//7b//9v///+1+YDkAAAACXBIWXMAAA7DAAAOwwHHb6hkAAAJrUlEQVR4nO3dDXvaNhhGYaUNrIOt4NXhQ///hw5jMBDbBL2Sgvxwzq6mjKQyyR0bG7BwnqRzz74BlDeAxQNYPIDFA1g8gMUDWDyAxQNYPIDFA1g8gMUDWDyAxQNYPIDFA1g8gMUDWDyAxQNYPIDFA1g8gMUDWDyAxQNYPIDFA1g8gMUDWDyAxQNYPIDFA1g8gMUDWDyAxQNYPIDFA1g8gMUDWDyAxQNYPIDFA1g8gMUDWDyAxQNYPIDFA1g8gMUDWDyAxQNYPIDFA1g8gMUDWDyAxQNYPIDFA1g8gMUDWDyAxQNYPIDFA1g8gMUDWDyAxQNYPIDFA1i8xMCOvqlnAacdjsYCWDyAxQNYPIDFA1g8gMWbCDC/D9YAFg9g8QAWD2DxABYPYPEAFg9g8QAWD2DxABYPYPGyAm/nvxMNB7C1LMC75eVFfT/+RA8X/uXUlWcN3rhF8xdr8PPLtIneLd8/hoDDX65rWTpdynYfXL2tWYMLKN9OVu0WAD+/jHvR2/lPgJ9ezsOk/coB/Ox4oEM8gMUDWDyAxQNYPIDFA1g8gMUDWDyAxQNYPIDFA1g8gMUDWDyAxZseMNZBASwewOIBLN4EgJ0H2N4EgREOCWDxygd2AMcEsHgAiweweACLNxVgd/v/9GgTBOahjpDKBL7+LMBRASwewOJlAq6da8/ur03zZAGcrDzA9dva75YzHwjsri5cLgMcUxbg/Wpx/Pj+kQUY4YCyAO+W7eQr1fvHJ+D7E6EBnL6Ma/ChasYa/OQy3QefWHfLoMlIHwWmx8u2F91upPerdMDOckNevqKOgwFOH8DiFQZ8QQQ4TQCLB7B4AItXLvD5KwCOajrADmBLpQG782cBThPA4hmA96u7b3kVsVyA02cArqJk7y13CLi9XwbYWjjwbrnItNyL4o0nwDFZgEffSiVyuQBnKBx4v5plWi7AGTLcB2/G3w0pbrkAZ8iyib7/xrH25QKcoZKOgwHOEMDiWYC388MG+m2dfLlfAHs3+i9pNNNOVnMgXMftao0Bt5+4XWEdwPYsh0ntAx118x7fiZZ7WW8BTpz9gY5Nwr1ogLM1tTWYU88CK+M+GOBslbEX/TCwAziwMo6DAc7WtIAvu1r0YAbg5gnh2rmofaxA4Nv/KCADcPX+sZ3PfBX1rOEgcLcFvj0qAjgi23Fw84xhhuNggNNnA25eljV27r5luQBny7KJnu2W7x/tJDqpltuyfgZuD3wBjsm0k3U4CI594c4IsP8SGN+wMh0mffna6ceAHcCx5QGu3emltRs38hpbgL8p2yb6i9dkddMojT8l8RWw8wAnyXYcXM/8dj7+ZMPVS6c3j02EBnCuLIdJC79pJikcfygr2Rp8vgpgc7bj4O2vP8c/Y3XPJdrug8/rLsDxhQM3q+fun/Vd4O5+enQtB/ibMtwHNw9hVYukr+gAOFuWw6RqdmcSSttyAc5Vpgc6Qoe7AHsHcMoAFs8CfNg+v39UcaeBA/xNGYA3b+u6eTYpSngA2PlPwM4DHJ3tMKm+824MpuUCnCvbAx0NcMpXdACcLfsaXKU+DgY4R+b74LRnFwKcK+NedOrzg4eAPcAJKug4GOAcTQr4tN2mgAzAGc5sADhbBuAMZzYAnC3bcXDqMxt6wB7gRNmAU5/Z8Dhw6n0B+Syb6ExnNnwJ7AEOz7STlefMBoBzVOhhUnep/Rtgc+UAux6wBzi+woE9wJEBLF5BwDcXAU4UwOKVB3yxPH8dwBEVAtwCXl0EOFEAi1cMsLv6FMDpAlg8gMXLBFw7177qcuxJRYC/qTzA9dvat88nJgN2HmBLWYDbOTr2qzsnuIQAd5PPAhxeFuDzLDvNfDwAP7eMa7BvXvwB8JPLdB98Yh2f6eEOcPe8Uvd1ANvLthfdbqT3q8cmQusB3yz2agJ4gAMr8DgY4JTlBL6a8O7L4QDOFMDiASwewOJNBdgDbKuYvei7nwTYHMDiASxekcC9LwbYHMDiASze5IApLIDFKwX4/hcDbA5g8QAWD2DxABYPYPEAFg9g8QAWD2DxJgHsATYHsHgAiweweACLB7B4AIsHsHgAiweweFmBt/PRt6AF+JvKAnx8/9lTD07C8uXCAbaVZw3euOOJo6zBzy/TJrp5bzSASyjbfXD1tga4gPLtZNVukQzY8g/oWMa96O38Zw94dCK0DMunppyHSfuVYw1+dnmBH5+EJcfyyQMsH8DiASwewOJN49mk9Mt/mQAWD2DxABYPYPEAFm8ywGQLYPEAFg9g8QAWD2DxABbvacD0TT0JOHk5bt9ExkwzJMDFjgmw+JgAi48JsPiYAIuPCbD4mACLjwmw+JivAUyRASwewOIBLB7A4gEsHsDiASwewOIBLB7A4gEsHsDiFQa8XznXzlm8ce5tfX2hna16lmRM77e//ny6JtWY1tvZH3JwIaGVBbxfHb6PuvnpbA4Xmj+XC9u/bN/iwJiNwnFG86trko1pvJ39IQcXElxZwO08tvWPP+1UTdXMdxf8ZmSS+fAxj2tEM9rVNcnGtN7O/pBDCwmvLOC2wy9r9811F3xt+wYHxmxmrj8yXK5JN2bc7bwZcuSasEoErg6ux+3c5uqCr/4+3yPFjunPf91ck2jMuNv5eciha8IqELh5Z4j2HufwsbvQvptAZfzJ3Yx5vKL5cd1ck2jMqNvZG3LgmsDKA96cdytugU+ftP0a347ZDRT1kxsZM+Z2DgzZuya04oDbd3YZ2EQfu/NuAo+P6c9/xWz7xsaMuJ39IQcWElppwPX1O/fc7GQdMx2DfB6z+Z/YnazRMe23sz/k0EJCKwy4Pr1bQP8wqf0uLb/GvTH9eSD78cf4mObb2R9ycCGhlQW8nZ93TvoPdBy/QcPOy8CYvtsEGh9BuDem8Xb2hxxeSGhlAdft2evN91KfH53rLlSHzxju2YbG7Fax2vYY4N0xbbezP+TwQkIrC5iSB7B4AIsHsHgAiweweACLB7B4AIsHsHgAiweweACLB7B4AIsHsHgAiweweACLB7B4AIsHsHgAiweweACLB7B4AIv3csDtLEeHfvy3tJxrPLVeDrjJOiPTFANYvBcG3h020dv5v4dN9mI7b8/4rGMm8imzlwc+zibXTMPV/Lk57Vqjlwde+POH37tlY2ueNqvMXh74t+8+tLMk2CbyKTaAr4BPB1AAT727a7BYAF+Ad4qPfAB8AT7uRftKaz0G+Ar4eBystRP9msCvFMDiASwewOIBLB7A4gEsHsDiASwewOIBLB7A4gEsHsDiASwewOIBLB7A4gEsHsDiASwewOIBLB7A4v0PIsus6HJFFm0AAAAASUVORK5CYII=)

plot(data,type="l",ylab="", ylim=c(-50,2000))  
lines(data-season, ylab="",ylim=c(-50,2000),col="red")
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Well, I think something is wrong here again! it’s normal to show some degeneracy here, but the curve after adjusting does not look like that.  
I am going to try it on the data set **unemp**:

library("seasonal")  
Data <- unemp # 1990.1-2016.11 # 323 records  
summary(Data)

## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## 5153 7012 8078 8766 9476 16147

set.seed(1)  
S <- matrix(0,100,334) # Cause Seasonal component's state space model, we have additional 11 zero-values.  
Tr <- matrix(0,100,334) # Hence 323+11 columns  
S[,11] <- rep(0,100)  
Tr[,11] <- rep(0,100)  
w <- rep(1/100,100)  
component <- c()  
for (i in 12:334) {  
 # update particles  
 Tr[,i] <- Tr[,i-1] + rnorm(100)  
 for (j in 1:11) S[,i] <- S[,i]-S[,i-j]  
 S[,i] <- S[,i] + rnorm(100)  
   
 # update weights  
 w <- w \* dnorm(rep(data[i-11],100)-Tr[,i]-S[,i])  
 w <- w / sum(w)  
   
 # evaluate state value  
 t <- sum(w \* Tr[,i])  
 s <- sum(w \* S[,i])  
   
 # add to our component path  
 component <- rbind(component, c(t,s))  
}  
trend <- ts(component[,1],frequency = 12, start = c(1990,1),end = c(2016,11))  
season <- ts(component[,2],frequency = 12, start = c(1990,1),end = c(2016,11))  
plot(trend)
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plot(season)
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plot(Data,type="l",ylab="", ylim=c(5000,16500))  
lines(Data-season, ylab="",ylim=c(5000,16500),col="red")

![](data:image/png;base64,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)

The result is still not ideal. I think the initialization is not appropriate, since the trend and seasonal values are too small. I am going to test my guess by using **SIR(Sequential Importance Resampling)**. Since in SIR, there should not have ‘degeneracy’ phenomenon, so if the result is still like the pics above, there must be something wrong.(Use **unemp** data)

library("seasonal")  
Data <- unemp # 1990.1-2016.11 # 323 records  
summary(Data)  
set.seed(1)  
S <- matrix(0,100,334) # Cause Seasonal component's state space model, we have additional 11 zero-values.  
Tr <- matrix(0,100,334) # Hence 323+11 columns  
component <- c()  
for (i in 12:334) {  
 # update particles  
 Tr[,i] <- Tr[,i-1] + rnorm(100)  
 for (j in 1:11) S[,i] <- S[,i]-S[,i-j]  
 S[,i] <- S[,i] + rnorm(100)  
   
 # update weights  
 w <- dnorm(rep(Data[i-11],100)-Tr[,i]-S[,i])  
 w <- w / sum(w)  
   
 # evaluate state value  
 t <- sum(w \* Tr[,i])  
 s <- sum(w \* S[,i])  
   
 # add to our component path  
 component <- rbind(component, c(t,s))  
   
 # resample  
 Tr[,i] <- sample(Tr[,i], size=100, replace=TRUE, prob=w)  
 S[,i] <- sample(S[,i], size=100, replace=TRUE, prob=w)  
}  
trend <- ts(component[,1],frequency = 12, start = c(1990,1),end = c(2016,11))  
season <- ts(component[,2],frequency = 12, start = c(1990,1),end = c(2016,11))  
plot(trend)  
plot(season)  
plot(Data,type="l",ylab="", ylim=c(5000,16500))  
lines(Data-season, ylab="",ylim=c(5000,16500),col="red")

library("seasonal")  
Data <- unemp # 1990.1-2016.11 # 323 records  
summary(Data)

## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## 5153 7012 8078 8766 9476 16147

set.seed(1)  
S <- matrix(0,100,334) # Cause Seasonal component's state space model, we have additional 11 zero-values.  
Tr <- matrix(0,100,334) # Hence 323+11 columns  
component <- c()  
for (i in 12:334) {  
 # update particles  
 Tr[,i] <- Tr[,i-1] + rnorm(100)  
 for (j in 1:11) S[,i] <- S[,i]-S[,i-j]  
 S[,i] <- S[,i] + rnorm(100)  
 # update weights  
 w <- dnorm(rep(Data[i-11],100)-Tr[,i]-S[,i])  
 w <- w / sum(w)  
}  
dnorm(rep(Data[323],100)-Tr[,334]-S[,334])

## [1] 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0  
## [36] 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0  
## [71] 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0

# update weights  
 w <- dnorm(rep(Data[1],100)-Tr[,12]-S[,12])  
 w <- w / sum(w)

**- Update 6.2 -** 从上次和Aaron见完之后，就一直在划水，心里也挺不过意不去的。因为种种事情都没有静下心来学习，感觉今天积攒了很久的洪荒之力可以稍微发泄一下？另外就是手腕这两天也一直没有休息过来，还是要多加注意呀。接下来说正事儿吧。

If we analyse the case above why the weights are zeros, it is not difficult to find our initializations are around 0 and , our data is quite large. If we use to generate our weights, it is obvious that weights are gonna very small, almost 0.( is the density of standard normal distribution.)  
So why don’t I let the first trend component (i.e. ) to be equal to ? Cause we suppose

well,no more talking, let’s try. (Hope it works well)

library("seasonal")  
Data <- unemp # 1990.1-2016.11 # 323 records  
summary(Data)  
set.seed(1)  
S <- matrix(0,100,334) # Cause Seasonal component's state space model, we have additional 11 zero-values.  
Tr <- matrix(0,100,334) # Hence 323+11 columns  
Tr[,11] <- Data[1]  
component <- c()  
for (i in 12:334) {  
 # update particles  
 Tr[,i] <- Tr[,i-1] + rnorm(100)  
 for (j in 1:11) S[,i] <- S[,i]-S[,i-j]  
 S[,i] <- S[,i] + rnorm(100)  
   
 # update weights  
 w <- dnorm(rep(Data[i-11],100)-Tr[,i]-S[,i])  
 w <- w / sum(w)  
   
 # evaluate state value  
 t <- sum(w \* Tr[,i])  
 s <- sum(w \* S[,i])  
   
 # add to our component path  
 component <- rbind(component, c(t,s))  
   
 # resample  
 Tr[,i] <- sample(Tr[,i], size=100, replace=TRUE, prob=w)  
 S[,i] <- sample(S[,i], size=100, replace=TRUE, prob=w)  
}  
trend <- ts(component[,1],frequency = 12, start = c(1990,1),end = c(2016,11))  
season <- ts(component[,2],frequency = 12, start = c(1990,1),end = c(2016,11))  
plot(trend)  
plot(season)  
plot(Data,type="l",ylab="", ylim=c(5000,16500),lwd=1.5)  
lines(Data-season, ylab="",ylim=c(5000,16500),col="red")

This chunk is wrong since the weights’ problem. I am going to check the weights below:

set.seed(1)  
S <- matrix(0,100,334) # Cause Seasonal component's state space model, we have additional 11 zero-values.  
Tr <- matrix(0,100,334) # Hence 323+11 columns  
Tr[,11] <- Data[1]  
  
for (i in 12) {  
   
 # update particles  
 Tr[,i] <- Tr[,i-1] + rnorm(100)  
 for (j in 1:11) {  
 S[,i] <- S[,i]-S[,i-j]   
 }  
 S[,i] <- S[,i] + rnorm(100)  
   
 # update weights  
 w <- dnorm(Data[i-11]-Tr[,i]-S[,i])  
 w <- w / sum(w)  
}  
  
Tr[,13] <- Tr[,12] +rnorm(100)  
S[,13] = -S[,12] + rnorm(100)  
w<-dnorm(Data[2]-Tr[,13]-S[,13])  
w

## [1] 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0  
## [36] 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0  
## [71] 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0

Data[2]-Tr[,13]-S[,13]

## [1] -118.2970 -117.7831 -120.6332 -117.7227 -117.3530 -118.4221 -117.5208  
## [8] -117.9367 -116.1536 -115.8456 -120.0268 -118.3713 -114.0921 -113.4100  
## [15] -119.2842 -119.9368 -116.5111 -116.8486 -116.6751 -118.2208 -117.9996  
## [22] -117.9383 -117.4735 -112.9794 -117.0455 -118.4905 -116.2332 -114.1319  
## [29] -116.5367 -118.6846 -116.9856 -113.0281 -115.8482 -120.3995 -114.9224  
## [36] -118.7560 -118.4141 -116.2869 -119.4966 -117.2850 -120.1967 -115.5407  
## [43] -119.8316 -116.8520 -116.3252 -113.6343 -115.6486 -117.3042 -118.8111  
## [50] -122.4297 -118.5580 -117.4910 -117.9695 -116.3595 -122.1939 -121.7981  
## [57] -112.0561 -116.9942 -117.4100 -114.3751 -117.3352 -118.1242 -115.7114  
## [64] -116.5690 -118.4263 -115.8650 -115.7062 -119.2689 -116.3941 -116.6620  
## [71] -114.5199 -116.8565 -115.4788 -118.7234 -115.0687 -118.4481 -113.6088  
## [78] -115.5210 -114.5668 -117.8859 -118.8234 -116.5848 -118.3592 -116.4068  
## [85] -117.6471 -116.4341 -113.8010 -118.7519 -116.3290 -118.3872 -117.5685  
## [92] -118.7979 -120.2280 -115.7502 -121.4632 -117.8166 -116.6408 -118.4427  
## [99] -114.5977 -117.4671

…stupid… The result is still not right. The assumption just worked at the first moment then failed.

Maybe I can use the first twelve values to generate an initial set of seasonal components? In other words, i) compute the average ; ii) use the differences as seasonal components of one loop. But this will be only correct when there is no trend influence in this ts!

**WHAT CAN I DO ?** 自己再多想一想 总会有办法的。网上查查资料吧。

Wait… 我为什么不试一试我自己的数据呢？如果trend是缓慢变化的话(*-Update 6.4- actually I am not sure whether we can use the state space model above in* ***unemp*** *data set, since the sarima model of it is different from that of Durbin’s report*)，某种程度上SIR应该是可以用的吧？ try it:

set.seed(1)  
S <- matrix(0,100,251) # Cause Seasonal component's state space model, we have additional 11 zero-values.  
Tr <- matrix(0,100,251)  
Tr[,11] <- data[1]  
component <- c()  
for (i in 12:251) {  
   
 # update particles  
 Tr[,i] <- Tr[,i-1] + rnorm(100)  
 for (j in 1:11) S[,i] <- S[,i]-S[,i-j]  
 S[,i] <- S[,i] + rnorm(100)  
   
 # update weights  
 w <- dnorm(data[i-11]-Tr[,i]-S[,i])  
 w <- w / sum(w)  
   
 # evaluate state value  
 t <- sum(w \* Tr[,i])  
 s <- sum(w \* S[,i])  
   
 # add to our component path  
 component <- rbind(component, c(t,s))  
   
 # resample  
 Tr[,i] <- sample(Tr[,i], size =100, replace = TRUE, prob = w)  
 S[,i] <- sample(S[,i], size = 100, replace = TRUE, prob = w)  
}  
  
trend <- ts(component[,1],frequency = 12, start = c(2001,1),end = c(2020,12))  
season <- ts(component[,2],frequency = 12, start = c(2001,1),end = c(2020,12))  
plot(trend)  
plot(season)  
plot(data,type="l",ylab="", ylim=c(-50,2000))  
lines(data-season, ylab="",ylim=c(-50,2000),col="red")

The chunk above can not run. The code below is to check where the degeneracy happens:

set.seed(1)  
S <- matrix(0,100,251) # Cause Seasonal component's state space model, we have additional 11 zero-values.  
Tr <- matrix(0,100,251)  
Tr[,11] <- data[1]  
component <- c()  
for (i in 12:14) {  
   
 # update particles  
 Tr[,i] <- Tr[,i-1] + rnorm(100)  
 for (j in 1:11) S[,i] <- S[,i]-S[,i-j]  
 S[,i] <- S[,i] + rnorm(100)  
   
 # update weights  
 w <- dnorm(data[i-11]-Tr[,i]-S[,i])  
 w <- w/sum(w)  
   
 # evaluate state value  
 t <- sum(w \* Tr[,i])  
 s <- sum(w \* S[,i])  
   
 # add to our component path  
 component <- rbind(component, c(t,s))  
   
 # resample  
 Tr[,i] <- sample(Tr[,i], size =100, replace = TRUE, prob = w)  
 S[,i] <- sample(S[,i], size = 100, replace = TRUE, prob = w)  
}  
w

## [1] 2.189091e-24 2.326805e-34 1.453344e-22 2.441187e-09 2.014216e-08  
## [6] 1.762221e-03 4.396355e-05 7.945319e-11 3.757556e-18 4.418994e-36  
## [11] 1.073132e-21 1.629745e-30 1.429414e-05 3.265350e-10 2.720454e-20  
## [16] 5.763297e-06 9.120677e-18 9.231106e-12 7.140953e-20 5.607044e-11  
## [21] 4.899712e-06 5.591104e-07 7.726781e-28 4.144347e-25 2.530796e-18  
## [26] 3.589514e-15 4.510176e-10 5.292965e-09 1.169976e-09 2.031101e-21  
## [31] 2.325723e-08 1.059966e-09 8.206373e-03 1.149813e-12 1.629605e-16  
## [36] 1.070495e-24 7.651830e-18 2.495841e-25 1.838943e-09 1.159049e-20  
## [41] 4.345031e-03 4.117133e-11 2.436136e-30 2.867601e-18 4.302048e-15  
## [46] 7.983313e-13 4.773519e-14 3.259247e-09 9.021973e-22 3.200885e-21  
## [51] 1.028877e-10 6.213282e-09 3.301319e-12 1.386625e-18 1.950140e-13  
## [56] 1.764682e-02 1.479019e-35 7.262959e-20 5.795653e-12 3.308094e-12  
## [61] 4.730831e-16 1.791086e-14 1.514309e-07 5.856578e-12 2.038496e-13  
## [66] 2.313757e-24 6.958226e-11 2.208192e-27 3.243754e-29 2.250399e-19  
## [71] 1.440509e-01 3.880587e-10 2.857292e-15 5.844375e-10 1.335457e-28  
## [76] 1.773912e-11 1.298437e-14 2.161121e-26 3.018623e-13 5.813938e-12  
## [81] 3.499301e-12 7.486624e-09 1.720131e-18 5.330352e-29 2.705016e-29  
## [86] 9.156298e-06 1.859245e-17 1.903414e-19 6.750105e-11 3.220691e-22  
## [91] 1.191600e-10 3.542694e-14 2.149015e-09 9.207351e-28 2.169345e-16  
## [96] 1.917820e-17 8.239033e-01 6.491148e-06 1.056944e-15 3.806593e-14

# seperate   
w <- dnorm(data[3]-Tr[,14]-S[,14])  
w <- w/sum(w)  
w

## [1] 1.101409e-02 1.101409e-02 1.101409e-02 5.144544e-06 5.144544e-06  
## [6] 1.101409e-02 1.101409e-02 1.101409e-02 1.101409e-02 1.101409e-02  
## [11] 1.101409e-02 1.101409e-02 1.101409e-02 1.101409e-02 5.144544e-06  
## [16] 1.925698e-03 1.101409e-02 1.101409e-02 1.101409e-02 5.144544e-06  
## [21] 1.101409e-02 1.101409e-02 3.477036e-02 1.167785e-02 1.101409e-02  
## [26] 5.144544e-06 1.101409e-02 1.925698e-03 1.101409e-02 1.101409e-02  
## [31] 6.619043e-03 1.101409e-02 1.101409e-02 1.101409e-02 1.101409e-02  
## [36] 1.101409e-02 1.101409e-02 1.101409e-02 1.101409e-02 1.101409e-02  
## [41] 3.477036e-02 1.841524e-02 5.144544e-06 1.101409e-02 1.101409e-02  
## [46] 1.101409e-02 1.101409e-02 3.477036e-02 1.101409e-02 5.144544e-06  
## [51] 1.101409e-02 1.101409e-02 1.101409e-02 1.101409e-02 2.781106e-05  
## [56] 1.101409e-02 1.101409e-02 1.101409e-02 1.101409e-02 1.101409e-02  
## [61] 1.101409e-02 1.101409e-02 5.144544e-06 1.101409e-02 5.144544e-06  
## [66] 5.144544e-06 1.101409e-02 1.101409e-02 3.477036e-02 1.101409e-02  
## [71] 1.925698e-03 5.144544e-06 2.781106e-05 1.101409e-02 3.477036e-02  
## [76] 1.101409e-02 1.101409e-02 5.144544e-06 1.101409e-02 1.101409e-02  
## [81] 4.989486e-05 1.101409e-02 1.101409e-02 5.144544e-06 4.137657e-03  
## [86] 5.144544e-06 1.101409e-02 5.144544e-06 1.101409e-02 6.619043e-03  
## [91] 1.101409e-02 1.101409e-02 5.144544e-06 1.101409e-02 3.477036e-02  
## [96] 1.101409e-02 1.101409e-02 1.101409e-02 1.101409e-02 1.101409e-02

It is very weird. The result from the for loop is different from that of separate code.  
**-Update 6.4-** after talking with Aaron, I realized where I made a mistake. The Tr and S I used in the seperate case is after resampling…(stupid -\_-|)

——————————–**UPDATE 6.4**————————————-