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# librarires

library(openxlsx)  
library(readr)  
  
library(tidytext)  
library(tidyr)  
library(tidyverse)

## -- Attaching packages --------------------------------------- tidyverse 1.3.1 --

## v ggplot2 3.3.3 v dplyr 1.0.5  
## v tibble 3.1.1 v stringr 1.4.0  
## v purrr 0.3.4 v forcats 0.5.1

## -- Conflicts ------------------------------------------ tidyverse\_conflicts() --  
## x dplyr::filter() masks stats::filter()  
## x dplyr::lag() masks stats::lag()

library(ggthemes)  
library(ggplot2)  
library(rvest)

##   
## Attaching package: 'rvest'

## The following object is masked from 'package:readr':  
##   
## guess\_encoding

library(xml2)  
library(dplyr)  
library(plyr)

## ------------------------------------------------------------------------------

## You have loaded plyr after dplyr - this is likely to cause problems.  
## If you need functions from both plyr and dplyr, please load plyr first, then dplyr:  
## library(plyr); library(dplyr)

## ------------------------------------------------------------------------------

##   
## Attaching package: 'plyr'

## The following objects are masked from 'package:dplyr':  
##   
## arrange, count, desc, failwith, id, mutate, rename, summarise,  
## summarize

## The following object is masked from 'package:purrr':  
##   
## compact

library(agricolae)  
  
library(MASS) #ordered logistic regression

##   
## Attaching package: 'MASS'

## The following object is masked from 'package:dplyr':  
##   
## select

# logistic  
require(foreign)

## Loading required package: foreign

require(ggplot2)  
require(MASS)  
require(Hmisc)

## Loading required package: Hmisc

## Loading required package: lattice

## Loading required package: survival

## Loading required package: Formula

##   
## Attaching package: 'Hmisc'

## The following objects are masked from 'package:plyr':  
##   
## is.discrete, summarize

## The following objects are masked from 'package:dplyr':  
##   
## src, summarize

## The following objects are masked from 'package:base':  
##   
## format.pval, units

require(reshape2)

## Loading required package: reshape2

##   
## Attaching package: 'reshape2'

## The following object is masked from 'package:tidyr':  
##   
## smiths

library(nnet)  
  
library(wesanderson)

#import

manage\_raw = read.xlsx("C:\\Users\\2010088819\\Documents\\R Projects\\Scle\_management\\manage.xlsx", "temp")

# temperature

## modify

manage\_raw$size\_mm <- as.factor(manage\_raw$size\_mm)  
  
manage\_raw$weight\_g <- as.factor(manage\_raw$weight\_g)  
  
manage\_raw$rep <- as.factor(manage\_raw$rep)  
  
manage\_raw$depth\_cm <- as.factor(manage\_raw$depth\_cm)  
  
manage\_raw$time\_min <- as.factor(manage\_raw$time\_min)  
  
manage\_raw$temp <- as.factor(manage\_raw$temp)  
  
manage\_raw$myc <- as.character(manage\_raw$myc)  
  
manage\_raw$scle <- as.character(manage\_raw$scle)  
  
  
  
  
manage\_raw1 <- manage\_raw %>%  
 filter(temp %in% c("125", "155", "185", "200")) %>%   
 mutate(myc1 = case\_when(myc == "0" ~ "absent",  
 myc == "1" ~ "contamination",  
 myc == "2" ~ "present\_partial",  
 myc == "3" ~ "present\_full",  
 myc != "\*" ~ myc),  
 scle1 = case\_when(scle == "0" ~ "absent",  
 scle == "1" ~ "contamination",  
 scle == "2" ~ "present\_partial",  
 scle == "3" ~ "present\_full",  
 scle != "\*" ~ scle))

## histogram

freq\_df <- manage\_raw %>%  
 filter(temp %in% c("125", "155", "185", "200")) %>%   
 mutate(binary = case\_when(myc == 0 ~ 0,  
 myc == 1 ~ 0,  
 myc == 2 ~ 1,  
 myc == 3 ~ 1)) %>%   
 group\_by(size\_mm, weight\_g, depth\_cm, time\_min, temp) %>%   
 dplyr::summarise(freq = sum(binary)/4\*100)

## `summarise()` has grouped output by 'size\_mm', 'weight\_g', 'depth\_cm', 'time\_min'. You can override using the `.groups` argument.

freq\_df <- manage\_raw %>%  
 filter(temp %in% c("125", "155", "185", "200")) %>%   
 mutate(binary = case\_when(myc == 0 ~ 0,  
 myc == 1 ~ 0,  
 myc == 2 ~ 1,  
 myc == 3 ~ 1)) %>%   
 group\_by(size\_mm, weight\_g, depth\_cm, time\_min, temp) %>%   
 dplyr::summarise(freq = sum(binary)/4\*100)

## `summarise()` has grouped output by 'size\_mm', 'weight\_g', 'depth\_cm', 'time\_min'. You can override using the `.groups` argument.

new\_label\_time <- c("5" = "5 min", "10" = "10 min", "15" = "15 min")  
new\_label\_depth <- c("0" = "0 cm", "5" = "5 cm")  
new\_label\_weight <- c("0.054" = "0.054 g", "0.222" = "0.222 g", "0.67" = "0.670 g", "1.31" = "1.310 g")  
  
  
freq\_df %>%   
 ggplot()+  
 geom\_boxplot(aes(temp, freq), fill = "grey")+  
 facet\_grid(~weight\_g~time\_min, labeller = labeller(weight\_g = new\_label\_weight, time\_min = new\_label\_time))+  
 theme\_bw()+  
 labs(x = expression(paste("Temperature (",degree,"C)")), y = "Germination (%)")+  
 theme(axis.title.x=element\_text(size=18,face="bold"),  
 axis.title.y=element\_text(size=18,face="bold"),  
 axis.text.y = element\_text(size = 14, color = "black", face = "bold"),  
 axis.text.x = element\_text(size = 14, color = "black", face = "bold"),  
 legend.text = element\_text(size = 16),  
 legend.title = element\_text(size = 18),  
 strip.background = element\_rect(fill="white", size=1, color="black"),  
 strip.text.x = element\_text(size=14, face="bold"),  
 strip.text.y = element\_text(size=14, face="bold"))+  
 ggsave("plots/variables\_weight.png", units = "cm", width = 60, height = 30, dpi = 300)
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freq\_df %>%   
 ggplot()+  
 geom\_boxplot(aes(temp, freq), fill = "grey")+  
 facet\_grid(~depth\_cm~time\_min, labeller = labeller(depth\_cm = new\_label\_depth, time\_min = new\_label\_time))+  
 theme\_bw()+  
 labs(x = expression(paste("Temperature (",degree,"C)")), y = "Germination (%)")+  
 theme(axis.title.x=element\_text(size=18,face="bold"),  
 axis.title.y=element\_text(size=18,face="bold"),  
 axis.text.y = element\_text(size = 14, color = "black", face = "bold"),  
 axis.text.x = element\_text(size = 14, color = "black", face = "bold"),  
 legend.text = element\_text(size = 16),  
 legend.title = element\_text(size = 18),  
 strip.background = element\_rect(fill="white", size=1, color="black"),  
 strip.text.x = element\_text(size=14, face="bold"),  
 strip.text.y = element\_text(size=14, face="bold"))+  
 ggsave("plots/variables\_depth.png", units = "cm", width = 60, height = 30, dpi = 300)

![](data:image/png;base64,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)

library(ggpubr)

##   
## Attaching package: 'ggpubr'

## The following object is masked from 'package:plyr':  
##   
## mutate

ggscatter(manage\_raw, x = "size\_mm", y = "weight\_g",  
 add = "reg.line",  
 conf.int = TRUE,  
 add.oarams= list(color = "blue",  
 fill = "gray"))+  
 stat\_cor(method = "pearson", label.x = 15, label.y = 1)

## `geom\_smooth()` using formula 'y ~ x'

![](data:image/png;base64,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)

## anova

aov.freq <- aov(freq ~ weight\_g\*temp + weight\_g\*time\_min + weight\_g\*depth\_cm + temp\*time\_min + temp\*depth\_cm + time\_min\*depth\_cm + temp\*time\_min\*depth\_cm + temp\*depth\_cm\*weight\_g + time\_min\*depth\_cm\*weight\_g, freq\_df)  
  
summary(aov.freq)

## Df Sum Sq Mean Sq F value Pr(>F)   
## weight\_g 3 3197 1066 5.299 0.003954 \*\*   
## temp 3 92624 30875 153.529 < 2e-16 \*\*\*  
## time\_min 2 15833 7917 39.367 8.69e-10 \*\*\*  
## depth\_cm 1 15632 15632 77.730 1.61e-10 \*\*\*  
## weight\_g:temp 9 4694 522 2.594 0.020348 \*   
## weight\_g:time\_min 6 729 122 0.604 0.725028   
## weight\_g:depth\_cm 3 384 128 0.637 0.596281   
## temp:time\_min 6 10833 1806 8.978 5.16e-06 \*\*\*  
## temp:depth\_cm 3 4707 1569 7.802 0.000387 \*\*\*  
## time\_min:depth\_cm 2 9115 4557 22.662 4.26e-07 \*\*\*  
## temp:time\_min:depth\_cm 6 12969 2161 10.748 7.84e-07 \*\*\*  
## weight\_g:temp:depth\_cm 9 840 93 0.464 0.888900   
## weight\_g:time\_min:depth\_cm 6 1198 200 0.993 0.444880   
## Residuals 36 7240 201   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1

anova(aov.freq)

## Analysis of Variance Table  
##   
## Response: freq  
## Df Sum Sq Mean Sq F value Pr(>F)   
## weight\_g 3 3197 1065.5 5.2986 0.0039543 \*\*   
## temp 3 92624 30874.6 153.5288 < 2.2e-16 \*\*\*  
## time\_min 2 15833 7916.7 39.3669 8.690e-10 \*\*\*  
## depth\_cm 1 15632 15631.5 77.7302 1.607e-10 \*\*\*  
## weight\_g:temp 9 4694 521.6 2.5935 0.0203484 \*   
## weight\_g:time\_min 6 729 121.5 0.6043 0.7250279   
## weight\_g:depth\_cm 3 384 128.0 0.6367 0.5962806   
## temp:time\_min 6 10833 1805.6 8.9784 5.165e-06 \*\*\*  
## temp:depth\_cm 3 4707 1569.0 7.8022 0.0003871 \*\*\*  
## time\_min:depth\_cm 2 9115 4557.3 22.6619 4.261e-07 \*\*\*  
## temp:time\_min:depth\_cm 6 12969 2161.5 10.7482 7.839e-07 \*\*\*  
## weight\_g:temp:depth\_cm 9 840 93.3 0.4640 0.8888999   
## weight\_g:time\_min:depth\_cm 6 1198 199.7 0.9928 0.4448802   
## Residuals 36 7240 201.1   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1

write.xlsx(aov.freq, "anova\_manage.xlsx")  
  
#residual standard error  
  
sqrt(deviance(aov.freq)/df.residual(aov.freq))

## [1] 14.18096

## LSD

a <- LSD.test(aov.freq, "temp", DFerror = aov.freq$df.residual, MSerror = deviance(aov.freq)/aov.freq$df.residual, alpha = 0.05, group = TRUE)  
b <- LSD.test(aov.freq, "time\_min", DFerror = aov.freq$df.residual, MSerror = deviance(aov.freq)/aov.freq$df.residual, alpha = 0.05, group = TRUE)  
c <- LSD.test(aov.freq, "depth\_cm", DFerror = aov.freq$df.residual, MSerror = deviance(aov.freq)/aov.freq$df.residual, alpha = 0.05, group = TRUE)  
d <- LSD.test(aov.freq, "weight\_g", DFerror = aov.freq$df.residual, MSerror = deviance(aov.freq)/aov.freq$df.residual, alpha = 0.05, group = TRUE)  
  
ab = LSD.test(aov.freq,  
 c("temp", "time\_min"),  
 DFerror = aov.freq$df.residual,  
 MSerror = deviance(aov.freq)/aov.freq$df.residual,  
 alpha = 0.05,  
 group = TRUE,  
 console = TRUE)

##   
## Study: aov.freq ~ c("temp", "time\_min")  
##   
## LSD t Test for freq   
##   
## Mean Square Error: 201.0995   
##   
## temp:time\_min, means and individual ( 95 %) CI  
##   
## freq std r LCL UCL Min Max  
## 125:10 96.875 8.838835 8 86.706694 107.04331 75 100  
## 125:15 84.375 26.516504 8 74.206694 94.54331 25 100  
## 125:5 84.375 26.516504 8 74.206694 94.54331 25 100  
## 155:10 43.750 41.726148 8 33.581694 53.91831 0 100  
## 155:15 6.250 11.572751 8 -3.918306 16.41831 0 25  
## 155:5 56.250 41.726148 8 46.081694 66.41831 0 100  
## 185:10 0.000 0.000000 8 -10.168306 10.16831 0 0  
## 185:15 0.000 0.000000 8 -10.168306 10.16831 0 0  
## 185:5 37.500 42.257713 8 27.331694 47.66831 0 100  
## 200:10 0.000 0.000000 8 -10.168306 10.16831 0 0  
## 200:15 0.000 0.000000 8 -10.168306 10.16831 0 0  
## 200:5 37.500 42.257713 8 27.331694 47.66831 0 100  
##   
## Alpha: 0.05 ; DF Error: 36  
## Critical Value of t: 2.028094   
##   
## least Significant Difference: 14.38016   
##   
## Treatments with the same letter are not significantly different.  
##   
## freq groups  
## 125:10 96.875 a  
## 125:15 84.375 a  
## 125:5 84.375 a  
## 155:5 56.250 b  
## 155:10 43.750 bc  
## 185:5 37.500 c  
## 200:5 37.500 c  
## 155:15 6.250 d  
## 185:10 0.000 d  
## 185:15 0.000 d  
## 200:10 0.000 d  
## 200:15 0.000 d

ac = LSD.test(aov.freq,  
 c("temp", "depth\_cm"),  
 DFerror = aov.freq$df.residual,  
 MSerror = deviance(aov.freq)/aov.freq$df.residual,  
 alpha = 0.05,  
 group = TRUE,  
 console = TRUE)

##   
## Study: aov.freq ~ c("temp", "depth\_cm")  
##   
## LSD t Test for freq   
##   
## Mean Square Error: 201.0995   
##   
## temp:depth\_cm, means and individual ( 95 %) CI  
##   
## freq std r LCL UCL Min Max  
## 125:0 85.41667 22.50842 12 77.114279 93.719054 25 100  
## 125:5 91.66667 22.19063 12 83.364279 99.969054 25 100  
## 155:0 12.50000 22.61335 12 4.197613 20.802387 0 75  
## 155:5 58.33333 40.35824 12 50.030946 66.635721 0 100  
## 185:0 0.00000 0.00000 12 -8.302387 8.302387 0 0  
## 185:5 25.00000 38.43531 12 16.697613 33.302387 0 100  
## 200:0 0.00000 0.00000 12 -8.302387 8.302387 0 0  
## 200:5 25.00000 38.43531 12 16.697613 33.302387 0 100  
##   
## Alpha: 0.05 ; DF Error: 36  
## Critical Value of t: 2.028094   
##   
## least Significant Difference: 11.74135   
##   
## Treatments with the same letter are not significantly different.  
##   
## freq groups  
## 125:5 91.66667 a  
## 125:0 85.41667 a  
## 155:5 58.33333 b  
## 185:5 25.00000 c  
## 200:5 25.00000 c  
## 155:0 12.50000 d  
## 185:0 0.00000 e  
## 200:0 0.00000 e

bc = LSD.test(aov.freq,  
 c("time\_min", "depth\_cm"),  
 DFerror = aov.freq$df.residual,  
 MSerror = deviance(aov.freq)/aov.freq$df.residual,  
 alpha = 0.05,  
 group = TRUE,  
 console = TRUE)

##   
## Study: aov.freq ~ c("time\_min", "depth\_cm")  
##   
## LSD t Test for freq   
##   
## Mean Square Error: 201.0995   
##   
## time\_min:depth\_cm, means and individual ( 95 %) CI  
##   
## freq std r LCL UCL Min Max  
## 10:0 25.0000 41.83300 16 17.80992 32.19008 0 100  
## 10:5 45.3125 47.62593 16 38.12242 52.50258 0 100  
## 15:0 20.3125 36.76360 16 13.12242 27.50258 0 100  
## 15:5 25.0000 41.83300 16 17.80992 32.19008 0 100  
## 5:0 28.1250 40.69705 16 20.93492 35.31508 0 100  
## 5:5 79.6875 22.76465 16 72.49742 86.87758 25 100  
##   
## Alpha: 0.05 ; DF Error: 36  
## Critical Value of t: 2.028094   
##   
## least Significant Difference: 10.16831   
##   
## Treatments with the same letter are not significantly different.  
##   
## freq groups  
## 5:5 79.6875 a  
## 10:5 45.3125 b  
## 5:0 28.1250 c  
## 10:0 25.0000 c  
## 15:5 25.0000 c  
## 15:0 20.3125 c

ad = LSD.test(aov.freq,  
 c("temp", "weight\_g"),  
 DFerror = aov.freq$df.residual,  
 MSerror = deviance(aov.freq)/aov.freq$df.residual,  
 alpha = 0.05,  
 group = TRUE,  
 console = TRUE)

##   
## Study: aov.freq ~ c("temp", "weight\_g")  
##   
## LSD t Test for freq   
##   
## Mean Square Error: 201.0995   
##   
## temp:weight\_g, means and individual ( 95 %) CI  
##   
## freq std r LCL UCL Min Max  
## 125:0.054 62.500000 30.61862 6 50.7586512 74.24135 25 100  
## 125:0.222 91.666667 12.90994 6 79.9253178 103.40802 75 100  
## 125:0.67 100.000000 0.00000 6 88.2586512 111.74135 100 100  
## 125:1.31 100.000000 0.00000 6 88.2586512 111.74135 100 100  
## 155:0.054 29.166667 45.87120 6 17.4253178 40.90802 0 100  
## 155:0.222 25.000000 38.72983 6 13.2586512 36.74135 0 75  
## 155:0.67 41.666667 46.54747 6 29.9253178 53.40802 0 100  
## 155:1.31 45.833333 33.22900 6 34.0919845 57.57468 25 100  
## 185:0.054 8.333333 20.41241 6 -3.4080155 20.07468 0 50  
## 185:0.222 12.500000 30.61862 6 0.7586512 24.24135 0 75  
## 185:0.67 16.666667 40.82483 6 4.9253178 28.40802 0 100  
## 185:1.31 12.500000 30.61862 6 0.7586512 24.24135 0 75  
## 200:0.054 12.500000 30.61862 6 0.7586512 24.24135 0 75  
## 200:0.222 16.666667 40.82483 6 4.9253178 28.40802 0 100  
## 200:0.67 8.333333 20.41241 6 -3.4080155 20.07468 0 50  
## 200:1.31 12.500000 30.61862 6 0.7586512 24.24135 0 75  
##   
## Alpha: 0.05 ; DF Error: 36  
## Critical Value of t: 2.028094   
##   
## least Significant Difference: 16.60477   
##   
## Treatments with the same letter are not significantly different.  
##   
## freq groups  
## 125:0.67 100.000000 a  
## 125:1.31 100.000000 a  
## 125:0.222 91.666667 a  
## 125:0.054 62.500000 b  
## 155:1.31 45.833333 c  
## 155:0.67 41.666667 cd  
## 155:0.054 29.166667 de  
## 155:0.222 25.000000 ef  
## 185:0.67 16.666667 efg  
## 200:0.222 16.666667 efg  
## 185:0.222 12.500000 fg  
## 185:1.31 12.500000 fg  
## 200:0.054 12.500000 fg  
## 200:1.31 12.500000 fg  
## 185:0.054 8.333333 g  
## 200:0.67 8.333333 g

abc = LSD.test(aov.freq,  
 c("temp", "time\_min", "depth\_cm"),  
 DFerror = aov.freq$df.residual,  
 MSerror = deviance(aov.freq)/aov.freq$df.residual,  
 alpha = 0.05,  
 group = TRUE,  
 console = TRUE)

##   
## Study: aov.freq ~ c("temp", "time\_min", "depth\_cm")  
##   
## LSD t Test for freq   
##   
## Mean Square Error: 201.0995   
##   
## temp:time\_min:depth\_cm, means and individual ( 95 %) CI  
##   
## freq std r LCL UCL Min Max  
## 125:10:0 93.75 12.50000 4 79.369843 108.13016 75 100  
## 125:10:5 100.00 0.00000 4 85.619843 114.38016 100 100  
## 125:15:0 75.00 35.35534 4 60.619843 89.38016 25 100  
## 125:15:5 93.75 12.50000 4 79.369843 108.13016 75 100  
## 125:5:0 87.50 14.43376 4 73.119843 101.88016 75 100  
## 125:5:5 81.25 37.50000 4 66.869843 95.63016 25 100  
## 155:10:0 6.25 12.50000 4 -8.130157 20.63016 0 25  
## 155:10:5 81.25 12.50000 4 66.869843 95.63016 75 100  
## 155:15:0 6.25 12.50000 4 -8.130157 20.63016 0 25  
## 155:15:5 6.25 12.50000 4 -8.130157 20.63016 0 25  
## 155:5:0 25.00 35.35534 4 10.619843 39.38016 0 75  
## 155:5:5 87.50 14.43376 4 73.119843 101.88016 75 100  
## 185:10:0 0.00 0.00000 4 -14.380157 14.38016 0 0  
## 185:10:5 0.00 0.00000 4 -14.380157 14.38016 0 0  
## 185:15:0 0.00 0.00000 4 -14.380157 14.38016 0 0  
## 185:15:5 0.00 0.00000 4 -14.380157 14.38016 0 0  
## 185:5:0 0.00 0.00000 4 -14.380157 14.38016 0 0  
## 185:5:5 75.00 20.41241 4 60.619843 89.38016 50 100  
## 200:10:0 0.00 0.00000 4 -14.380157 14.38016 0 0  
## 200:10:5 0.00 0.00000 4 -14.380157 14.38016 0 0  
## 200:15:0 0.00 0.00000 4 -14.380157 14.38016 0 0  
## 200:15:5 0.00 0.00000 4 -14.380157 14.38016 0 0  
## 200:5:0 0.00 0.00000 4 -14.380157 14.38016 0 0  
## 200:5:5 75.00 20.41241 4 60.619843 89.38016 50 100  
##   
## Alpha: 0.05 ; DF Error: 36  
## Critical Value of t: 2.028094   
##   
## least Significant Difference: 20.33661   
##   
## Treatments with the same letter are not significantly different.  
##   
## freq groups  
## 125:10:5 100.00 a  
## 125:10:0 93.75 ab  
## 125:15:5 93.75 ab  
## 125:5:0 87.50 ab  
## 155:5:5 87.50 ab  
## 125:5:5 81.25 ab  
## 155:10:5 81.25 ab  
## 125:15:0 75.00 b  
## 185:5:5 75.00 b  
## 200:5:5 75.00 b  
## 155:5:0 25.00 c  
## 155:10:0 6.25 cd  
## 155:15:0 6.25 cd  
## 155:15:5 6.25 cd  
## 185:10:0 0.00 d  
## 185:10:5 0.00 d  
## 185:15:0 0.00 d  
## 185:15:5 0.00 d  
## 185:5:0 0.00 d  
## 200:10:0 0.00 d  
## 200:10:5 0.00 d  
## 200:15:0 0.00 d  
## 200:15:5 0.00 d  
## 200:5:0 0.00 d

##### original grouping

## Original order of LSD$group   
  
ascend\_A = a$groups %>%  
 group\_by(rownames(a$groups)) %>%  
 arrange(rownames(a$groups))  
  
print(ascend\_A)

## # A tibble: 4 x 3  
## # Groups: rownames(a$groups) [4]  
## freq groups `rownames(a$groups)`  
## <dbl> <chr> <chr>   
## 1 88.5 a 125   
## 2 35.4 b 155   
## 3 12.5 c 185   
## 4 12.5 c 200

ascend\_B = b$groups %>%  
 group\_by(rownames(b$groups)) %>%  
 arrange(rownames(b$groups))  
  
print(ascend\_B)

## # A tibble: 3 x 3  
## # Groups: rownames(b$groups) [3]  
## freq groups `rownames(b$groups)`  
## <dbl> <chr> <chr>   
## 1 35.2 b 10   
## 2 22.7 c 15   
## 3 53.9 a 5

ascend\_C = c$groups %>%  
 group\_by(rownames(c$groups)) %>%  
 arrange(rownames(c$groups))  
  
print(ascend\_C)

## # A tibble: 2 x 3  
## # Groups: rownames(c$groups) [2]  
## freq groups `rownames(c$groups)`  
## <dbl> <chr> <chr>   
## 1 24.5 b 0   
## 2 50 a 5

ascend\_D = d$groups %>%  
 group\_by(rownames(d$groups)) %>%  
 arrange(rownames(d$groups))  
  
print(ascend\_D)

## # A tibble: 4 x 3  
## # Groups: rownames(d$groups) [4]  
## freq groups `rownames(d$groups)`  
## <dbl> <chr> <chr>   
## 1 28.1 b 0.054   
## 2 36.5 a 0.222   
## 3 41.7 a 0.67   
## 4 42.7 a 1.31

ascend\_AB = ab$groups %>%  
 group\_by(rownames(ab$groups)) %>%   
 arrange(freq)  
  
print(ascend\_AB)

## # A tibble: 12 x 3  
## # Groups: rownames(ab$groups) [12]  
## freq groups `rownames(ab$groups)`  
## <dbl> <chr> <chr>   
## 1 0 d 185:10   
## 2 0 d 185:15   
## 3 0 d 200:10   
## 4 0 d 200:15   
## 5 6.25 d 155:15   
## 6 37.5 c 185:5   
## 7 37.5 c 200:5   
## 8 43.8 bc 155:10   
## 9 56.2 b 155:5   
## 10 84.4 a 125:15   
## 11 84.4 a 125:5   
## 12 96.9 a 125:10

ascend\_AC = ac$groups %>%  
 group\_by(rownames(ac$groups)) %>%  
 arrange(freq)  
  
print(ascend\_AC)

## # A tibble: 8 x 3  
## # Groups: rownames(ac$groups) [8]  
## freq groups `rownames(ac$groups)`  
## <dbl> <chr> <chr>   
## 1 0 e 185:0   
## 2 0 e 200:0   
## 3 12.5 d 155:0   
## 4 25 c 185:5   
## 5 25 c 200:5   
## 6 58.3 b 155:5   
## 7 85.4 a 125:0   
## 8 91.7 a 125:5

ascend\_BC = bc$groups %>%  
 group\_by(rownames(bc$groups)) %>%  
 arrange(freq)  
  
print(ascend\_BC)

## # A tibble: 6 x 3  
## # Groups: rownames(bc$groups) [6]  
## freq groups `rownames(bc$groups)`  
## <dbl> <chr> <chr>   
## 1 20.3 c 15:0   
## 2 25 c 10:0   
## 3 25 c 15:5   
## 4 28.1 c 5:0   
## 5 45.3 b 10:5   
## 6 79.7 a 5:5

ascend\_AD = ad$groups %>%  
 group\_by(rownames(ad$groups)) %>%  
 arrange(freq)  
  
print(ascend\_AD)

## # A tibble: 16 x 3  
## # Groups: rownames(ad$groups) [16]  
## freq groups `rownames(ad$groups)`  
## <dbl> <chr> <chr>   
## 1 8.33 g 185:0.054   
## 2 8.33 g 200:0.67   
## 3 12.5 fg 185:0.222   
## 4 12.5 fg 185:1.31   
## 5 12.5 fg 200:0.054   
## 6 12.5 fg 200:1.31   
## 7 16.7 efg 185:0.67   
## 8 16.7 efg 200:0.222   
## 9 25 ef 155:0.222   
## 10 29.2 de 155:0.054   
## 11 41.7 cd 155:0.67   
## 12 45.8 c 155:1.31   
## 13 62.5 b 125:0.054   
## 14 91.7 a 125:0.222   
## 15 100 a 125:0.67   
## 16 100 a 125:1.31

ascend\_ABC = abc$groups %>%  
 group\_by(rownames(abc$groups)) %>%  
 arrange(freq)  
  
print(ascend\_ABC)

## # A tibble: 24 x 3  
## # Groups: rownames(abc$groups) [24]  
## freq groups `rownames(abc$groups)`  
## <dbl> <chr> <chr>   
## 1 0 d 185:10:0   
## 2 0 d 185:10:5   
## 3 0 d 185:15:0   
## 4 0 d 185:15:5   
## 5 0 d 185:5:0   
## 6 0 d 200:10:0   
## 7 0 d 200:10:5   
## 8 0 d 200:15:0   
## 9 0 d 200:15:5   
## 10 0 d 200:5:0   
## # ... with 14 more rows

##### Mean error and DF

meanSE\_a = freq\_df %>%  
 dplyr::group\_by(temp) %>%   
 dplyr::summarise(avg\_a = mean(freq),  
 se = sd(freq)/sqrt(length(freq)))  
  
print(meanSE\_a)

## # A tibble: 4 x 3  
## temp avg\_a se  
## <fct> <dbl> <dbl>  
## 1 125 88.5 4.51  
## 2 155 35.4 8.09  
## 3 185 12.5 6.02  
## 4 200 12.5 6.02

meanSE\_b = freq\_df %>%  
 dplyr::group\_by(time\_min) %>%  
 dplyr::summarise(avg\_b = mean(freq),  
 se = sd(freq)/sqrt(length(freq)))  
print(meanSE\_b)

## # A tibble: 3 x 3  
## time\_min avg\_b se  
## <fct> <dbl> <dbl>  
## 1 5 53.9 7.37  
## 2 10 35.2 8.01  
## 3 15 22.7 6.86

meanSE\_c = freq\_df %>%  
 dplyr::group\_by(depth\_cm) %>%  
 dplyr::summarise(avg\_c = mean(freq),  
 se = sd(freq)/sqrt(length(freq)))  
print(meanSE\_c)

## # A tibble: 2 x 3  
## depth\_cm avg\_c se  
## <fct> <dbl> <dbl>  
## 1 0 24.5 5.64  
## 2 5 50 6.40

meanSE\_d = freq\_df %>%  
 dplyr::group\_by(weight\_g) %>%  
 dplyr::summarise(avg\_d = mean(freq),  
 se = sd(freq)/sqrt(length(freq)))  
print(meanSE\_d)

## # A tibble: 4 x 3  
## weight\_g avg\_d se  
## <fct> <dbl> <dbl>  
## 1 0.054 28.1 7.72  
## 2 0.222 36.5 9.15  
## 3 0.67 41.7 9.71  
## 4 1.31 42.7 9.09

MeanSE\_AB = freq\_df %>%  
 dplyr::group\_by(temp, time\_min) %>%  
 dplyr::summarise(avg\_AB = mean(freq),  
 se = sd(freq)/sqrt(length(freq)))

## `summarise()` has grouped output by 'temp'. You can override using the `.groups` argument.

MeanSE\_AB = MeanSE\_AB %>%   
 arrange(avg\_AB)  
  
  
print(MeanSE\_AB)

## # A tibble: 12 x 4  
## # Groups: temp [4]  
## temp time\_min avg\_AB se  
## <fct> <fct> <dbl> <dbl>  
## 1 185 10 0 0   
## 2 185 15 0 0   
## 3 200 10 0 0   
## 4 200 15 0 0   
## 5 155 15 6.25 4.09  
## 6 185 5 37.5 14.9   
## 7 200 5 37.5 14.9   
## 8 155 10 43.8 14.8   
## 9 155 5 56.2 14.8   
## 10 125 5 84.4 9.38  
## 11 125 15 84.4 9.38  
## 12 125 10 96.9 3.12

MeanSE\_AC = freq\_df %>%  
 dplyr::group\_by(temp, depth\_cm) %>%  
 dplyr::summarise(avg\_AC = mean(freq),  
 se = sd(freq)/sqrt(length(freq)))

## `summarise()` has grouped output by 'temp'. You can override using the `.groups` argument.

MeanSE\_AC = MeanSE\_AC %>%   
 arrange(avg\_AC)  
  
print(MeanSE\_AC)

## # A tibble: 8 x 4  
## # Groups: temp [4]  
## temp depth\_cm avg\_AC se  
## <fct> <fct> <dbl> <dbl>  
## 1 185 0 0 0   
## 2 200 0 0 0   
## 3 155 0 12.5 6.53  
## 4 185 5 25 11.1   
## 5 200 5 25 11.1   
## 6 155 5 58.3 11.7   
## 7 125 0 85.4 6.50  
## 8 125 5 91.7 6.41

MeanSE\_BC = freq\_df %>%  
 dplyr::group\_by(time\_min, depth\_cm) %>%  
 dplyr::summarise(avg\_BC = mean(freq),  
 se = sd(freq)/sqrt(length(freq)))

## `summarise()` has grouped output by 'time\_min'. You can override using the `.groups` argument.

MeanSE\_BC = MeanSE\_BC %>%   
 arrange(avg\_BC)  
  
print(MeanSE\_BC)

## # A tibble: 6 x 4  
## # Groups: time\_min [3]  
## time\_min depth\_cm avg\_BC se  
## <fct> <fct> <dbl> <dbl>  
## 1 15 0 20.3 9.19  
## 2 10 0 25 10.5   
## 3 15 5 25 10.5   
## 4 5 0 28.1 10.2   
## 5 10 5 45.3 11.9   
## 6 5 5 79.7 5.69

MeanSE\_AD = freq\_df %>%  
 dplyr::group\_by(temp, weight\_g) %>%  
 dplyr::summarise(avg\_AD = mean(freq),  
 se = sd(freq)/sqrt(length(freq)))

## `summarise()` has grouped output by 'temp'. You can override using the `.groups` argument.

MeanSE\_AD = MeanSE\_AD %>%   
 arrange(avg\_AD)  
  
print(MeanSE\_AD)

## # A tibble: 16 x 4  
## # Groups: temp [4]  
## temp weight\_g avg\_AD se  
## <fct> <fct> <dbl> <dbl>  
## 1 185 0.054 8.33 8.33  
## 2 200 0.67 8.33 8.33  
## 3 185 0.222 12.5 12.5   
## 4 185 1.31 12.5 12.5   
## 5 200 0.054 12.5 12.5   
## 6 200 1.31 12.5 12.5   
## 7 185 0.67 16.7 16.7   
## 8 200 0.222 16.7 16.7   
## 9 155 0.222 25 15.8   
## 10 155 0.054 29.2 18.7   
## 11 155 0.67 41.7 19.0   
## 12 155 1.31 45.8 13.6   
## 13 125 0.054 62.5 12.5   
## 14 125 0.222 91.7 5.27  
## 15 125 0.67 100 0   
## 16 125 1.31 100 0

MeanSE\_ABC = freq\_df %>%  
 dplyr::group\_by(temp, time\_min, depth\_cm) %>%  
 dplyr::summarise(avg\_ABC = mean(freq),  
 se = sd(freq)/sqrt(length(freq)))

## `summarise()` has grouped output by 'temp', 'time\_min'. You can override using the `.groups` argument.

print(MeanSE\_ABC)

## # A tibble: 24 x 5  
## # Groups: temp, time\_min [12]  
## temp time\_min depth\_cm avg\_ABC se  
## <fct> <fct> <fct> <dbl> <dbl>  
## 1 125 5 0 87.5 7.22  
## 2 125 5 5 81.2 18.8   
## 3 125 10 0 93.8 6.25  
## 4 125 10 5 100 0   
## 5 125 15 0 75 17.7   
## 6 125 15 5 93.8 6.25  
## 7 155 5 0 25 17.7   
## 8 155 5 5 87.5 7.22  
## 9 155 10 0 6.25 6.25  
## 10 155 10 5 81.2 6.25  
## # ... with 14 more rows

### plot LSD

#### temp

p1 = ggplot(meanSE\_a, aes(x = temp,  
 y = avg\_a))+   
 geom\_bar(stat = "identity",  
 position = position\_dodge(width=0.9),  
 width = 0.6,  
   
 fill = "grey")+   
 geom\_errorbar(aes(ymax = avg\_a + se,  
 ymin = avg\_a - se),   
 position = position\_dodge(width=0.9),   
 width = 0.25)+  
 labs(x = expression(paste("Temperature (",degree,"C)")),  
 y = "Mean germination (%)")+  
 geom\_text(aes(x = temp,  
 y = avg\_a + se,  
 label = as.matrix(ascend\_A$groups)),  
 size = 6,  
 position = position\_dodge(width = 0.9),  
 vjust = -(0.5))+  
 scale\_y\_continuous(limits = c(0, 100), breaks = seq(0, 100, by = 20))+  
 theme\_bw()+  
 theme(axis.title.x=element\_text(size=20,face="bold"),  
 axis.title.y=element\_text(size=20,face="bold"),  
 axis.text.y = element\_text(size = 16, color = "black", face = "bold"),  
 axis.text.x = element\_text(size = 16, color = "black", face = "bold"),  
 legend.text = element\_text(size = 18),  
 legend.title = element\_text(size = 20),  
 strip.background = element\_rect(fill="white", size=1, color="black"))+  
 ggsave("plots/Temperature\_lsd.png", units = "cm", width = 35, height = 20, dpi = 300)

#### time

p2 = ggplot(meanSE\_b, aes(x = time\_min,  
 y = avg\_b))+  
 geom\_bar(stat = "identity",  
 position = position\_dodge(width=0.9),  
 width = 0.6,  
 fill = "grey")+   
 geom\_errorbar(aes(ymax = avg\_b + se,  
 ymin = avg\_b - se),   
 position = position\_dodge(width=0.9),   
 width = 0.25)+  
 labs(x = "Time (min)",  
 y = "Mean germination (%)")+  
 geom\_text(aes(x = time\_min,  
 y = avg\_b + se,  
 label = as.matrix(ascend\_B$groups)),  
 size = 6,  
 position = position\_dodge(width = 0.9),  
 vjust = -(0.5))+  
 scale\_y\_continuous(limits = c(0, 100), breaks = seq(0, 100, by = 20))+  
 theme\_bw()+  
 theme(axis.title.x=element\_text(size=20,face="bold"),  
 axis.title.y=element\_text(size=20,face="bold"),  
 axis.text.y = element\_text(size = 16, color = "black", face = "bold"),  
 axis.text.x = element\_text(size = 16, color = "black", face = "bold"),  
 legend.text = element\_text(size = 18),  
 legend.title = element\_text(size = 20),  
 strip.background = element\_rect(fill="white", size=1, color="black"))+  
 ggsave("plots/time\_lsd.png", units = "cm", width = 35, height = 20, dpi = 300)

#### depht

p3 = ggplot(meanSE\_c, aes(x = depth\_cm,  
 y = avg\_c))+  
 geom\_bar(stat = "identity",  
 position = position\_dodge(width=0.9),  
 width = 0.4,  
 fill = "grey")+   
 geom\_errorbar(aes(ymax = avg\_c + se,  
 ymin = avg\_c - se),   
 position = position\_dodge(width=0.9),   
 width = 0.25)+  
 labs(x = "Depth (cm)",  
 y = "Mean germination (%)")+  
 geom\_text(aes(x = depth\_cm,  
 y = avg\_c + se,  
 label = as.matrix(ascend\_C$groups)),  
 size = 6,  
 position = position\_dodge(width = 0.9),  
 vjust = -(0.5))+  
 scale\_y\_continuous(limits = c(0, 100), breaks = seq(0, 100, by = 20))+  
 theme\_bw()+  
 theme(axis.title.x=element\_text(size=20,face="bold"),  
 axis.title.y=element\_text(size=20,face="bold"),  
 axis.text.y = element\_text(size = 16, color = "black", face = "bold"),  
 axis.text.x = element\_text(size = 16, color = "black", face = "bold"),  
 legend.text = element\_text(size = 18),  
 legend.title = element\_text(size = 20),  
 strip.background = element\_rect(fill="white", size=1, color="black"))+  
 ggsave("plots/depth\_lsd.png", units = "cm", width = 35, height = 20, dpi = 300)

#### weight

p4 = ggplot(meanSE\_d, aes(x = weight\_g,  
 y = avg\_d))+  
 geom\_bar(stat = "identity",  
 position = position\_dodge(width=0.9),  
 width = 0.6,  
 fill = "grey")+   
 geom\_errorbar(aes(ymax = avg\_d + se,  
 ymin = avg\_d - se),   
 position = position\_dodge(width=0.9),   
 width = 0.25)+  
 geom\_text(aes(x = weight\_g,  
 y = avg\_d + se,  
 label = as.matrix(ascend\_D$groups)),  
 size = 6,  
 position = position\_dodge(width = 0.9),  
 vjust = -(0.5))+  
 scale\_y\_continuous(limits = c(0, 100), breaks = seq(0, 100, by = 20))+  
 labs(x = "Mean sclerotial Weight (g)",  
 y = "Mean germination (%)")+  
 theme\_bw()+  
 theme(axis.title.x=element\_text(size=20,face="bold"),  
 axis.title.y=element\_text(size=20,face="bold"),  
 axis.text.y = element\_text(size = 16, color = "black", face = "bold"),  
 axis.text.x = element\_text(size = 16, color = "black", face = "bold"),  
 legend.text = element\_text(size = 18),  
 legend.title = element\_text(size = 20),  
 strip.background = element\_rect(fill="white", size=1, color="black"))+  
 ggsave("plots/weight\_lsd.png", units = "cm", width = 35, height = 20, dpi = 300)

#### interaction

##### temp x time

i1 = ggplot(MeanSE\_AB, aes(x = temp,  
 y = avg\_AB,  
 fill = factor(time\_min)))+   
 geom\_bar(stat = "identity",  
 color = "black",  
 position = position\_dodge(width=0.9))+   
 scale\_fill\_grey(start = 0.4, end = 0.8)+   
 geom\_errorbar(aes(ymax = avg\_AB + se,  
 ymin = avg\_AB - se),   
 position = position\_dodge(width=0.9),   
 width = 0.25)+   
 labs(x = expression(paste("Temperature (",degree,"C)")),  
 y = "Mean germination (%)",  
 fill = "Time (min)")+   
 geom\_text(aes(x = temp,  
 y = avg\_AB + se,  
 label = as.matrix(ascend\_AB$groups)),  
 size = 6,  
 position = position\_dodge(width = 0.9),  
 vjust = -(0.5))+  
 scale\_y\_continuous(limits = c(0, 100), breaks = seq(0, 100, by = 20))+  
 theme\_bw()+  
 theme(axis.title.x=element\_text(size=20,face="bold"),  
 axis.title.y=element\_text(size=20,face="bold"),  
 axis.text.y = element\_text(size = 16, color = "black", face = "bold"),  
 axis.text.x = element\_text(size = 16, color = "black", face = "bold"),  
 legend.text = element\_text(size = 18),  
 legend.title = element\_text(size = 20),  
 strip.background = element\_rect(fill="white", size=1, color="black"))+  
 ggsave("plots/temp\_time\_lsd.png", units = "cm", width = 35, height = 20, dpi = 300)

##### temp x depth

i2 = ggplot(MeanSE\_AC, aes(x = temp,  
 y = avg\_AC,  
 fill = factor(depth\_cm)))+   
 geom\_bar(stat = "identity",  
 color = "black",  
 position = position\_dodge(width=0.9))+   
 scale\_fill\_grey(start = 0.4, end = 0.8, labels = c("0", "5"))+   
 geom\_errorbar(aes(ymax = avg\_AC + se,  
 ymin = avg\_AC - se),   
 position = position\_dodge(width=0.9),   
 width = 0.25)+   
 labs(x = expression(paste("Temperature (",degree,"C)")),  
 y = "Mean germination (%)",  
 fill = "Depth (cm)")+   
 geom\_text(aes(x = temp,  
 y = avg\_AC + se,  
 label = as.matrix(ascend\_AC$groups)),  
 size = 6,  
 position = position\_dodge(width = 0.9),  
 vjust = -(0.5))+  
 scale\_y\_continuous(limits = c(0, 100), breaks = seq(0, 100, by = 20))+  
 theme\_bw()+  
 theme(axis.title.x=element\_text(size=20,face="bold"),  
 axis.title.y=element\_text(size=20,face="bold"),  
 axis.text.y = element\_text(size = 16, color = "black", face = "bold"),  
 axis.text.x = element\_text(size = 16, color = "black", face = "bold"),  
 legend.text = element\_text(size = 18),  
 legend.title = element\_text(size = 20),  
 strip.background = element\_rect(fill="white", size=1, color="black"))+  
 ggsave("plots/temp\_depth\_lsd.png", units = "cm", width = 35, height = 20, dpi = 300)

##### time x depth

i3 = ggplot(MeanSE\_BC, aes(x = time\_min,  
 y = avg\_BC,  
 fill = factor(depth\_cm)))+   
 geom\_bar(stat = "identity",  
 color = "black",  
 position = position\_dodge(width=0.9))+   
 scale\_fill\_grey(start = 0.4, end = 0.8, labels = c("0", "5"))+   
 geom\_errorbar(aes(ymax = avg\_BC + se,  
 ymin = avg\_BC - se),   
 position = position\_dodge(width=0.9),   
 width = 0.25)+   
 labs(x = "Time (min)",  
 y = "Mean germination (%)",  
 fill = "Depth (cm)")+   
 geom\_text(aes(x = time\_min,  
 y = avg\_BC + se,  
 label = as.matrix(ascend\_BC$groups)),  
 size = 6,  
 position = position\_dodge(width = 0.9),  
 vjust = -(0.5))+  
 scale\_y\_continuous(limits = c(0, 100), breaks = seq(0, 100, by = 20))+  
 theme\_bw()+  
 theme(axis.title.x=element\_text(size=20,face="bold"),  
 axis.title.y=element\_text(size=20,face="bold"),  
 axis.text.y = element\_text(size = 16, color = "black", face = "bold"),  
 axis.text.x = element\_text(size = 16, color = "black", face = "bold"),  
 legend.text = element\_text(size = 18),  
 legend.title = element\_text(size = 20),  
 strip.background = element\_rect(fill="white", size=1, color="black"))+  
 ggsave("plots/time\_depth\_lsd.png", units = "cm", width = 35, height = 20, dpi = 300)

##### weight x temp

i4 <- ggplot(MeanSE\_AD, aes(x = temp,  
 y = avg\_AD,  
 fill = factor(weight\_g)))+   
 geom\_bar(stat = "identity",  
 color = "black",  
 position = position\_dodge(width=0.9))+   
 scale\_fill\_grey(start = 0.4, end = 0.8, labels = c("0.054", "0.222", "0.670", "1.310"))+   
 geom\_errorbar(aes(ymax = avg\_AD + se,  
 ymin = avg\_AD - se),   
 position = position\_dodge(width=0.9),   
 width = 0.25)+   
 labs(x = expression(paste("Temperature (",degree,"C)")),  
 y = "Mean germination (%)",  
 fill = "Weight (g)")+   
 geom\_text(aes(x = temp,  
 y = avg\_AD + se,  
 label = as.matrix(ascend\_AD$groups)),  
 size = 6,  
 position = position\_dodge(width = 0.9),  
 vjust = -(0.5))+  
 scale\_y\_continuous(limits = c(0, 100), breaks = seq(0, 100, by = 20))+  
 theme\_bw()+  
 theme(axis.title.x=element\_text(size=20,face="bold"),  
 axis.title.y=element\_text(size=20,face="bold"),  
 axis.text.y = element\_text(size = 16, color = "black", face = "bold"),  
 axis.text.x = element\_text(size = 16, color = "black", face = "bold"),  
 legend.text = element\_text(size = 18),  
 legend.title = element\_text(size = 20),  
 strip.background = element\_rect(fill="white", size=1, color="black"))+  
 ggsave("plots/temp\_weight\_lsd.png", units = "cm", width = 35, height = 20, dpi = 300)  
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# dung

## import

dung\_raw = read.xlsx("C:\\Users\\2010088819\\Documents\\R Projects\\Scle\_management\\manage.xlsx", "dung")  
  
  
dung\_raw$weight\_g <- as.factor(dung\_raw$weight\_g)

##ANOVA

weight\_g num germ\_num freq 0.030 53 2 3.773584906 0.262 24 0 0 0.328 16 2 12.5 0.400 8 0 0 0.610 3 0 0

### one way ANOVA

# 1 - modified  
  
weight\_g <- c(0.030, 0.262, 0.328, 0.400, 0.610)  
num <- c(53, 24, 16, 8, 3)  
germ\_num <- c(2, 0, 2, 0, 0)  
freq <- c(3.77, 0, 12.5, 0, 0)  
  
  
dung <- data.frame(  
 Y=c(weight\_g, num, freq),  
 variable = factor(rep(c("weight\_g", "num", "freq"),  
 times=c(length(weight\_g), length(num), length(freq)))))  
  
dung\_model <- aov(Y ~ variable, data = dung)  
anova(dung\_model)

## Analysis of Variance Table  
##   
## Response: Y  
## Df Sum Sq Mean Sq F value Pr(>F)   
## variable 2 1226.0 613.02 4.4089 0.03668 \*  
## Residuals 12 1668.5 139.04   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1

# 2 - raw  
  
aov\_d <- aov(germ\_num ~ weight\_g + num, data = dung\_raw)  
  
summary(aov\_d)

## Df Sum Sq Mean Sq  
## weight\_g 4 4.8 1.2

write.xlsx(dung\_model, "anova\_dung.xlsx")

## graphs

ggplot(aes(weight\_g, freq), data = dung\_raw)+  
 geom\_col( fill = "grey")+  
 geom\_text(aes(weight\_g, freq, label = num), hjust = 0.5, vjust = -0.5, size = 6)+  
 theme\_bw()+  
 labs(x = "Mean sclerotial weight (g)", y = "Mean germination (%)")+  
 scale\_y\_continuous(limits = c(0, 100), breaks = seq(0, 100, by = 20))+  
 scale\_x\_discrete(labels=c("0.03" = "0.030", "0.262" = "0.262",  
 "0.328" = "0.328", "0.4" = "0.400", "0.61" = "0.610"))+  
 theme(axis.title.x=element\_text(size=20,face="bold"),  
 axis.title.y=element\_text(size=20,face="bold"),  
 axis.text.y = element\_text(size = 16, color = "black", face = "bold"),  
 axis.text.x = element\_text(size = 16, color = "black", face = "bold"),  
 legend.text = element\_text(size = 18),  
 legend.title = element\_text(size = 20),  
 strip.background = element\_rect(fill="white", size=1, color="black"))+  
 ggsave("plots/dung.png", units = "cm", width = 35, height = 20, dpi = 300)
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