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Foundations of Programming: Python

Assignment 05

Tuples, Lists & Dictionaries

# Introduction

This document is an introduction to dictionaries and goes more into depth about lists. It then gives an overview on how to improve scripts with some common programming techniques and concludes with the coding assignment. For this coding assignment a starter script with established TODOs, the main assignment was to modify the script to use dictionaries rather than lists for the inner data type.

# Part 1 – Knowledge

Part 1 of this document explains key concepts learned in this module as outlined in the introduction.

## What is the difference between a Dictionary and a List?

Instead of being a sequence type like lists, dictionaries are mapping types. Rather than storing its data in sequence and using an index to identify the position of a value a dictionary uses a key to reference the values stored in it. Each key in a dictionary needs to be unique and can only be assigned to one value. This means that a dictionary consists of ‘key: value’ pairs. For both datatypes the values are mutable, however, the keys of a dictionary are immutable.

Dictionaries appear to introduce an increased complexity as it is a little trickier to access the values of a dictionary. To do so the values form the dictionary need to be extracted (which results in a view that appears like a list). This view then needs to be accessed or unpacked as well. See example below for Lab05B where the printing code section has been enhanced to display only the values of the stored dictionary:

1. #printing 2D list storing dictionaries
2. **elif** strChoice == 'd':
3. **print**('Artist, Title')
4. **for** row\_dic **in** lstTbl:
5. #reading only the values of the dictionary and storing it in a view variable
6. row\_dic\_values = row\_dic.values()
7. #unpacking the view that consists of the dictionary values
8. **print**(\*row\_dic\_values, sep=', ')

Listing - Accessing values of a dictionary

## What is the difference between an index and a key?

Index and key serve a similar purpose as an index identifies the position of a value in a sequence and a key identifies the value associated to the key stored in a dictionary. The big difference is that an index is automatically assigned by Python and starts with the number 0 while the programmer has the flexibility to choose and assign a key to each value of a dictionary. The one thing the programmer must keep in mind is that keys are immutable and cannot be changed as they are a unique identifier. This automatically excludes lists to be used as a key. However, tuples, strings or constants can be used as keys in a dictionary. If a tuple is used as keys in a dictionary the elements in the tuple itself need to be immutable as well.

## How do you read data from a file into a list?

There are multiple steps for reading data from a file into a list:

1. Read each row form the file,
2. For each row, use the split method to split the read string into individual listing elements (e.g. comma). Remove any white spaces
3. Store each read line of the text file in a list variable
4. Append lists to each other in another list data type (table)

See execution of reading data from a file into a list in the listing below as implemented in Lab05-A:

1. #opening and reading existing file. Storing results as 2D table in lstTbl variable
2. **elif** strChoice == 'r':
3. objFile = open(strFileName, 'r')
4. **for** row **in** objFile:
5. lstRow = row.strip().split(',')
6. lstTbl.append(lstRow)
7. objFile.close()
8. **print**(lstTbl)

Listing - Reading data from file into a list

## How do you read data from a file into a dictionary?

Reading data from a file into a dictionary rather than a list adds an additional layer of complexity as the programmer needs to define keys for each value that needs to be stored in the dictionary. An additional line needs to be added as highlighted in yellow in the below listing:

1. **elif** strChoice == 'r':
2. objFile = open(strFileName, 'r')
3. **for** row **in** objFile:
4. lstRow = row.strip().split(',')
5. dicRow = {'artist': lstRow[0], 'album': lstRow[1]}
6. lstTbl.append(dicRow)
7. objFile.close()
8. **print**(lstTbl)

Listing - Reading data from file into a dictionary

This additional line defines the keys in the dictionary and is referencing the values of each key: value pair by its index location in the list variable ‘lstRow’.

## Why is it making sense to organize data in a 2-dimensional way?

Organizing data in 2-dimensional way allows the programmer to organize more complex data in an easy way. A 2-dimensional data structure can be interpreted as a table with multiple rows.

## What is the programming pattern “Separation of Concerns”?

Separation of Concerns (SOC) is a programming practice that helps the programmer to keep the increasing complexity of scripts organized by separating the program in different sections of concerns. Each of these sections will address an individual concern. SOC can be used for any kind of application and any programming language. A simplistic approach to this concept is splitting the program into three sections:

1. Data (declaring variables and constants)
2. Processing (data manipulation)
3. Presentation (input/output)

An important part to achieve great SOC is the usage of functions, see more below in the functions section. The programmer should always strive for as much as SOC as possible.

## How would you use a function to organize your code?

Functions are a great improvement to coding and can be very powerful. With functions it is possible to group together a set of statements that then can be called by their function name later. Because of this behavior functions can be used to organize code and allow the programmer to achieve a better separation of concerns. For example, the functions themselves can be defined in the processing section of the program and then be called in the presentation section later.

## Why is a script template useful?

Script templates are useful as they allow the programmer to create their own, customized templates for new script files. So far, we have been creating the header of a script file from scratch each time a new .py file has been created. With a customized template the programmer can save time and establish consistency across their script files. Additional comments in the template help to establish a separation of concerns. See the below listing for the new template:

1. #------------------------------------------#
2. # Title: <Enter Title here>.py
3. # Desc: <Enter Description here>
4. # Change Log: (Who, When, What)
5. # MList, 2020-Feb-01, Created File
6. #------------------------------------------#
8. #---------- DATA ----------#
10. #---------- PROCESSING ----------#
12. #---------- PRESENTATION (Input/Output) (I/O) ----------#

Listing - Customized .py Template

## Why is error handling (try-except) useful?

The default behavior for error handling is to stop the program if an error occurs. However, there are scenarios where the programmer can expect errors. Rather than having the program crash the programmer can implement try-except in Python. Using this error handling method allows the program to continue by defining an action if the error occurs. See the below listing for a try-except error handling implemented in this week’s assignment. In this example the try-except is used to open a potentially existing text file. Without error handling the program would crash if the file does not exist. With the implemented error handling the program will instead print out an informational message:

1. **try**:
2. with open(strFileName, 'r') as objFile:
3. **for** line **in** objFile:
4. lstRow = line.strip().split(',')
5. dicRow = {'ID': int(lstRow[0]), 'CD Title': lstRow[1], 'Artist': lstRow[2]}
6. lstTbl.append(dicRow)
7. **print**('\nGood news! There is already a CDinventory.txt file. \nThe existing file has been loaded and any saved changes will overrite the existing file.')
8. **except** IOError: **print**('\nThere is currently no existing inventory file - A new Inventory File will be creating when saving.\n'

Listing - try-except implemented in Assignment 5

## What is GitHub and why is it used?

GitHub is a cloud platform for git. Git itself is a very popular version control system. A version control system tracks code changes by individual programmers and gives programmers the ability to roll back changes. Git makes it easy for multiple programmers to work on the same project and keeps the changes and files in sync by using a central repository. Before Git this was accomplished with shared network drives which caused a lot of administrative work and had a lot of limitation. Git removes the headaches of administrating code files. Git can be just employed on a local network; however, it is very popular to use a cloud-based solution. The most common cloud-based solution for Git is GitHub. The mascot of GitHub is the Octocat.

# Part 2 – Address Book Python Script

Part 2 of this assignment was to modify the CD inventory program from last week’s assignment. However, instead of modifying our own code the students have been provided with a starter code to gain working experience with unfamiliar code. The starter code included the following TODOs:

* # TODO replace list of lists with list of dicts
* # TODO Add the functionality of loading existing data
* # TODO Add functionality of deleting an entry

The students were also instructed to not use functions for this assignment to experience the difference in the Separation of Concerns.

The big challenge for me in this assignment was adding the delete functionality as the task was to delete a full dictionary from a 2D list by referencing the index of the dictionary that needs to be removed. I accomplished this by introducing a counter. However, even after I was able to implement a successful delete option, I encountered the following issue:

1. When deleting the item, I was successfully deleting it from the 2D list that was loaded in the memory. However, my implementation did not delete the requested dictionary from the text file. Even worse, when saving the changes after deleting the dictionary the existing code appended the 2D list in the memory to the existing text file. This did not only not delete the entry in the text file, it also introduced duplicates for the dictionaries that were not deleted.
2. Based on the current flow of the starter script it seemed overly complicated to solve this issue as I got the impression that I can either delete the entry from the text file or delete it from the 2D list stored in memory.
3. A good solution in my opinion was to make the reading of an existing inventory non-optional. As soon as the script starts it will check if an existing text file already exists. If it exists, the content will be loaded into the 2D list in memory. By implementing a try-except error handling in case the file does not exist the script can be run without an existing CDInventory.txt file. I then went ahead and changed the save/writing option from append to write, which will fully overwrite the existing text file with information stored in the 2D list in memory. With this solution the script does not add potential duplicates when saving and the script can manipulate the full 2D table in memory.
4. The only concern I can see is that this might be not the most efficient way to completely rewrite the whole text when saving any edits. However, this should not be a problem with this small file.

The other TODOs were easier to implement as they mirrored the Labs of this module.

The other struggle was to implement a good separation of concerns as the whole program is just a while loop with inputs, processing statements and outputs within the loop. I can see how e.g. defining a save function in the processing section and then calling that function in the presentation section will introduce much needed clarity in the code. For SoC improvement some variables have been declared in the DATA section, however, it is currently unclear how much sense this makes in Python where new variables will be declared while using them. This is something I will raise during class to get a better understanding of the subject. In general, adding SoC to a script without using functions seems difficult.

All functions of the program have been tested and the text file validated to ensure proper functionality of the program. Figure 1 and 2 show the execution in Anaconda Prompt and the result text file.

![](data:image/png;base64,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)

Figure - CDInventory.py in Anaconda Prompt
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Figure - CDIventory.txt result after Anaconda Prompt execution

Figure 3 and 4 on the next page show the execution of the script in Spyder and the result text file after adding a new CD as well as removing an existing entry.

# 

Figure - Adding CD and removing CD in Spyder

# 

Figure - CDInventory.txt after Spyder execution

# Appendix

1. #------------------------------------------#
2. # Title: CDInventory.py
3. # Desc: Starter Script for Assignment 05
4. # Change Log: (Who, When, What)
5. # DBiesinger, 2030-Jan-01, Created File
6. # MList, 2020-Feb-23, Modified File by replacing inner lists with dictiionaries
7. # MList, 2020-Feb-24 Added delete functionality
8. # Mlist, 2020-Feb-24 Made file loading mandatory to prevent duplicates
9. # Mlist, 2020-Feb-24 Added error message in case deleted CD does not exist
10. # Mlist, 2020-Feb-24 Cleaning up code and adding comments
11. # Mlist, 2020-Feb-24 Improving SoC
12. #------------------------------------------#
14. #---------- DATA ----------#
16. # Declare variabls
17. strChoice = '' # User input
18. lstTbl = []  # list of dictionaries to hold data
19. lstRow = []  # Row list variable for storing text file infomration while reading
20. dicRow = {}  # dictionary of data row
21. strFileName = 'CDInventory.txt'  # data storage file
22. objFile = None  # file object
23. Flag = True # flag to identify no found match for delete functionality
25. #---------- PROCESSING ----------#
27. # Attempting to load current iventory upon startup. Loading inventory from existing CDInventory.txt file has been made non-optional to avoid writing duplicates when deleting/saving edits with append
28. **try**:
29. with open(strFileName, 'r') as objFile:
30. **for** line **in** objFile:
31. lstRow = line.strip().split(',')
32. dicRow = {'ID': int(lstRow[0]), 'CD Title': lstRow[1], 'Artist': lstRow[2]}
33. lstTbl.append(dicRow)
34. **print**('\nGood news! There is already a CDinventory.txt file. \nThe existing file has been loaded and any saved changes will overrite the existing file.')
35. **except** IOError:
36. **print**('\nThere is currently no existing inventory file - A new Inventory File will be creating when saving.\n')
38. #---------- PRESENTATION (Input/Output) (I/O) ----------#
40. **print**('\nThe Magic CD Inventory\n')
41. **while** True:
42. # 1. Display menu allowing the user to choose:
43. **print**('\n[a] Add CD\n[i] Display Current Inventory')
44. **print**('[d] delete CD from Inventory\n[s] Save Inventory to file\n[x] exit')
45. strChoice = input('a, i, d, s or x: ').lower()  # convert choice to lower case at time of input
46. **print**()
48. # Exit the program if the user chooses so
49. **if** strChoice == 'x':
50. **break**
52. # Add data to the table (2d-list) each time the user wants to add data
53. **elif** strChoice == 'a':  # no elif necessary, as this code is only reached if strChoice is not 'exit'
54. # Ask for CD input
55. strID = input('Enter an ID: ')
56. strTitle = input('Enter the CD\'s Title: ')
57. strArtist = input('Enter the Artist\'s Name: ')
58. intID = int(strID)
59. # casting input into dictionary
60. dicRow = {'ID': intID, 'CD Title': strTitle, 'Artist': strArtist}
61. lstTbl.append(dicRow)
62. # Display the current data to the user each time the user wants to display the data
63. **elif** strChoice == 'i':
64. **print**('ID, CD Title, Artist')
65. **for** row\_dic **in** lstTbl:
66. row\_dic\_values = row\_dic.values()
67. **print**(\*row\_dic\_values, sep = ', ')
69. # Delete functionality
70. **elif** strChoice == 'd':
71. # Ask for entry to delete. This will need to the value of the album because artist is not a unique identifier and their could be potential duplicate IDs.
72. CD = input('Which CD would you like to delete?: ')
73. # Counter starting at 0 for cycling through the individual dictionaries. Need to reset counter to 0 in case user alread used delete functionality
74. counter = 0
75. # Defining a flag as false in case no match will be identified to print an error message
76. Flag = False
77. # For each dictionary row in the 2D list
78. **for** row **in** lstTbl:
79. # Assinging values of dictionary row to a variable
80. row\_values = row.values()
81. # Checking if input matches any values of dictionary row
82. **if** CD **in** row\_values:
83. # If match has been indentified use counter variable as index location for delete function in the 2D list
84. **del** lstTbl[counter]
85. **print** ('The requested CD has been deleted. Do not forget to save your changes!')
86. # Setting Flag to true so error message does not get printed
87. Flag = True
88. **break**
89. **else**:
90. # If the input does not match the values of the dictionary row increase the counter by 1 and move to the next dictionary row in the 2D list
91. counter += 1
92. # If no match has been found and deleted the flag will still be False and an error message will be printed
93. **if** Flag **is** False:
94. **print** ('The requested CD does not exist in the inventory txt file')
96. # Save the data to a text file CDInventory.txt if the user chooses so
97. **elif** strChoice == 's':
98. write\_string = ''
99. **for** row\_dic **in** lstTbl:
100. row\_dic\_values = row\_dic.values()
101. **for** item **in** row\_dic\_values:
102. write\_string += str(item) + ','
103. write\_string = write\_string [:-1] + '\n'
104. objFile = open(strFileName, 'w')
105. objFile.write(write\_string)
106. objFile.close()
107. **else**:
108. **print**('Please choose either a, i, d, s or x!')
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