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# 实验目的

加深对网络最大流算法的理解。

# 实验内容

用MATALB风格的伪代码写出求网络最大流[1]的算法；

用C语言[2]编程实现Edmond karp算法。

# 实验平台

Microsoft Windows 10 Pro Workstation 1803；

Microsoft Visual Studio 2017 Enterprise。

# 算法设计[[1]](#footnote-1)

## 背景介绍

### 网络流的定义与性质

流网络是一个有向图，图中每条边有一个非负的容量值。而且，如果边集合包含一条边，则图中不存在反方向的边。如果，为方便起见，定义，并且在图中不允许有自循环。在流网络的所有节点中，我们特别分辨出两个特殊的节点：源节点和汇点。假定每个节点都在从源节点到汇点的某条路径上。因此，流网络图是联通的，并且由于除了源节点之外的每个节点都至少有一条进入的边，我们有.

网络中的流是一个实值函数，它满足下面两条性质：

1. 流量限制：对于所有的节点，要求;
2. 流量守恒：对于所有的节点，要求

我们称非负数值为从节点到节点的流。一个流的值的定义如下：

也就是说，流的值是从源节点流出的总流量减去流入源节点的总流量。一般而言流入源节点的流量为零。

### Ford-Fulkerson方法

准确来讲这是一个方法而不是算法，因为它的运行效率由实现方法决定。Ford-Fulkerson方法依赖于三种重要的思想：残存网络、增广路径和切割。其中最大流最小割定理是精髓，该定理以流网络的切割来表述最大流的值。当Ford-Fulkerson方法中的找寻增广路径步骤采用广度优先拓扑排序的时候，这个方法被称为Edmonds-Karp算法。

|  |  |
| --- | --- |
| **Algorithm**  **Input**:  **Output**  **Begin**  **Step 1**  **Step 2**  **Step 3**  **End** | 朴素的**FORD-FULKERSON()**  网络流图  源节点  汇点  最大流  生成上的一个零流  **if**还能从图的基于流的残存网络图中找到一条增广路径  利用这条增广路为增加流量  输出，GOTO **End** |

### 残存网络

从直观上看，给定流网络和流量，残存网络由那些仍有空间对流量进行调整的边构成。流网络的一条边可以允许的额外流量等于该边的容量减去该边上的流量。如果该差值为正，则将这条边至于图中，并将其残存容量设置为。对流网络而言，只有能够允许额外流量的边才能加入到图中。

残存网络还可能包含图中不存在的边。算法对总流量进行操作，目标是增加总流量，因此算法可能对某些特定边上的流量进行缩减。为了表示一个正流量的缩减，我们将边加入到图中，并将其残存容量设置为。这就是说一条边所能允许的反向流量最多将其正向流量抵消。残存网络中的这些反向边允许算法将已经发送出来的流量发送回去。

更加形式化地说，假定有一个流网络，源节点为，汇点为。设为图中的一个流，考虑节点对，定义残存容量如下：

给定一个流网络和一个流，则由所诱导的图的残存网络为，其中

残存网络并不是一个流网络，因为边和其反向边同时存在。除此之外，这个残存网络与原流网络具有完全相同的性质。

### 增广路径

给定流网络和一个流，增广路径是残存网络中一条从源节点到汇点的简单路径。我们称在一条增广路径上能够为每条边增加的流量的最大值为的残余容量，该容量由下面的表达式给出：

### 流网络的切割

最大流最小割定理告诉我们，一个流是最大流当且仅当其残存网络中不包含任何增广路径。

流网络中的一个切割将节点集合划分为和两个集合，使得源节点，汇点。若是一个流，则定义横跨切割的净流量定义如下：

切割的容量是：

一个网络的最小切割是整个网络中容量最小的切割。

可以证明，对于给定流，横跨任何切割的净流量都相同且等于。同样可以证明，网络中的任意流的值不超过任意切割的容量。这个通过不等式放缩容易得到。

最大流最小切割定理：设为网络的一个流，该流网络的源节点为，汇点为，则下面的条件是等价的：

1. 是的一个最大流

2. 残存网络中不包括任何增广路径；

3. ，其中是流网络的某个切割。

有了上面的铺垫，可以在假定存在有选择增广路径的基础上给出这个算法。

|  |  |
| --- | --- |
| **Algorithm**  **Input**:  **Output**  **Begin**  **Step 1**  **Step 2**  **End** | **FORD-FULKERSON()**  网络流图  源节点  汇点  最大流  上每一条边的流量都设为，GOTO **Step 2**  **if**还能从图的基于流的残存网络图中找到一条增广路径  let  对于路径中的任意一条边，若  let  **else**  输出，GOTO **End** |

这个算法的核心十分简单，在残存网络中的增广路径上的边，要么是原来图中的边（权重不一样，但是起始点一样），要么是原来边的反向边（如果原来权重为满，即边上流量小于边的容量，就会频繁出现这种情况）。这时就要进行调整，原来有的那种要增加，反向的要减少一点。

# 程序代码

## 程序描述

以下是程序中的核心片段，求最大流。其他构建器之类的函数在代码文件夹中给出。

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42 | float Graph\_maxflow**(**FlowGraph g**)**  **{**  int n **=** g**->**numVertices**,** i**;**  struct MaxFlowInfo mfi**;**  struct Vertex **\***v**;**  struct Edge **\***e**;**  float increment**,** maxflowVal **=** 0.0**;**  mfi**.**visited **=** **(**int **\*)** malloc**(**n **\*** **sizeof(**int**));**  mfi**.**reverseEdges **=** **(**struct Edge **\*\*)** malloc**(**g**->**numEdges **\*** **sizeof(**struct Edge **\*));**  mfi**.**numReverseEdges **=** 0**;**  mfi**.**queue **=** **(**struct Vertex **\*\*)** malloc**((**n**+**2**)** **\*** **sizeof(**struct Vertex **\*));**  /\* While there exists an augmenting path, increment the flow along  this path. \*/  **while(**findPath**(**g**,** **&**mfi**))** **{**  /\* Determine the amount by which we can increment the flow. \*/  increment **=** INFINITY**;**  v **=** g**->**sink**;**  **while(**v **!=** g**->**source**)** **{**  increment **=** MIN**(**increment**,** v**->**predEdge**->**capacity **-** v**->**predEdge**->**flow**);**  v **=** v**->**predEdge**->**from**;**  **}**  /\* Now increment the flow. \*/  v **=** g**->**sink**;**  **while(**v **!=** g**->**source**)** **{**  addFlow**(&**mfi**,** v**->**predEdge**,** increment**);**  v **=** v**->**predEdge**->**from**;**  **}**  maxflowVal **+=** increment**;**  **}**  free**(**mfi**.**visited**);**  free**(**mfi**.**queue**);**  **for(**i **=** 0**;** i **<** mfi**.**numReverseEdges**;** i**++)** **{**  e **=** mfi**.**reverseEdges**[**i**];**  e**->**reverseEdge**->**reverseEdge **=** **NULL;**  e**->**from**->**degree**--;**  free**(**e**);**  **}**  free**(**mfi**.**reverseEdges**);**  **return** maxflowVal**;**  **}** |

程序代码 1

# 运行结果

## 代码分析

# 实验体会
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1. 此处的伪代码中，矩阵运算符的意义均与MATLAB语言一致，如矩阵的左除、右除和点除等。 [↑](#footnote-ref-1)