语法树定义

我的语法树使用普通的class来定义，输出成了 Json 格式的文档。

您可以在 <https://github.com/Liu233w/ToyCompiler/tree/master/src/Experiments/EX2/Nodes> 看到所有的语法树节点定义

下面是一个标准的Json语法树格式：

{

"@AstType": "Application", // 语法树节点的类型

"Threads": [ // 每个节点各自的字段

{

"@AstType": "ThreadSpec",

"Identifier": { // 如果是一个 Identifier 或 Decimal 格式的 Token，会直接输出当前Token的定义，包含类型、词素、token的起始和终止位置

"Lexeme": "Thread1",

"TokenType": "identifier",

"TokenBeginIdx": 7,

"TokenEndIdx": 14

},

"Features": {

"@AstType": "PortSpec", // 对于某些可能不存在的节点，比如这里的port在语法定义中可以省略，假如源代码中不存在这一部分，其类型是 NonePortSpec

"Identifier": {

"Lexeme": "AP\_Position\_Input",

"TokenType": "identifier",

"TokenBeginIdx": 27,

"TokenEndIdx": 44

},

"IoType": "in",

"Associations": { // 对于含有多条语句的语句块![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAANQAAAAsCAIAAACSfQE7AAAAAXNSR0IArs4c6QAACCBJREFUeF7tmjtrFVsUx2O+gI9YJo2PIoUoGIOFTQTfIKQIKlgIASUWNoKCCipiQAu7oBa2aiNCID7BQsXCqChBLHwUYqk3hR/A+4v/y2KzZ86aOWc8OeM9exfDzJ6113uvvdaaWfLr16+eNJIGOqGB3k4QTTSTBhY0kJwv+UHHNJCcr2OqT4ST8yUf6JgGkvN1TPWJcHK+5AMd00Byvo6pPhFOzpd8oGMaSM7XMdUnwpWc78ePH0ePHl3ye5w+fdrRJpA7d+4EbP/+/Unpi6aBy5cvo/M1a9a8e/fOIYpRAFuxYoVvxHaxPTMzw3c2jbdv3xqZHTt22Hz25tKlSwY5MTHhQPIWyH379t26dcsBq/OrZ8+eff78uTqH379/BxXX6qgKMUDo1KlTaH5oaMgBxi5mx2vXrjWCDB3DR1jImAB6cC8I40a2AI6ZYZ5J31fgAMjly5cXqlJUSvJUQzBMIkmr8yZLc62OqiSGMsrHgvI/J9wAg0tYxClJ3QHr3bp1a244Zf7EiRP+Kfnq1SvWDg8P9/X1+TH55cuXq1evblfcbj/egYEBiDQrAgcZI+JOSJpF1W4RsaB8FEs1ogUMLsH4U8xUyvnKMzE/P0/mUR6+bpC7d+9mB8/OzjbFGFIzoiUXL14EFdemUC0acJbh9pFeJOdrnwAJ89+rgRo535cvX6idCZAqnznxnz9/HmpWxTUHmQAon1liAFR2tnbTpk337t0L1wp5uPb27dtZszHJWuHnxmCoFrOlOm9VwquihAE4FE7N614A9nj9+nXuuUaiRfyH2IAUA0xKEOMwUlFNHBHlK+WIrBCzp/wxW3CEM7k5I6WfcPl17n91jZvJAkOVQzrPABukVR0zmDfqqm8EQBHHo71VTaciiaEbW0gtL2xkWrwSniznRhQYJUDGgBVhhlN1A6hEUTmcZesUapaYC8D4ySocTSI4y7mGpEFulZwYgKggAbOskSLUz/0lS2GpbiIXVhLSjAMWyu6ALbgdiJp1PpRi9XnoH7mUpDjfm7EWCMOqWQWmebaQNHJ0OVYudXDKYGETQb4eOrcclEmzJQvxaT1mnQ/PCPtTAMsbQhvnGimrcFkd0Ux8kGiHmNLEgNzdSMgEhZtfFAubXCU9ZqFF0lnnE3lMVSgS9tOGLmzHRK4T2Ttr/hBezOSSgEOFigi/gqVZToZsJI5PXZjlQ+FWLON8OkCyzGsz2I4SAzyGMqrx5vdiYUyRlYHIvhVkLPHjRawi54N5UQz3ZxZh23O+q1evli+gSGhIpMhsGDdv3pTxNLZs2cKmf/jwIdkVMJZd6S1ag8ratWuVFYULnz59yuPo6Gg4yf2uXbu4GrDaRoODgxGY/0jKJW4Znz59amqtgNXa2L59e9Suor5m3nIbASN7CLZ+/XomC+muWrVqenoa/UxOTn779s1hct26dXpb3mS52GD+n99DUjQci3DsKpdyWufsCXakpVwhr+G21jloWzM6x8FvaVB4hGUDkrZgFMxEtNF2z0Y+9nRur67ZyJfVv/EQstQo9PpsC5VSgjCDzBXTHL3wmCpD1Amc586d09sWIx/7j20kJu7fv+95d0/PhQsXALh7964DduXKFWIkZ5+lXJbl2CqI0h77+PEjhyOV1MmTJ8NvkUeOHCEG4BPoDlTUm1q4bNkyru/fv/eZlE9HUbPREsAOHjzIzoYTO8gsYfcJRW+XLl3KzJs3b5pa1RTw48ePcazjx4/73wJu3LghtOyHwq8GTTEQAp8/f94eW3Q+1hPMheX169c+K2UkwV1AMjU1paPEGWCjC/Po0SNgtCocxPkHDx6w0TlG9TV9ZGSEa/bLuvbMxo0btZzvNFyd/n5IBXNyMBFf4aSMdI44mzdv5q0O/XCoSWGFua8T/+3c3BwA/f39PpjZsdAELTNjnscNo3Xna5mD3IX6DPXhwwd7G+V8uav8j1RS97Zt2+SmYWMP0ypyj4+PC/OhQ4e4njlzxoIfaSWZXO7/IApX4a4DLOu4ZaIplkYKIhPdO5MRbMeOHeORcFVdz+KTpLk6qpIYSIXViYyaqWfPnhUGbhh1cb7Dhw/D0969ezlJ1W6N+GaSri8W4gYYhQTZBlGBJwgp8eceWxKWFJOI0Cp4Dxw4wCuOY6579uxhhnmL3yxXFwNXAIaxcuVKTvafP39mNY5D41hUP4BBEa42bNiQBdOXcdAClv3Ia/B37twBG9sDGCARE2wS4S/9A+3FixeS7uvXr5FazP8W5lsrOJQwCm9hqS/IQjBr1WIJJX/q0YiWkjmThHsr47ETjwozMna2p0gGaY1J4c+2J/XXhkVTcFrnRU2N8FcUZgyhKKoxGaINu6G2VmBR+SVXMxFC0hI/y4CZwG+LACa9ORWAXv01TeZmnQ8FNWoCFyolAVTUQEnnsx/kCslpkztg6qEy/K8vlY5dsUuuE3XdokjLI+l81LLKwqSZDmoAC9oPchXZAJUKQWK5X7v0PnnyJJcY82QzuV/fDX5sbIx76j7SIz87UWoFjI+wothpeaQBsmHyY3JTv2rGLlhQa1V45Q5VYAxfz2oFcNapxVY8WvuNnsBrAZYbJw6T/Sj4L+YfvIXHx/8eQAk9CY9//Cl51fc3Ryclf6OXof0Pa6KyxOqGYg9NEEkDf1QDlXK+P8pJQtZ1GkjO13Umr4/AyfnqY4uu4yQ5X9eZvD4CJ+erjy26jpPkfF1n8voInJyvPrboOk6S83WdyesjcHK++tii6zhJztd1Jq+PwMn56mOLruMkOV/Xmbw+Av8LxsLwC1HMn5AAAAAASUVORK5CYII=)，不管有没有实际写上花括号和语句，这个AST节点都会存在。假如没有写这条语句，这个节点中的 Associations 会是一个空的列表

"@AstType": "AssociationBlock",

"Associations": [],

"BeginPosition": 89, // 每个AST节点都会包含起始位置和终止位置。假如在源代码中这一部分不存在，起始位置和终止位置会相同。

"EndPosition": 89

},

"PortType": {

"@AstType": "EventDataPort", // PortType 有多种类型，这里每种类型的 @AstType都是不同的

"Reference": {

"@AstType": "Reference",

"PackageName": {

"@AstType": "PackageName", // 假如Reference没有PackageName，这里的类型会是 NonePackageName

"Identifiers": [

{

"Lexeme": "Nav\_Types",

"TokenType": "identifier",

"TokenBeginIdx": 66,

"TokenEndIdx": 75

}

],

"BeginPosition": 66,

"EndPosition": 77

},

"Identifier": {

"Lexeme": "Position\_GPS",

"TokenType": "identifier",

"TokenBeginIdx": 77,

"TokenEndIdx": 89

},

"BeginPosition": 66,

"EndPosition": 89

},

"BeginPosition": 50,

"EndPosition": 89

},

"BeginPosition": 27,

"EndPosition": 90

},

"Flows": {

"@AstType": "FlowPathSpec",

"PreIdentifier": {

"Lexeme": "flow1",

"TokenType": "identifier",

"TokenBeginIdx": 107,

"TokenEndIdx": 112

},

"Identifier": {

"Lexeme": "signal",

"TokenType": "identifier",

"TokenBeginIdx": 124,

"TokenEndIdx": 130

},

"DestIdentifier": {

"Lexeme": "result1",

"TokenType": "identifier",

"TokenBeginIdx": 134,

"TokenEndIdx": 141

},

"BeginPosition": 107,

"EndPosition": 142

},

"Properties": {

"@AstType": "Association",

"PreIdentifier": [],

"Identifier": {

"Lexeme": "dispatch\_protocol",

"TokenType": "identifier",

"TokenBeginIdx": 157,

"TokenEndIdx": 174

},

"Splitter": "=>",

"Constant": false,

"Decimal": {

"Lexeme": "50.0",

"TokenType": "decimal",

"TokenBeginIdx": 185,

"TokenEndIdx": 189

},

"BeginPosition": 157,

"EndPosition": 190

},

"BeginPosition": 0,

"EndPosition": 204

}

]

“BeginPosition”: 0,

“EndPosition”: 204

}