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**1. 通用格式与布局**

* **a. 强制：**
  1. **缩进：** 必须使用4个空格进行缩进，禁止使用Tab字符。
  2. **大括号风格：** 必须使用ANSI风格（即左大括号与右大括号各独占一行）。
  3. **行长：** 单行代码长度不应超过120个字符。
  4. **文件编码：** 所有C#源文件必须使用 UTF-8 编码。
  5. **using 指令排序：** 必须按字母顺序排序，并分组（系统命名空间在前，第三方库次之，项目内部命名空间最后），每组之间空一行。
  6. **空白行：**
     + 类、结构体、枚举、接口的定义之间必须空两行。
     + 类内部的成员（字段、属性、方法、事件）定义之间必须空一行。
     + 方法内部的逻辑块之间可以适当添加空行，以提高可读性。
  7. **运算符两侧空格：** 二元运算符（如 +, -, \*, /, =, ==, &&, ||）两侧必须各有一个空格。
  8. **逗号和分号：** 逗号后必须有一个空格，分号前不能有空格。
  9. **括号内侧空格：** 括号内侧不应有空格。
  10. **属性访问器：** 属性的 get 和 set 访问器应在同一行或各自独立一行，取决于其复杂性。简单的自动属性应在一行。
* **b. 推荐：**
  1. **var 关键字：** 推荐在变量类型显而易见时使用 var 关键字，以提高可读性，但避免在类型不明确时使用。
  2. **表达式体成员：** 推荐对单行或非常简单的属性、方法、构造函数使用表达式体成员（=>）。
  3. **字符串插值：** 推荐使用字符串插值（$）而非 string.Format() 或字符串连接
  4. **空行：** 逻辑上相关的代码块之间可以适当添加空行，以提高可读性
  5. **单行语句：** 推荐即使是单行 if、for、while 语句也使用大括号，以避免歧义和未来扩展问题。
* **c. 允许：**
  1. **三元运算符：** 允许在简单、清晰的赋值或返回语句中使用三元运算符。
  2. **单行 if/for/while：** 在非常简单且不影响可读性的情况下，允许使用单行 if、for、while 语句（不带大括号），但需谨慎。

**2. 命名规范 (Naming Conventions)**

* **a. 强制：**
  1. **类、接口、枚举、属性、方法、事件、公共字段：** 必须使用 PascalCase。
  2. **局部变量、方法参数、私有字段：** 必须使用 camelCase。私有字段前可加下划线 \_
  3. **常量（const）：** 必须使用 PascalCase。
  4. **枚举成员：** 必须使用 PascalCase。
  5. **命名空间：** 必须使用 PascalCase，并与项目文件夹结构保持一致。
  6. **泛型类型参数：** 必须使用大写字母 T 作为前缀，如 TKey, TValue 或 TEntity。
* **b. 推荐：**
  1. **有意义的名称：** 推荐使用完整、描述性强的名称，避免使用不明确的缩写。
  2. **布尔变量/属性：** 推荐以 Is, Has, Can 等前缀命名布尔类型的变量或属性。
  3. **异步方法：** 推荐异步方法以 Async 后缀结尾（如 GetDataAsync）。
  4. **接口命名：** 推荐接口名称以大写字母 I 开头。
* **c. 允许：**
  1. **this 关键字：** 允许在需要明确区分成员变量和局部变量/参数时使用 this. 前缀，或在团队约定中统一使用。

**3. 代码结构与习惯**

* **a. 强制：**
  1. **异常捕获：** 必须捕获并处理特定的异常类型，禁止使用空的 catch (Exception) 块。
  2. **避免硬编码：** 配置信息等必须通过配置文件、环境变量等获取，禁止硬编码。
  3. **显式访问修饰符：** 类的所有成员都应显式指定访问修饰符，避免使用默认修饰符。
  4. **避免魔法数字和字符串：** 必须将代码中重复出现的、有特定含义的数字或字符串定义为具名常量或枚举。
* **b. 推荐：**
  1. **方法/函数长度：** 推荐方法体不超过50行代码，以保持其职责单一和可读性。
  2. **空值检查：** 推荐使用的空值条件运算符 (?.) 和空合并运算符 (??) 进行空值检查，提高代码简洁性。
  3. **LINQ：** 推荐在处理集合时优先使用 LINQ 表达式，以提高代码可读性和简洁性。
  4. **readonly 字段：** 推荐将只在构造函数中赋值的字段声明为 readonly。
  5. **集合初始化器：** 推荐使用集合初始化器来创建和填充集合。
  6. **对象初始化器：** 推荐使用对象初始化器来创建和初始化对象。
  7. **模式匹配：** 推荐使用的模式匹配（is 表达式、switch 表达式/语句）来简化类型检查和条件逻辑。
  8. **记录类型 (Records)：** 推荐使用的 record 类型来定义不可变的数据传输对象或值对象。
  9. **早期退出/守卫语句：** 推荐使用早期退出来处理无效参数或前置条件，避免深层嵌套的 if 语句。
  10. **目标类型 new() 表达式：** 推荐在使用目标类型new()表达式，当类型可以从上下文推断时，简化对象实例化。
  11. **init 访问器：** 推荐使用 init 访问器来创建不可变属性。
  12. **默认参数值：** 推荐在方法重载过多或参数有合理默认值时使用默认参数值，以简化方法调用。
  13. **元组：** 推荐使用元组作为轻量级的数据结构，尤其是在方法需要返回多个值时。
* **c. 允许：**
  1. **部分类：** 允许在代码生成或将一个大型类拆分为多个文件时使用部分类。
  2. **扩展方法：** 允许使用扩展方法来增强现有类型的功能，但需谨慎使用，避免滥用导致代码难以理解。
  3. **goto 语句：** 仅在极少数特定场景且能显著提高可读性时，允许使用 goto，但需谨慎。