4皇后问题的解

**状态空间**：

利用栈存储第i行的状态，第I行（i<n）,不满足皇后条件的话，则弹出，对新的栈顶皇后行，状态改变，然后在对下一行压栈状态，知道满足，如果最后达到最大值则成功，如果栈底全部遍历过了还不能达到栈顶，则失败，没有方法了，首先想要设计几个函数，对每一个行进行遍历，每一行应该有一个状态，表示是够有皇后

**操作**：

X[i] = X[s]，则第i行和第s行皇后在同一列上

如果第i行的皇后在第j列，第s行的皇后在第t列，即X[i] = j 和 X[s] = t，则只要i - j = s- t 或者 i + j = s + t，说明两个皇后在对角线上，对两个等式进行变换后，得到结论，只要|i- s| = |j - t|（即|i- s| = |x[i] - x[s]|），则皇后在同一对角线上

**N皇后问题源程序：**

#include"stdio.h"

#include"math.h"

#include"malloc.h"

#define ture 1

#define false 0

void Trial(int i, int n, int \*X);

int place(int s, int \*X);

int place(int s, int \*X)

{

int i;

for(i=1; i < s; i++)

{

if(abs(i-s) == abs(X[i]-X[s]) || X[i] == X[s])

{

return false;

}

}

return true;

}

void Trial(int i, int n, int \*X)

{

int j, k;

if(i > n)

{

for(k = 1; k <= n; k++)

{

printf("%d ", X[k]);

}

printf(" \n");

}

else

{

for(j = 1; j <= n; j++)

{

X[i] = j;

if(place(i, X))

{

Trial(i+1, n, X);

}

}

}

}

void main()

{

int n;

int \*Queen = NULL;

printf("请输入皇后的个数.\n");

scanf("%d", &n);

Queen = (int \*)malloc(sizeof(int) \* (n+1));

Trial(1, n, Queen);

}

Completeness：Yes

Optimality：Yes

Time complexly:最坏情况下o（n的n+1次幂）

Space complexly:o(n)

**2.分析深度优先搜索的四个特性**

完整性：完整性是指能否确定问题是否有解，并且能够至少输出一个解。

对于深度优先搜索来说，当树的深度是确定的时候，那么是完整的，但是如果深度是无限的那么就不是完整的，算法会陷入循环之中。

最优性：最优性是指算法能够找到一个所有解中的最优的一个，对于深度优先搜索来说，它不具备最优性，因为它的搜索方向是最开始人工指定的，只有把某一分支遍历到最深的一层，才会搜索另一个分支，在搜索到一个解之后就会停止搜索。

时间复杂度：时间复杂度是指算法的所需操作步骤数量的估计值。深度优先遍历的时间复杂度为![](data:image/x-wmf;base64,183GmgAAAAAAAFYGTgPsCQAAAADlWwEACQAAAykBAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCAAPABRIAAAAmBg8AGgD/////AAAQAAAAwP///8r///+ABQAAygIAAAsAAAAmBg8ADABNYXRoVHlwZQAAcAAcAAAA+wKA/QAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AAAAKAAAAAAALsh92QAAAAAQAAAAtAQAACAAAADIKIAK1BAEAAAApAAgAAAAyCiACAwIBAAAAKAAcAAAA+wLA/QAAAAAAAJABAQAAAAQCABBUaW1lcyBOZXcgUm9tYW4AAAAKAAAAAAALsh92QAAAAAQAAAAtAQEABAAAAPABAAAIAAAAMgpYAtkCAQAAAGIyHAAAAPsCIP8AAAAAAACQAQEAAAAEAgAQVGltZXMgTmV3IFJvbWFuAAAACgAAAAAAC7IfdkAAAAAEAAAALQEAAAQAAADwAQEACAAAADIKFwH8AwEAAABtMhwAAAD7AoD9AAAAAAAAkAEBAAAABAIAEFRpbWVzIE5ldyBSb21hbgAAAAoAAAAAAAuyH3ZAAAAABAAAAC0BAQAEAAAA8AEAAAgAAAAyCiACIgABAAAATzIKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAACGAQICIlN5c3RlbQAmcwWKAgAACgD6GWYm+hlmJnMFigKI2xkABAAAAC0BAAAEAAAA8AEBAAMAAAAAAA==)，其中b为目标的深度，m为树的深度。

空间复杂的：空间复杂度是指算法在执行操作的时候需要储存数据的大小估计。深度优先遍历的时间复杂度是![](data:image/x-wmf;base64,183GmgAAAAAAALcHTgPsCQAAAAAEWgEACQAAA9kAAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCAAMABxIAAAAmBg8AGgD/////AAAQAAAAwP///8r////ABgAAygIAAAsAAAAmBg8ADABNYXRoVHlwZQAAcAAcAAAA+wKA/QAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AAAAKAAAAAAALsh92QAAAAAQAAAAtAQAACAAAADIKIALtBQEAAAApAAgAAAAyCiACAwIBAAAAKNgcAAAA+wKA/QAAAAAAAJABAQAAAAQCABBUaW1lcyBOZXcgUm9tYW4AAAAKAAAAAAALsh92QAAAAAQAAAAtAQEABAAAAPABAAAIAAAAMgogAtYCAgAAAGJtCAAAADIKIAIiAAEAAABP2AoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAIYBAgIiU3lzdGVtABxzBYoCAAAKAH0ZZhx9GWYccwWKAiD3GQAEAAAALQEAAAQAAADwAQEAAwAAAAAA)，其中b为目标的深度，m为树的深度。