**基础框架设计说明**

# 概要设计

## 背景

项目多采用快速开发完成功能，目前大屏展示项目大多基于数据查询实现，很大一部分简单的增删改查功能需要重复写相同逻辑的代码。为了解决此问题，本框架拟设计出一种可以实现开箱即用的通用实现，简单的查询只需要在业务清晰，表设计完成之后即可对表自动完成简单的业务处理。业务只需要再单独处理复杂的业务场景；同时本框架集成了统一的权限处理体系，业务开发无需过多关注权限的处理及实现，大大节省了开发时间；让后台工作重心集中在复杂的业务实现上。

## 设计说明

本设计主要分为公共通用工具的封装、代码生成器、权限设计体系三部分，分别对应不同的解决场景。

框架选型主要以spring、springmvc、mybatis、mybatis-plus 为主，通过springboot 快速集成相应的框架，搭配一些实用工具包以拓展工具丰富性。同时统一管理依赖版本。

### 公共通用工具

公共通用工具目的是实现统一的前后端交互，保持风格统一。包含统一数据返回模型；项目中定义的一些基本的概念模型如用户、部门等；统一定义异常封装及返回，保证异常情况下返回数据的统一性；统一定义基础配置信息，如swagger的配置，web的放行策略、跨域等处理，持久层框架mybati/plus的配置等。

### 代码生成

统一按照既定的标准生成基础的后台代码，实现了业务层的基础搭建，保证生成后可以直接实现业务使用，不用再从0搭建模块代码，只需要从1开始后续开发。每个表可以单独生成代码，也可以多个表甚至全部表同时生成，实现开箱即用。

### 权限体系

统一了权限的实现及统一维护管理，实现业务权限的统一管控，将业务系统的权限用统一的模块管理起来，既实现了项目权限的管理的必要性，同时也可以防止各种业务模块中出现不同的权限实现方案，减少了系统权限管理的难度。

# 详细设计

详细设计中主要详细解释业务中的实现思路、逻辑，以及权限体系的具体设计流程及代码接入及实现。

## 公共通用工具

### 统一框架版本管理

### 统一返回模型

定义BaseResponse模型，统一返回，在基于前后端分离的项目中，统一返回的必要性很高，可以极大减小前端处理的复杂度。

|  |
| --- |
| @Data  public class BaseResponse**<**T**>** **{**  /\*\*返回状态码\*/  private Integer code **;**  /\*\*应答消息\*/  private String message **;**  /\*\*返回业务数据\*/  private T data**;**  private BaseResponse**(){**  **this.**code **=** Constants**.**SUCCESS\_CODE**;**  **this.**message **=** Constants**.**SUCCESS\_MESSAGE**;**  **}**  public static BaseResponse**<**Void**>** success**(){**  **return** **new** BaseResponse**<>();**  **}**  public static **<**T**>** BaseResponse**<**T**>** success**(**T data**){**  BaseResponse**<**T**>** baseResponse **=** **new** BaseResponse**<>();**  baseResponse**.**data**=**data**;**  **return** baseResponse**;**  **}**  public static BaseResponse **<**Void**>** failed**(**Integer code **,**String message**){**  BaseResponse**<**Void**>** baseResponse **=** **new** BaseResponse**<>();**  baseResponse**.**code**=**code**;**  baseResponse**.**message**=**message**;**  **return** baseResponse**;**  **}**  public static BaseResponse **<**Void**>** failed**(**String message**){**  **return** failed**(**Constants**.**FAIL\_CODE**,** message**);**  **}**  **}** |

返回以静态数据返回，泛型即为传入数据类型和数据，统一返回数据体之后前端主要根据code即可判定业务成功状态，成功则通过data取值。此方式前端也可做统一的异常提示，减小前端处理异常工作量。

### 统一异常处理

项目统一异常处理，业务中的异常可直接外抛，无需更多的处理，使得代码简洁。异常统一在springmvc提供的异常增强处理中处理，处理的同时将其转换为统一的返回对象。

### 统一请求配置管理

统一请求配置预先配置好项目中共有的web配置，一般项目中的配置大体上是固定的，通过使用相同的配置使项目的运行环境保持一致，主要配置项目中需要使用到请求拦截器的地方，如做一些通用的在到业务层之前的请求增强，跨域处理，放行策略等。

### 统一数据库持久层配置

预先定义好数据库持久层使用的连接工具，包括mysql-connector,mybatis,mybatis-plus，同时定义好mybatis-plus的分页插件，逻辑删除插件，枚举，连接池，sql打印等。

## 代码生成

代码生成部分依赖于mybatis-plus提供的代码生成器，同时依赖velocity模板引擎，通过定义好引擎的模板，自动生成从controller 至 mapper的代码，实现0代码即可使用简单的业务逻辑。

代码生成主要包括两部分，第一部分是代码生成的逻辑，第二部分是相关配置，新建模板的时候需要少量的配置。

### 约定说明

代码生成器的配置约定统一。

其中生成的结构代码均在工程路径+基础包+模块下，对应的结构为controller包、service包、mapper包、entity包，其命名方式为表名转驼峰后拼接上Controller或Service 或Mapper，Entity为表模型，与表保持一致。

Maper对应的xml 统一在resources下的mapper/模块名/下，其命名方式为表名转驼峰拼接上Mapper.xml，在启动时mybatis-plus自动扫描classpath:mapper/目录下的\*Mapper.xml文件。

### 配置说明

代码生成的配置全部定义在CodeGenerator的静态内部类Config中，代码生成前需要根据实际使用定义部分的配置，以下是对应的配置字段的解释：

AUTHOR: 作者，即包名上对应的开发人员。

ABSOLUTE\_PATH： 绝对路径，定义了绝对路径的话代码生成的时候会自动生成到对应的目录中，路径统一指项目src目录上一级。如果此选项为空，则以当前的工程路径为准。

BASE\_PACKAGE：基础包名，即项目中代码生成的包的基本的路径，如基础框架的com.chinaunicom.cn.base 即为基础包名。

MODULE\_NAME：模块名，即项目中的模块，一般同一类似的业务功能单独定义一个模块，也可以统一指定一个模块（如web模块）。

APPLICATION\_CONFIG\_FILE：配置文件的路径，配置文件主要是需要jdbc连接，供连接数据库使用。一般以dev开发环境中的为准，在开发时生成代码，文件的格式如application-dev.properties 或application-dev.yml 格式与spring的配置保持统一，只需要spring.datasource.url，spring.datasource.username，spring.datasource.password这三个参数。如果需要手动定义数据库配置，不与开发环境保持一致的话，可以自行修改代码getDateSourceConfigBuilder() 方法的返回，直接return new DataSourceConfig.Builder(url,username,password) 即可。

CONTAINS\_TABLE\_PREFIX：指定需要生成的表前缀，按照模糊前匹配原则，配置了此选项则表示只生成对应前缀的表，其余不匹配的则不生成；若此项参数为空，则表示所有表都需要生成。

IGNORE\_TABLE\_PREFIX：指定需要忽略的表，在指定得到的表结果后在结果集中再次忽略掉需要过滤的表，更精准的控制需要生成的表。

注意：代码生成会覆盖掉原来的已经生成了的代码，若需要忽略已经生成的文件，建议指定忽略的表，也可以修改createAutoGenerator方法中的配置，建议不要用后者；

### 生成器说明

1.加载数据源

生成器首先会先根据配置加载数据源，配置默认从Config定义的文件名加载文件，文件的格式要求为.properties或.yml，程序首先加载properties文件，在未找到.properties的情况下再加载.yml文件，文件加载符合spring的规范，主要找的参数为spring.database.url、spring.database.username、spring.database.password三个参数，即应用程序中定义的spring的数据源。解析后统一保存成DataSourceConfig.Builder 对象。

2.获取需要生成配置的表名

1) 通过DataSourceConfig.Builder得到DataSourceConfig配置，再通过DataSourceConfig创建JDBC连接；

2) 通过url中的数据解析得到表的schame，查询mysql的information\_schema.tables得到所有的表；

3) 拿到表名之后再匹配符合配置要求的表，再过滤掉不需要生成的表

3. 创建配置

根据mybatisl-plus提供的插件，配置FastAutoGenerator ，其中已经按照行业约定开发规范定义好了大部分的模板引擎的配置和方法，并且自定义Config中的配置也会加载到对应的配置中。

4. 执行代码生成

## 权限体系

本框架搭建权限体系拟从权限主体设计、应用权限转换及使用、权限存储三个维度设计整套权限体系，拟完成一个统一的权限处理体系。在权限体系中维护绝大部分的逻辑，业务只需要简单的添加对应的注解即可实现对权限的校验及配置，同时权限注解配合代码生成器，业务代码在生成后就自动加上了权限控制。而且业务逻辑与权限解耦，业务开发时不用在关注权限相关的，只需关注自己的业务逻辑即可。

区分三个维度的主要母的是实现了权限体系的职责分离，并预留拓展空间。权限主体的职责是维护用户的整个画像，包括用户的机构、岗位、角色等；应用权限转换及使用主要是完成将用户的一系列画像转换为统一的标准的权限结构或反之，并在业务中能方便的接入、校验、判定；权限存储主要是针对业务对于权限的存储关联，菜单与权限的关联，并提供在数据库持久化的能力。

### 权限主体设计

市面上绝大部分的权限体系均基于RABC的权限设计思想，实现 用户-角色-权限-资源的对应关系。但是这种设计具有很大的局限性。在大企业组织环境下，基于机构、岗位、角色的权限控制是必然存在的，传统的RABC只能满足用户-角色-资源的对应关系。

本设计采用树形组织架构的模型设计，可以无限递归部门，并配置对应的岗位，符合正常的树形架构，同时支持添加相应的角色。

用户一般在组织架构的维度为从属于某一个部门，在部门中有对应的岗位，但是也可以拓展用户拥有其他部门的岗位，或者用户从属于多个部门（不建议），用户可以配置角色，也可以配置某个部门下的角色。因此用户的画像可以为：部门、部门+岗位、部门+角色的形式， 可以满足大部分权限体系的使用，如图：
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为了便于使用，减小复杂度，暂时只设计了部门、岗位、角色三个维度的权限体系。若有业务需求，还可以进行拓展。

角色可以增加角色组的概念，用户配置角色的时候可以配置一组角色，减小维护的成本。

若需要其他维度的概念，也可以在此基础上进行拓展。

### 应用权限设计

传统的应用权限设计采用RABC的权限思想，权限的具体维护通过资源关联菜单实现，除了上述说的单一拓展性不强外，还有的问题为只能实现菜单级别的权限设计，对于具体的业务权限，还需在每个业务中单独维护一套权限关联上RABC上的概念，而且校验时也需要每个接口主动关联相应的业务代码，增加了核心业务的开发时间，且校验权限时组织架构冗余在权限校验中，非常不符合服务分离、应用解耦的思想，增加了系统的复杂度。

本系统设计借用了SpirngSecurity的权限思想，将权限统一成既定格式的权限字符串，在业务使用校验时全部使用字符串形式的校验，而用户的权限来源则来源于权限主体，将用户的画像转换为对应的权限字符串，实现了用户的画像和应用权限的分离。此举将权限的配置与用户权限主体解耦，使得权限在应用中更为清晰。

用户的权限配置利用一张菜单、权限字符串的关联表实现菜单、按钮级别的权限控制，利用一张业务id、权限字符串关联表实现权限与业务权限的关联控制。

应用权限的实现主要包括登录用的权限保存、业务权限的设置、用户和业务数据的匹配关系三部分。

登录权限实现：在用户登录时先将用户的部门、岗位、角色等信息查询出来，通过转换类转换成权限字符串，然后存储在用户上下中，每个用户即拥有了自己的权限权限字符串集合。

业务权限设置：在业务数据添加时，同时带上权限对象，调用权限设置接口添加权限至对应的表中。

菜单权限校验：当一个请求进来时，若方法配置了@AuthMenu注解，则在springmvc的拦截器中便可以先拦截下来，校验菜单访问权限，在到达业务层之前便可以校验完成。通过请求的url定位到对应的菜单，即匹配到了权限需要的数据，校验逻辑是先将用户的权限集合取出，然后通过表关联的方式把url、权限集合一起传入SQL匹配是否有权限数据，有权限则返回1，即校验成功，否则失败。权限校验完成后则可以执行之后的业务逻辑，业务逻辑只需要一个注解即可完成权限的校验，完全不用关系具体的权限逻辑，实现解耦。

数据可见权限校验：当请求进来时，首先通过菜单权限校验接口是否可访问，然后访问业务数据。数据可见权限是通过SQL过滤筛选的，通过在持久层框架mybatis上改写最终的访问SQL，将业务id匹配业务权限表并进行数据过滤，从而实现数据权限的控制。

数据操作权限校验：当请求进来时，首先通过菜单权限校验接口是否可访问，然后访问业务数据。数据编辑权限是通过查询指定业务id的权限表实现的，将业务的id和用户权限匹配业务权限表，即可实现业务的权限判定。

本设计实现了菜单权限细粒度的控制，菜单的逻辑除了直接设置本级菜单使用，同时也可指定本级的菜单权限继承父菜单权限，这样就可以有效避免每个菜单均配置权限的情况，减小了配置的数据量，也更符合业务场景。

本设计在应用中通过统一的权限结构对象和统一的权限转换工具实现权限对象和权限字符串的互相转换。在匹配权限和存库时使用权限字符串结构，在应用中返回给前端或前端入参时使用统一权限对象，前端就可以直观的查询到某数据或菜单对应的权限结构。