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**Задание 1:**

**Вариант 4:** Создать класс Художественная Выставка с внутренним классом, с помощью объектов которого можно хранить информацию о картинах, авторах и времени проведения выставок.

**Код программы**

**Файл Exhibition.java**

package Exhibition;

import java.util.ArrayList;

import java.util.Date;

public class Exhibition {

class Author {

public String name;

public String surname;

public Author(String name, String surname) {

this.name = name;

this.surname = surname;

}

}

class Painting {

public int width;

public int height;

public Author author;

public Painting(int width, int height, Author author) {

this.width = width;

this.height = height;

this.author = author;

}

}

public Date date;

public ArrayList<Painting> paintings = new ArrayList<Painting>();

public Exhibition(Date date) {

this.date = date;

}

public void addPainting(Painting painting) {

this.paintings.add(painting);

}

}

**Файл Main.java**

package Exhibition;

import java.util.Date;

import Exhibition.Exhibition.Author;

import Exhibition.Exhibition.Painting;

public class Main {

public static void main(String[] args) {

Exhibition exhibition = new Exhibition(new Date());

Author author = exhibition.new Author("Иван", "Иванов");

Painting painting = exhibition.new Painting(100, 200, author);

exhibition.addPainting(painting);

}

}

**Задание 2**

**Вариант 3:** Реализовать абстрактные классы или интерфейсы, а также наследование и полиморфизм для следующих классов:

interface Сотрудник <- class Инженер <- class Руководитель

**Код программы:**

**Файл Main.java**

package Worker;

public class Main {

public static void main(String[] args) {

Leed leed = new Leed("Иван", "Иванов");

Engineer worker = new Engineer("Петр", "Петров");

leed.work();

worker.work();

leed.letGo(worker);

}

}

**Файл Leed.java**package Worker;

public class Leed extends Engineer {

public Leed(String name, String company) {

super(name, company);

}

public void letGo(Engineer worker) {

worker.goToWeekend();

}

}

**Файл Engineer.java**

}

package Worker;

public class Engineer implements Worker {

public String name;

public String company;

public boolean isWorkNow = true;

public Engineer(String name, String company) {

this.name = name;

this.company = company;

}

public void work() {

this.isWorkNow = true;

}

public void goToWeekend() {

this.isWorkNow = false;

}

}

**Файл Worker.java**

package Worker;

public interface Worker {

void work();

void goToWeekend();

}

**Вывод программы**

Work!

Work!

Go!

Weekend!

**Вывод:** Программы работают корректно.