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1.Введение:

Лабораторная работа направлена на практическое освоение динамической структуры данных Стек. С этой целью в лабораторной работе изучаются различные варианты структуры хранения стеков и разрабатываются методы и программы решения ряда задач с использованием стеков. В качестве области приложений выбрана тема вычисления арифметических выражений, возникающей при трансляции программ на языке программирования высокого уровня в исполняемые программы.

При вычислении произвольных арифметических выражений возникают две основные задачи: проверка корректности введённого выражения и выполнение операций в порядке, определяемом их приоритетами и расстановкой скобок. Существует алгоритм, позволяющий реализовать вычисление произвольного арифметического выражения за один просмотр без хранения промежуточных результатов. Для реализации данного алгоритма выражение должно быть представлено в постфиксной форме. Рассматриваемые в данной лабораторной работе алгоритмы являются начальным введением в область машинных вычислений.

Арифметическое выражение - выражение, в котором операндами являются объекты, над которыми выполняются арифметические операции. Например, (1+2)/(3+4\*6.7)-5.3\*4.4

При такой форме записи (называемой инфиксной, где знаки операций стоят между операндами) порядок действий определяется расстановкой скобок и приоритетом операций. Постфиксная (или обратная польская) форма записи не содержит скобок, а знаки операций следуют после соответствующих операндов. Тогда для приведённого примера постфиксная форма будет иметь вид: 1 2+ 3 4 6.7\*+/ 5.3 4.4\* -

Обратная польская нотация была разработана австралийским ученым Чарльзом Хэмблином в середине 50-х годов прошлого столетия на основе польской нотации, которая была предложена в 1920 году польским математиком Яном Лукасевичем. Эта нотация лежит в основе организации вычислений для арифметических выражений. Известный ученый Эдсгер Дейкстра предложил алгоритм для перевода выражений из инфиксной в постфиксную форму. Данный алгоритм основан на использовании стека.

Стек (англ. stack), магазин – схема запоминания информации, при которой каждый вновь поступающий ее элемент как бы «проталкивает» вглубь отведенного участка памяти находящиеся там элементы (подобно патрону, помещаемому в магазин винтовки) и занимает крайнее положение (так называемую вершину стека). При выдаче информации из стека выдается элемент, расположенный в вершине стека, а оставшиеся элементы продвигаются к вершине; следовательно, элемент, поступивший последним, выдается первым [1]. Более строгое определение структуры дано в разделе 2 описания данной лабораторной работы.

2. Постановка задачи:

В рамках лабораторной работы ставится задача реализации программ, обеспечивающих поддержку стеков, и разработки программных средств, производящих обработку арифметических выражений, включая проверку правильности записи выражения, перевод в постфиксную форму и вычисление результата. В начальной – самой простой постановке – можно предполагать, что проверка записи выражения состоит в контроле правильности расстановки скобок, перевод в постфиксную форму производится только для корректных выражений, а вычисление – для корректных выражений, содержащих только числовые операнды и допустимые знаки операций.

Класс Арифметическое Выражение должен предоставлять, как минимум, следующие операции

* Получение, хранение и возврат исходной (инфиксной) формы
* Преобразование в постфиксную форму
* Возврат постфиксной формы
* Вычисление арифметического выражения при заданных значениях операндов

3. Руководство пользователя

3.1. Консольное приложение

В начале работы программы появляется окно (рис.1) и предлагается ввести любое математическое выражение для подсчета и представления его в постфиксном виде:
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(рис.1)

Далее, после ввода выражения выводится окно (рис.2), в котором считается и выводится как само выражение, так и его постфиксная запись, так и сам результат вычисления:
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(рис.2)

В программе есть реализация не только базовых операций, но и синуса (рис.3), косинуса (рис.4), квадратного корня (рис.5) и возведения в степень одного числа в другое (рис.6). Демонстрация работы ниже:
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Также в программе есть возможность работы с переменными (рис.7):

![](data:image/png;base64,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) (Рис. 7)

3.2. Визуальное приложение:

Перейдем к визуальной части программы, она выглядит следующим образом (рис.8) В окно пользователь вводит математическое выражение, нажимает на клавишу «Посчитать» и ниже появляется ответ выражения и запись математического выражения в постфиксном виде.
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4. Руководство программиста:

4.1 Описание алгоритмов:

Алгоритма преобразования инфиксной строки в обратную польскую запись:

Рассматриваем поочередно каждый символ:

Если этот символ - число (или переменная), то просто помещаем его в выходную строку.

Если символ - знак операции (+, -, \*, /), то проверяем приоритет данной операции:

Умножение и деление имеют наивысший приоритет (например, он равен 3)

Сложение и вычитание имеют меньший приоритет (например, 2)

Наименьший приоритет у открывающейся скобки (1)

Получив один из этих символов мы должны проверить стек:

Если стек все еще пуст или находящиеся в нем символы (а находиться в нем могут только знаки операций и открывающая скобка) имеют меньший приоритет, чем приоритет текущего символа, то символ помещаем в стек

Если символ, находящийся на вершине стека имеет приоритет больший или равный приоритету текущего символа, то извлекаем символы из стека в выходную строку до тех пор, пока выполняется это условие, затем переходим к пункту А

Если текущий символ - открывающая скобка, то помещаем ее в стек

Если текущий символ - закрывающая скобка, то извлекаем символы из стека в выходную строку, пока не встретим открывающую скобку (т.е. символ с приоритетом, равным 1), которую следует просто уничтожить. Закрывающая скобка также уничтожается

Если вся входная строка разобрана, а в стеке еще остаются знаки операций, то извлекаем их из стека в выходную строку.

Алгоритм вычисления по постфиксной форме:

Для каждой лексемы в постфиксной форме

– Если лексема –операнд, поместить ее значение в стек

– Если лексема –операция

• Извлечь из стека значения двух операндов

• Выполнить операцию (верхний элемент из стека является правым операндом, следующий за ним – левым

• Положить результат операции в стек

По исчерпании лексем из постфиксной формы на вершине стека будет

результат вычисления выражения

4.2.Описание программы:

Программа состоит из нескольких основных классов:

Класс стек:

Класс стек – шаблонный класс с изменяемым типом хранения содержащий:

protected:

T\* pMem;

int size;

int first;

public:

MyStack(int \_size = 100); //конструктор

MyStack(const MyStack<T>& st); //копирование

MyStack(MyStack<T>&& st); //перемещение

~MyStack(); //деструктор

MyStack<T>& operator=(const MyStack<T>& st);

MyStack<T>& operator=(MyStack<T>&& st);

bool operator==(const MyStack<T>& st) const;

bool operator!=(const MyStack<T>& st) const;

bool isEmpty(); //проверяет, пуст ли стек

bool isFull(); //проверяет, заполнен ли стек

void Push(T elem); //позволяет «протолкнуть» элемент в начало стека

T Pop(); //позволяет удалить элемент из начала стека

Класс мой постфикс:

string infix; // объявление строки infix

vector<string> postfix; // объявление вектора строк postfix

static map<char, int> priority; // объявление статического ассоциативного контейнера priority с ключами типа char и значениями типа int

vector <string> lexems; // объявление вектора строк lexems

map<string, double> operands; // объявление ассоциативного контейнера operands с ключами типа string и значениями типа double

void ToPostfix(); // объявление метода ToPostfix() без возвращаемого значения

void Parse(); // объявление метода Parse() без возвращаемого значения //реализован метод для разбиения инфиксного выражения на лексемы

//реализованы методы для разбиения инфиксного выражения на лексемы

public:

MyPostfix();

MyPostfix(std::string infix); // объявление конструктора класса MyPostfix с параметром типа string

string GetInfix(); // объявление метода GetInfix() с возвращаемым значением типа string

vector<string> GetPostfix(); // объявление метода GetPostfix() с возвращаемым значением типа vector<string>

vector <string> GetOperands(); // объявление метода GetOperands() с возвращаемым значением типа vector<string>

double Calculate(const map<string, double>& values); // Ввод переменных, вычисление по постфиксной форме

Класс

5.Заключение

В ходе выполнения этой лабораторной работы, я успешно справилась со всеми поставленными задачами. После изучения темы постфиксной записи был реализован класс для обработки арифметических выражений, после в него были добавлены различные улучшения такие как определения синуса, косинуса, квадратного корня, возведение в степень одного числа в другое, а также использование переменных. Реализовали тесты для проверки основных функций класса. Для данного класса был реализован дополнительно класс стек для обработки арифметического выражения, который был построен на упрошенном одностороннем списке. Так же мы реализовали main для проверки работоспособности программы, после мы реализовали визуальный интерфейс для приложения который имел вид стандартного калькулятора, визуальный интерфейс создавался с помощью WindowsForms.

**6.Литература:**

1. Википедия/Стек - <https://ru.wikipedia.org/wiki/Стек>
2. Википедия/Список - <https://ru.wikipedia.org/wiki/Связный_список>
3. Учебно-методическое пособие - [https://drive.google.com/drive](https://drive.google.com/drive/folders/1HP8ljKsupkmpcOhCmBTk4kzr6_h1nLyw)

7.Приложение:

MyStack.h

#pragma once

#include <iostream>

template<typename T>

class MyStack

{

protected:

T\* pMem;

int size;

int first;

public:

MyStack(int \_size = 100);

MyStack(const MyStack<T>& st);

MyStack(MyStack<T>&& st);

~MyStack();

MyStack<T>& operator=(const MyStack<T>& st);

MyStack<T>& operator=(MyStack<T>&& st);

bool operator==(const MyStack<T>& st) const;

bool operator!=(const MyStack<T>& st) const;

bool isEmpty(); //проверяет, пуст ли стек

bool isFull(); //проверяет, заполнен ли стек

void Push(T elem); //позволяет «протолкнуть» элемент в начало стека

T Pop(); //позволяет удалить элемент из начала стека

};

template<typename T>

inline MyStack<T>::MyStack(int \_size)

{

if (\_size > 0)

{

size = \_size;

first = 0;

pMem = new T[size];

}

else

{

throw "Сбой в стеке инициализации";

}

}

template<typename T>

inline MyStack<T>::MyStack(const MyStack<T>& st)

{

if (st.pMem == nullptr)

{

pMem = nullptr;

size = 0;

first = 0;

}

else

{

size = st.size;

first = st.first;

pMem = new T[size];

for (int i = 0; i < size; i++)

{

pMem[i] = st.pMem[i];

}

}

}

template<typename T>

inline MyStack<T>::MyStack(MyStack<T>&& st)

{

size = st.size;

first = st.first;

pMem = st.pMem;

st.size = 0;

st.first = 0;

st.pMem = nullptr;

}

template<typename T>

inline MyStack<T>::~MyStack()

{

if (pMem != nullptr)

{

delete[] pMem;

pMem = nullptr;

}

size = 0;

first = 0;

}

template<typename T>

inline MyStack<T>& MyStack<T>::operator=(const MyStack<T>& st)

{

if (this == &st)

{

return \*this;

}

if (pMem != nullptr)

{

delete[] pMem;

}

if (st.pMem == nullptr)

{

pMem = nullptr;

size = 0;

first = 0;

}

else

{

size = st.size;

first = st.first;

pMem = new T[size];

for (int i = 0; i < size; i++)

{

pMem[i] = st.pMem[i];

}

}

return \*this;

}

template<typename T>

inline MyStack<T>& MyStack<T>::operator=(MyStack<T>&& st)

{

if (this == &st)

{

return \*this;

}

if (pMem != nullptr)

{

delete[] pMem;

}

pMem = st.pMem;

size = st.size;

first = st.first;

st.pMem = nullptr;

st.size = 0;

st.first = 0;

return \*this;

}

template<typename T>

inline bool MyStack<T>::operator==(const MyStack<T>& st) const

{

if (size != st.size || first != st.first)

{

return false;

}

for (int i = 0; i < size; i++)

{

if (pMem[i] != st.pMem[i])

{

return false;

}

}

return true;

}

template<typename T>

inline bool MyStack<T>::operator!=(const MyStack<T>& st) const

{

if (size != st.size || first != st.first)

{

return true;

}

for (int i = 0; i < size; i++)

{

if (pMem[i] != st.pMem[i])

{

return true;

}

}

return false;

}

template<typename T>

inline bool MyStack<T>::isEmpty()

{

if (first == 0)

{

return true;

}

else

{

return false;

}

}

template<typename T>

inline bool MyStack<T>::isFull()

{

if (size == first)

{

return true;

}

else

{

return false;

}

}

template<typename T>

inline void MyStack<T>::Push(T elem)

{

if (isFull())

{

throw "Полный стек сбоев";

}

pMem[first] = elem;

first += 1;

}

template<typename T>

inline T MyStack<T>::Pop()

{

if (isEmpty())

{

throw "Стек сбоев пуст";

}

first--;

return pMem[first];

}

Main:

#include <iostream>

#include "MyStack.h"

using namespace std;

int main()

{

setlocale(LC\_ALL, "Rus");

MyStack<int> a(10);

a.Push(1);

a.Push(2);

a.Push(3);

while (!a.isEmpty()) {

cout << a.Pop() << endl;

}

}

+ тесты (для стека и для постфикса)

MyPostf.h:

#pragma once

#define \_\_MyPostf\_h\_\_

#include <iostream>

#include <string>

#include <map>

#include <vector>

#include <iostream>

#include "MyStack.h"

#include <stdexcept>

#include <math.h>

#include <string>

#include <cstdlib>

using namespace std;

class MyPostfix

{

string infix; // объявление строки infix

vector<string> postfix; // объявление вектора строк postfix

static map<char, int> priority; // объявление статического ассоциативного контейнера priority с ключами типа char и значениями типа int

vector <string> lexems; // объявление вектора строк lexems

map<string, double> operands; // объявление ассоциативного контейнера operands с ключами типа string и значениями типа double

void ToPostfix(); // объявление метода ToPostfix() без возвращаемого значения

void Parse(); // объявление метода Parse() без возвращаемого значения //реализован метод для разбиения инфиксного выражения на лексемы

//реализованы методы для разбиения инфиксного выражения на лексемы

public:

MyPostfix();

MyPostfix(std::string infix); // объявление конструктора класса MyPostfix с параметром типа string

string GetInfix(); // объявление метода GetInfix() с возвращаемым значением типа string

vector<string> GetPostfix(); // объявление метода GetPostfix() с возвращаемым значением типа vector<string>

vector <string> GetOperands(); // объявление метода GetOperands() с возвращаемым значением типа vector<string>

double Calculate(const map<string, double>& values); // Ввод переменных, вычисление по постфиксной форме

};

MyPostfix::MyPostfix()

{

}

MyPostfix::MyPostfix(std::string infx) {

if (infx.empty())

throw "Stack is empty"; // стек пуст

infix = infx;

ToPostfix();

}

string MyPostfix::GetInfix() {

return infix;

}

vector<string> MyPostfix::GetPostfix() {

return postfix;

}

vector<string> MyPostfix::GetOperands() {

vector<string> op(operands.size());

size\_t i = 0;

for (const auto& item : operands) {

op[i++] = item.first;

}

return op;

}

//sin = s

//cos = c

//sqrt = q

void MyPostfix::Parse() { //реализован метод для разбиения инфиксного выражения на лексемы

string tmp = "";

for (char c : infix) {

if (c == 's' || c == 'c' || c == 'q' || c == '^' || c == '+' || c == '-' || c == '\*' || c == '/' || c == '(' || c == ')') {

if (!tmp.empty()) {

lexems.push\_back(tmp);

}

lexems.push\_back(string{ c });

tmp = "";

continue;

}

tmp += c;

}

if (!tmp.empty()) {

lexems.push\_back(tmp);

}

}

map<char, int>MyPostfix::priority = {

{'s', -1 },

{'c', -1 },

{'q', -1 },

{'(', 0 },

{')', 1 },

{'+', 2},

{ '-', 2 },

{ '\*', 3 },

{ '/', 3 },

{'^', 4 }

};

void MyPostfix::ToPostfix() {

Parse();

MyStack<string> st(100);

string stackItem;

for (auto& item : lexems) {

switch (item[0]) {

case '(':

st.Push(item);

break;

case ')':

stackItem = st.Pop();

while (stackItem != "(") {

postfix.push\_back(stackItem);

stackItem = st.Pop();

}

break;

case '+': case '-': case '\*': case '/':case 's':case 'c':case 'q':case '^':

while (!st.isEmpty()) {

stackItem = st.Pop();

if (priority[item[0]] <= priority[stackItem[0]]) {

postfix.push\_back(stackItem);

}

else {

st.Push(stackItem);

break;

}

}

st.Push(item);

break;

default:

operands.insert({ item, 0.0 });

postfix.push\_back(item);

break;

}

}

while (!st.isEmpty()) {

stackItem = st.Pop();

postfix.push\_back(stackItem);

}

}

double MyPostfix::Calculate(const map<string, double>& values) {

for (auto& val : values)

{

try

{

operands.at(val.first) = val.second;

}

catch (out\_of\_range& e) {}

}

MyStack<double> st(100);

double leftOperand, rightOperand;

for (const string& lexem : postfix)

{

const char c = lexem[0];

switch (c)

{

case 's':

rightOperand = st.Pop();

st.Push(sin(rightOperand));

break;

case 'c':

rightOperand = st.Pop();

st.Push(cos(rightOperand));

break;

case 'q':

rightOperand = st.Pop();

st.Push(sqrt(rightOperand));

break;

case '+':

rightOperand = st.Pop();

leftOperand = st.Pop();

st.Push(leftOperand + rightOperand);

break;

case '-':

rightOperand = st.Pop();

leftOperand = st.Pop();

st.Push(leftOperand - rightOperand);

break;

case '\*':

rightOperand = st.Pop();

leftOperand = st.Pop();

st.Push(leftOperand \* rightOperand);

break;

case '/':

rightOperand = st.Pop();

leftOperand = st.Pop();

st.Push(leftOperand / rightOperand);

break;

case '^':

rightOperand = st.Pop();

leftOperand = st.Pop();

st.Push(pow(rightOperand, leftOperand));

break;

default:

st.Push(operands[lexem]);

break;

}

}

return st.Pop();

}

Main:

#include <iostream>

#include <string>

#include "MyPostf.h"

#include <map>

#include <vector>

using namespace std;

int main()

{

setlocale(LC\_ALL, "Russian");

string expression;

cout << "Введите выражение без пробелов: ";

cin >> expression;

MyPostfix expr(expression);

cout << "Арифметическое выражение: " << expr.GetInfix() << endl;

const auto postfix = expr.GetPostfix();

for (const auto& lexem : postfix)

{

cout << lexem << ' ';

}

cout << endl;

//cout << "Постфиксная форма: " << expr.GetPostfix() << endl;

vector<string> operands = expr.GetOperands();

map<string, double> values;

double val;

for (const auto& op : operands)

{

try {

double val = stod(op);

values[op] = val;

}

catch (...) { // ловит любой тип

cout << "Введите значение " << op << ": ";

cin >> val;

values[op] = val;

}

}

cout << "Результат: " << expr.Calculate(values) << endl;

return 0;

}

MyForm.cpp:

#include "MyForm.h"

using namespace System;

using namespace System::Windows::Forms;

[STAThread]

void Main(cli::array<String^>^ args)

{

Application::EnableVisualStyles();

Application::SetCompatibleTextRenderingDefault(false);

Graph::MyForm form;

Application::Run(% form);

}

MyForm.h:

#pragma once

#include"../postflib/MyPostf.h"

#include<msclr\marshal\_cppstd.h>

#include<string>

namespace Graph {

using namespace System;

using namespace System::ComponentModel;

using namespace System::Collections;

using namespace System::Windows::Forms;

using namespace System::Data;

using namespace System::Drawing;

/// <summary>

/// Сводка для MyForm

/// </summary>

public ref class MyForm : public System::Windows::Forms::Form

{

public:

MyForm(void)

{

InitializeComponent();

//

//TODO: добавьте код конструктора

//

}

protected:

/// <summary>

/// Освободить все используемые ресурсы.

/// </summary>

~MyForm()

{

if (components)

{

delete components;

}

}

private: System::Windows::Forms::Button^ button1;

private: System::Windows::Forms::TextBox^ textBox1;

private: System::Windows::Forms::Label^ label1;

private: System::Windows::Forms::Label^ label2;

private: System::Windows::Forms::Label^ label3;

private: System::Windows::Forms::Label^ label4;

protected:

private:

/// <summary>

/// Обязательная переменная конструктора.

/// </summary>

System::ComponentModel::Container ^components;

#pragma region Windows Form Designer generated code

/// <summary>

/// Требуемый метод для поддержки конструктора — не изменяйте

/// содержимое этого метода с помощью редактора кода.

/// </summary>

void InitializeComponent(void)

{

this->button1 = (gcnew System::Windows::Forms::Button());

this->textBox1 = (gcnew System::Windows::Forms::TextBox());

this->label1 = (gcnew System::Windows::Forms::Label());

this->label2 = (gcnew System::Windows::Forms::Label());

this->label3 = (gcnew System::Windows::Forms::Label());

this->label4 = (gcnew System::Windows::Forms::Label());

this->SuspendLayout();

//

// button1

//

this->button1->Font = (gcnew System::Drawing::Font(L"Microsoft Sans Serif", 12, System::Drawing::FontStyle::Regular, System::Drawing::GraphicsUnit::Point,

static\_cast<System::Byte>(204)));

this->button1->Location = System::Drawing::Point(231, 40);

this->button1->Name = L"button1";

this->button1->Size = System::Drawing::Size(159, 52);

this->button1->TabIndex = 0;

this->button1->Text = L"Посчитать";

this->button1->UseVisualStyleBackColor = true;

this->button1->Click += gcnew System::EventHandler(this, &MyForm::button1\_Click);

//

// textBox1

//

this->textBox1->Font = (gcnew System::Drawing::Font(L"Microsoft Sans Serif", 12, System::Drawing::FontStyle::Regular, System::Drawing::GraphicsUnit::Point,

static\_cast<System::Byte>(204)));

this->textBox1->Location = System::Drawing::Point(17, 51);

this->textBox1->Name = L"textBox1";

this->textBox1->Size = System::Drawing::Size(198, 30);

this->textBox1->TabIndex = 1;

//

// label1

//

this->label1->AutoSize = true;

this->label1->Font = (gcnew System::Drawing::Font(L"Microsoft Sans Serif", 13.8F, System::Drawing::FontStyle::Regular, System::Drawing::GraphicsUnit::Point,

static\_cast<System::Byte>(204)));

this->label1->Location = System::Drawing::Point(96, 96);

this->label1->Name = L"label1";

this->label1->Size = System::Drawing::Size(19, 29);

this->label1->TabIndex = 2;

this->label1->Text = L":";

//

// label2

//

this->label2->AutoSize = true;

this->label2->Font = (gcnew System::Drawing::Font(L"Microsoft Sans Serif", 13.8F, System::Drawing::FontStyle::Regular, System::Drawing::GraphicsUnit::Point,

static\_cast<System::Byte>(204)));

this->label2->Location = System::Drawing::Point(236, 133);

this->label2->Name = L"label2";

this->label2->Size = System::Drawing::Size(19, 29);

this->label2->TabIndex = 3;

this->label2->Text = L":";

//

// label3

//

this->label3->AutoSize = true;

this->label3->Font = (gcnew System::Drawing::Font(L"Microsoft Sans Serif", 12, System::Drawing::FontStyle::Regular, System::Drawing::GraphicsUnit::Point,

static\_cast<System::Byte>(204)));

this->label3->Location = System::Drawing::Point(12, 99);

this->label3->Name = L"label3";

this->label3->Size = System::Drawing::Size(72, 25);

this->label3->TabIndex = 4;

this->label3->Text = L"Ответ";

//

// label4

//

this->label4->AutoSize = true;

this->label4->Font = (gcnew System::Drawing::Font(L"Microsoft Sans Serif", 12, System::Drawing::FontStyle::Regular, System::Drawing::GraphicsUnit::Point,

static\_cast<System::Byte>(204)));

this->label4->Location = System::Drawing::Point(12, 134);

this->label4->Name = L"label4";

this->label4->Size = System::Drawing::Size(209, 25);

this->label4->TabIndex = 5;

this->label4->Text = L"Постфиксная запись";

//

// MyForm

//

this->AutoScaleDimensions = System::Drawing::SizeF(8, 16);

this->AutoScaleMode = System::Windows::Forms::AutoScaleMode::Font;

this->ClientSize = System::Drawing::Size(730, 172);

this->Controls->Add(this->label4);

this->Controls->Add(this->label3);

this->Controls->Add(this->label2);

this->Controls->Add(this->label1);

this->Controls->Add(this->textBox1);

this->Controls->Add(this->button1);

this->Name = L"MyForm";

this->Text = L"MyForm";

this->ResumeLayout(false);

this->PerformLayout();

}

#pragma endregion

private: System::Void button1\_Click(System::Object^ sender, System::EventArgs^ e) {

//стандартная строка

std::string infix;

//конвертация строки String^ в std::string

infix = msclr::interop::marshal\_as<std::string>(textBox1->Text);

MyPostfix temp(infix);

auto a = temp.GetPostfix();

string t;

for (auto b : a) {

t += b + " ";

}

label2->Text= msclr::interop::marshal\_as<String^>(t);

vector<string> operands = temp.GetOperands();

map<string, double> values;

double val;

for (const auto& op : operands)

{

try {

double val = stod(op);

values[op] = val;

}

catch (...) { // ловит любой тип

cout << "Введите значение " << op << ": ";

cin >> val;

values[op] = val;

}

}

//вычисление и вывод на форму

label1->Text = Convert::ToString(temp.Calculate(values));

}

};

}