**Красно-чёрное дерево** (англ. *Red-black tree*, *RB-Tree*) — один из видов самобалансирующихся двоичных деревьев поиска, гарантирующих логарифмический рост высоты дерева от числа узлов и позволяющее быстро выполнять основные операции дерева поиска: добавление, удаление и поиск узла. Сбалансированность достигается за счёт введения дополнительного атрибута узла дерева — «цвета». Этот атрибут может принимать одно из двух возможных значений — «чёрный» или «красный».

Изобретателем красно-чёрного дерева считают немца Рудольфа Байера. Название «красно-чёрное дерево» структура данных получила в статье Л. Гимбаса и Р. Седжвика (1978). По словам Гимбаса, они использовали ручки двух цветов. По словам Седжвика, красный цвет лучше всех смотрелся на лазерном принтере.

Красно-чёрное дерево используется для организации сравнимых данных, таких как фрагменты текста или числа. Листовые узлы красно-чёрных деревьев не содержат данных, благодаря чему не требуют выделения памяти — достаточно записать в узле-предке в качестве указателя на потомка нулевой указатель. Однако, в некоторых реализациях для упрощения алгоритма могут использоваться явные листовые узлы.

![](data:image/png;base64,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)

**Принцип устройства**

**Красно-чёрное дерево — двоичное дерево поиска, в котором каждый узел имеет атрибут *цвета*. При этом:**

* **Узел может быть либо красным, либо чёрным и имеет двух потомков;**
* **Корень — как правило чёрный. Это правило слабо влияет на работоспособность модели, так как цвет корня всегда можно изменить с красного на чёрный;**
* **Все листья — чёрные и не содержат данных.**
* **Оба потомка каждого красного узла — чёрные.**
* **Любой простой путь от узла-предка до листового узла-потомка содержит одинаковое число чёрных узлов.**

**Благодаря этим ограничениям, путь от корня до самого дальнего листа не более чем вдвое длиннее, чем до самого ближнего и дерево примерно сбалансировано. Операции вставки, удаления и поиска требуют в худшем случае времени, пропорционального длине дерева, что позволяет красно-чёрным деревьям быть более эффективными в худшем случае, чем обычные двоичные деревья поиска.**

**Чтобы понять, как это работает, достаточно рассмотреть эффект свойств 4 и 5 вместе. Пусть для красно-чёрного дерева T число чёрных узлов от корня до листа равно B. Тогда кратчайший возможный путь до любого листа содержит B узлов и все они чёрные. Более длинный возможный путь может быть построен путём включения красных узлов. Однако, благодаря п.4 в дереве не может быть двух красных узлов подряд, а согласно пп. 2 и 3, путь начинается и кончается чёрным узлом. Поэтому самый длинный возможный путь состоит из 2B-1 узлов, попеременно красных и чёрных.**

**Если разрешить нелистовому узлу иметь меньше двух потомков, а листовым — содержать данные, дерево сохраняет основные свойства, но алгоритмы работы с ним усложнятся. Поэтому в статье рассматриваются только «фиктивные листовые узлы», которые не содержат данных и просто служат для указания, где дерево заканчивается. Эти узлы могут быть опущены в некоторых иллюстрациях. Из п.5, также следует, что потомками красного узла могут быть либо два чёрных промежуточных узла, либо два чёрных листа, а с учётом п.3 и 4 — что если у чёрного узла один из потомков — листовой узел, то вторым должен быть либо тоже листовой, либо вышеописанная конструкция из одного красного и двух листовых.**

**Также в литературе встречается трактовка, в которой в красный/чёрный цвета раскрашивают не сами узлы, а ведущие к ним рёбра — но это не имеет большого значения для понимания принципа его работы.**

Вставка

Новый узел в красно-чёрное дерево добавляется на место одного из листьев, окрашивается в красный цвет и к нему прикрепляется два листа (так как листья являются абстракцией, не содержащей данных, их добавление не требует дополнительной операции). Что происходит дальше, зависит от цвета близлежащих узлов. Заметим, что:

* Свойство 3 (Все листья чёрные) выполняется всегда.
* Свойство 4 (Оба потомка любого красного узла — чёрные) может нарушиться только при добавлении красного узла, при перекрашивании чёрного узла в красный или при повороте.
* Свойство 5 (Все пути от любого узла до листовых узлов содержат одинаковое число чёрных узлов) может нарушиться только при добавлении чёрного узла, перекрашивании красного узла в чёрный (или наоборот), или при повороте.

*Примечание*: Буквой **N** будем обозначать текущий узел (окрашенный красным). Сначала это новый узел, который вставляется, но эта процедура может применяться рекурсивно к другим узлам (смотрите случай 3). **P** будем обозначать предка **N**, через **G** обозначим дедушку **N**, а **U** будем обозначать дядю (узел, имеющий общего родителя с узлом **P**). Отметим, что в некоторых случаях роли узлов могут меняться, но, в любом случае, каждое обозначение будет представлять тот же узел, что и в начале. Любой цвет, изображенный на рисунке, либо предполагается в данном случае, либо получается из других соображений.

* **Случай 1:** Текущий узел **N** в корне дерева. В этом случае, он перекрашивается в чёрный цвет, чтобы оставить верным Свойство 2 (Корень — чёрный). Так как это действие добавляет один чёрный узел в каждый путь, Свойство 5 (Все пути от любого данного узла до листовых узлов содержат одинаковое число чёрных узлов) не нарушается.
* **Случай 2:** Предок **P** текущего узла чёрный, то есть Свойство 4 (Оба потомка каждого красного узла — чёрные) не нарушается. В этом случае дерево остаётся корректным. Свойство 5 (Все пути от любого данного узла до листовых узлов содержат одинаковое число чёрных узлов) не нарушается, потому что текущий узел **N** имеет двух чёрных листовых потомков, но так как **N** является красным, путь до каждого из этих потомков содержит такое же число чёрных узлов, что и путь до чёрного листа, который был заменен текущим узлом, так что свойство остается верным.
* **Случай 3:** Если и родитель **P,** и дядя **U** — красные, то они оба могут быть перекрашены в чёрный, и дедушка **G** станет красным (для сохранения свойства 5 (Все пути от любого данного узла до листовых узлов содержат одинаковое число чёрных узлов)). Теперь у текущего красного узла **N** чёрный родитель. Так как любой путь через родителя или дядю должен проходить через дедушку, число чёрных узлов в этих путях не изменится. Однако, дедушка **G** теперь может нарушить свойства 2 (Корень — чёрный) или 4 (Оба потомка каждого красного узла — чёрные) (свойство 4 может быть нарушено, так как родитель **G** может быть красным). Чтобы это исправить, вся процедура рекурсивно выполняется на **G** из случая 1.
* **Случай 4:** Родитель **P** является красным, но дядя **U** — чёрный. Также, текущий узел **N** — правый потомок **P**, а **P** в свою очередь — левый потомок своего предка **G**. В этом случае может быть произведен поворот дерева, который меняет роли текущего узла **N** и его предка **P**. Тогда, для бывшего родительского узла **P** в обновленной структуре используем случай 5, потому что Свойство 4 (Оба потомка любого красного узла — чёрные) все ещё нарушено. Вращение приводит к тому, что некоторые пути (в поддереве, обозначенном «1» на схеме) проходят через узел **N**, чего не было до этого. Это также приводит к тому, что некоторые пути (в поддереве, обозначенном «3») не проходят через узел **P**. Однако, оба эти узла являются красными, так что Свойство 5 (Все пути от любого данного узла до листовых узлов содержат одинаковое число чёрных узлов) не нарушается при вращении. Однако Свойство 4 всё ещё нарушается, но теперь задача сводится к Случаю 5.
* **Случай 5:** Родитель **P** является красным, но дядя **U** — чёрный, текущий узел **N** — левый потомок **P** и **P** — левый потомок **G**. В этом случае выполняется поворот дерева на **G**. В результате получается дерево, в котором бывший родитель **P** теперь является родителем и текущего узла **N** и бывшего дедушки **G**. Известно, что **G** — чёрный, так как его бывший потомок **P** не мог бы в противном случае быть красным (без нарушения Свойства 4). Тогда цвета **P** и **G** меняются и в результате дерево удовлетворяет Свойству 4 (Оба потомка любого красного узла — чёрные). Свойство 5 (Все пути от любого данного узла до листовых узлов содержат одинаковое число чёрных узлов) также остается верным, так как все пути, которые проходят через любой из этих трех узлов, ранее проходили через **G**, поэтому теперь они все проходят через **P**. В каждом случае, из этих трёх узлов только один окрашен в чёрный.

Удаление

При удалении узла с двумя нелистовыми потомками в обычном двоичном дереве поиска мы ищем либо наибольший элемент в его левом поддереве, либо наименьший элемент в его правом поддереве и перемещаем его значение в удаляемый узел. Затем мы удаляем узел, из которого копировали значение. Копирование значения из одного узла в другой не нарушает свойств красно-чёрного дерева, так как структура дерева и цвета узлов не изменяются. Стоит заметить, что новый удаляемый узел не может иметь сразу два дочерних нелистовых узла, так как в противном случае он не будет являться наибольшим/наименьшим элементом. Таким образом, получается, что случай удаления узла, имеющего два нелистовых потомка, сводится к случаю удаления узла, содержащего как максимум один дочерний нелистовой узел. Поэтому дальнейшее описание будет исходить из предположения существования у удаляемого узла не более одного нелистового потомка.

Будем использовать обозначение **M** для удаляемого узла; через **C** обозначим потомка **M**, который также будем называть просто «его потомок». Если **M** имеет нелистового потомка, возьмем его за **C**. В противном случае за **C** возьмем любой из листовых потомков.

Если **M** является красным узлом, заменим его своим потомком **C**, который по определению должен быть чёрным. (Это может произойти только тогда, когда **M** имеет двух листовых потомков, потому что если красный узел **M** имеет чёрного нелистового потомка с одной стороны, а с другой стороны — листового, то число чёрных узлов на обеих сторонах будет различным, таким образом дерево станет недействительным красно-чёрным деревом из-за нарушения Свойства 5.) Все пути через удаляемый узел просто будут содержать на один красный узел меньше, предок и потомок удаляемого узла должны быть чёрными, так что Свойство 3 («Все листья — чёрные») и Свойство 4 («Оба потомка красного узла — чёрные») все ещё сохраняется.

Другим простым является случай, когда **M** — чёрный и **C** — красный. Простое удаление чёрного узла нарушит Свойство 4 («Оба потомка красного узла — чёрные») и Свойство 5 («Всякий простой путь от данного узла до любого листового узла, содержит одинаковое число чёрных узлов»), но если мы перекрасим **С** в чёрный, оба эти свойства сохранятся.

Сложным является случай, когда и **M** и **C** — чёрные. (Это может произойти только тогда, когда удаляется чёрный узел, который имеет два листовых потомка, потому что если чёрный узел **M** имеет чёрного нелистового потомка с одной стороны, а с другой — листового, то число чёрных узлов на обеих сторонах будет различным и дерево станет недействительным красно-чёрным деревом из-за нарушения Свойства 5.) Мы начнём с замены узла **M** своим потомком **C**. Будем называть этого потомка (в своем новом положении) **N**, а его «брата» (другого потомка его нового предка) — **S**. (До этого **S** был «братом» **M**.) На рисунках ниже мы также будем использовать обозначение **P** для нового предка **N** (старого предка **M**), **SL** для левого потомка **S** и **SR** для правого потомка **S** (**S** не может быть листовым узлом, так как если **N** по нашему предположению является чёрным, то поддерево **P**, которое содержит **N**, чёрной высоты два и поэтому другое поддерево **P**, которое содержит **S** должно быть также чёрной высоты два, что не может быть в случае, когда **S** — лист).

Если **N** и его текущий отец чёрные, тогда удаление отца приведет к тому, что пути, которые проходят через **N** будут иметь на один чёрный узел меньше, чем пути, которые не проходят через него. Так как это нарушает свойство 5 (все пути из любого узла к его листовым узлам содержат одинаковое количество чёрных узлов), дерево должно быть перебалансировано. Есть несколько случаев для рассмотрения:

**Случай 1:** **N** — новый корень. В этом случае, все сделано. Мы удалили один чёрный узел из каждого пути и новый корень является чёрным узлом, так что свойства сохранены.

**Случай 2:** **S** — красный. В этом случае мы меняем цвета **P** и **S**, и затем делаем вращение влево вокруг **P**, ставя **S** дедушкой **N**. Нужно заметить, что **P** должен быть чёрным, если он имеет красного потомка. Результирующее поддерево всё равно имеет черных узлов на единицу меньше, поэтому на этом мы ещё не закончили. Теперь **N** имеет чёрного брата и красного отца, поэтому мы можем перейти к шагу 4, 5 или 6. (Его новый брат является чёрным потому, что он был потомком красного **S**.)Далее через **S** будет обозначен новый брат **N**.

**Случай 3:** **P**, **S**, и дети **S'** — чёрные. В этом случае мы просто перекрашиваем **S** в красный. В результате все пути, проходящие через **S**, но не проходящие через **N**, имеют на один чёрный узел меньше. Так как удаление отца **N** приводит к тому, что все пути, проходящие через **N**, содержат на один чёрный узел меньше, то такие действия выравнивают баланс. Тем не менее, все проходящие через **P** пути теперь содержат на один чёрный узел меньше, чем пути, которые через **P** не проходят, поэтому свойство 5 (все пути из любой вершины к её листовым узлам содержат одинаковое количество чёрных узлов) все ещё нарушено. Чтобы это исправить, мы применяем процедуру перебалансировки к **P**, начиная со случая 1.

**Случай 4:** **S** и его дети — чёрные, но **P** — красный. В этом случае мы просто меняем цвета **S** и **P**. Это не влияет на количество чёрных узлов на путях, проходящих через **S**, но добавит один к числу чёрных узлов на путях, проходящих через **N**, восстанавливая тем самым влияние удаленного чёрного узла.

**Случай 5:** **S** — чёрный, левый потомок **S** — красный, правый потомок **S** — чёрный, и **N** является левым потомков своего отца. В этом случае мы вращаем дерево вправо вокруг **S**. Таким образом левый потомок **S** становится его отцом и новым братом **N**. После этого мы меняем цвета у **S** и его нового отца. Все пути по прежнему содержат одинаковое количество чёрных узлов, но теперь у **N** есть чёрный брат с красным правым потомком, и мы переходим к случаю 6. Ни **N**, ни его отец не влияют на эту трансформацию. (Для случая 6 мы обозначим через **S** нового брата **N**.)

**Случай 6:** **S** — чёрный, правый потомок **S** — красный, и **N** является левым потомком своего отца **P**. В этом случае мы вращаем дерево влево вокруг **P**, после чего **S** становится отцом **P** и своего правого потомка. Далее мы меняем местами цвета у **P** и **S** (**P** принимает цвет **S**, **S** принимает цвет **P**), и делаем правого потомка **S** чёрным. Поддерево по прежнему имеет тот же цвет корня, поэтому свойства 4 (Оба потомка каждого красного узла — чёрные) и 5 (все пути из любой вершины к её листовым узлам содержат одинаковое количество чёрных узлов) не нарушаются. Тем не менее, у **N** теперь появился дополнительный чёрный предок: либо **P** стал чёрным, или он был чёрным и **S** был добавлен в качестве чёрного дедушки. Таким образом, проходящие через **N** пути проходят через один дополнительный чёрный узел.

Между тем, если путь не проходит через **N**, то есть 2 возможных варианта:

* Он проходит через нового брата **N**. Тогда, он должен проходить через **S** и **P**, которые просто поменяли цвета и места. Поэтому путь содержит то же количество чёрных узлов.
* Он проходит через нового дядю **N**, правого потомка **S**. Когда-то он проходил через **S**, отца **S** и правого потомка **S** (который был красным), но теперь он проходит только через **S**, который принял на себя цвет своего прежнего родителя, и правого потомка **S**, который был перекрашен из красного в чёрный (Предполагаем, что цвет **S**: чёрный). Эффект заключается в том, что этот путь проходит через такое же количество чёрных узлов.

В любом случае, число чёрных узлов на этих путях не изменится. Поэтому, мы восстановили свойства 4 (Оба потомка каждого красного узла — чёрные) и 5 (все пути из любой вершины к её листовым узлам содержат одинаковое количество чёрных узлов). Белый узел на диаграмме может быть как красным так и чёрным, но должен указывать на тот же цвет как в начале, так и в конце трансформации.

Время работы

Красно-чёрное дерево с N ключами имеет высоту h = O(log N)

Рассмотрим красно-чёрное дерево с высотой h. Так как у красной вершины чёрные дети (по свойству 3) количество красных вершин не больше h2h2. Тогда чёрных вершин не меньше, чем h2−1h2−1.

Т.к в красно-чёрном дереве с чёрной высотой hb количество внутренних вершин не менее , для количества внутренних вершин в дереве N выполняется неравенство:

Прологарифмировав неравенство, имеем:

log(N+1)⩾h/2

2log(N+1)⩾h

h⩽2log(N+1)

Вывод, использование, плюсы и минусы

Красно-чёрные деревья являются одними из наиболее активно используемых на практике самобалансирующихся деревьев поиска. В частности, контейнеры set и map в большинстве реализаций библиотеки STL языка C++, класс TreeMap языка Java, так же, как и многие другие реализации ассоциативного массива в различных библиотеках, основаны на красно-чёрных деревьях.

Красно-чёрные деревья более популярны, чем идеально сбалансированные деревья, т.к. в последних может тратиться слишком много ресурсов на операции удаления из дерева и поддержание необходимой сбалансированности. После вставки или удаления требуется операция перекраски, требующая (O(log *n*) или O(1)) смен цветов (что на практике довольно быстро) и не более чем трёх поворотов дерева (для вставки — не более двух).

Хотя вставка и удаление сложны, их трудоёмкость остается O(log *n*)
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Код программы и все входные данные – в репозитории: https://github.com/LoDi-bot/ITIS-AiSD-c/tree/main/semestrovaya1