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**Цель работы:** научиться работать с очередью и смоделировать ее обработку.

**Условие задачи:** Система массового обслуживания состоит из обслуживающего аппарата (ОА) и очереди заявок.

![](data:image/png;base64,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)

Заявки поступают в "хвост" очереди по случайному закону с интервалом времени Т1, равномерно распределенным от 0 до 6 единиц времени (е.в.). В ОА они поступают из "головы" очереди по одной и обслуживаются также равновероятно за время Т2 от 0 до 1 е.в., Каждая заявка после ОА с вероятностью Р=0.8 вновь поступает в "хвост" очереди, совершая новый цикл обслуживания, а с вероятностью 1-Р покидает систему (все времена – вещественного типа). В начале процесса в системе заявок нет. Смоделировать процесс обслуживания до ухода из системы первых 1000 заявок. Выдавать после обслуживания каждых 100 заявок информацию о текущей и средней длине очереди. В конце процесса выдать общее время моделирования и количество вошедших в систему и вышедших из нее заявок, среднее время пребывания заявки в очереди, время простоя аппарата, количество срабатываний ОА. Обеспечить по требованию пользователя выдачу на экран адресов элементов очереди при удалении и добавлении элементов. Проследить, возникает ли при этом фрагментация памяти.

**Входные данные:** номер команды из меню, терминальный ввод.

Команды:

1. Моделирование на основе массива
2. Моделирование на основе списка
3. Сравнение списка и массива
4. Сравнение операций
5. Выйти

**Выходные данные:**

- время моделирования

- погрешности

- сравнение списка и массива

**Аварийные ситуации:**

- ввод неправильной команды

**Описание СД:**

1. Для хранения элемента очереди-списка было выбрано следующее представление:

typedef struct queue\_cell queue\_cell;

struct queue\_cell

{

int a;

queue\_cell \*prev;

};

*Листинг 1. Представление элемента очереди-списка.*

1. Для хранения очереди-списка было выбрано следующее представление:

typedef struct

{

queue\_cell \*head;

queue\_cell \*tail;

int len;

int in\_num;

int out\_num;

int max\_len;

} queue\_list;

*Листинг 2. Представление очереди-списка.*

1. Для хранения очереди-массива было выбрало следующее представление:

#define QUEUE\_SIZE 1000

typedef struct

{

int arr[QUEUE\_SIZE];

int head;

int tail;

int len;

int in\_num;

int out\_num;

} queue\_arr;

*Листинг 3. Представление очереди-массива.*

**Алгоритмы:**

**Удаление:** чтобы удалить элемент из очереди, нужно освободить память из-под элемента, на который указывает указатель на голову очереди, а указатель на голову очереди переместить на элемент, на который указывал освобожденный элемент. Необходима проверка на пустоту очереди.

**Добавление:** чтобы добавить элемент в конец очереди, нужно создать новый элемент списка, указатель этого элемента поставить на текущий хвост очереди, а указатель на хвост очереди переместить на только что созданный элемент.

**Функции:**

bool arr\_is\_empty(queue\_arr \*a) – проверка очереди-массива на пустоту

bool arr\_is\_full(queue\_arr \*a) – проверка очереди-массива на переполнение

bool push\_arr\_new(queue\_arr \*a) – добавление в очередь-массив нового элемента

void push\_arr\_old(queue\_arr \*a) – добавление последнего элемента очереди-массива в начало

void pop\_arr(queue\_arr \*a) – удаление элемента из очереди-массива

void print\_arr\_addresses(queue\_arr \*a) – вывод адресов очереди-массива

void simulate\_arr(data \*data, int code, bool flag) – моделирование очереди-массива

void simulate\_arr\_and\_print() – моделирование очереди-массива и вывод времени и погрешностей

void print\_menu() – вывод меню

double gen\_time(int start, int end) – генерирование время из промежутка

void compare() – сравнить очередь-массив и очередь-список

bool list\_is\_empty(queue\_list \*a) – проверка очереди-списка на пустоту

bool list\_is\_full(queue\_list \*a) – проверка очереди-списка на переполнение

bool push\_list\_new(queue\_list \*a) – добавление в очередь-список нового элемента

void push\_list\_old(queue\_list \*a) – добавление в начало очереди-списка элемента с конца списка

void pop\_list(queue\_list \*a) – удаление элемента очереди-списка

void free\_list(queue\_list \*a) – очищение очереди-списка

void print\_list\_addresses(queue\_list \*a) – вывод адреса очереди-списка

void simulate\_list(data \*data, int code, bool flag) – моделирование очереди-списка

void simulate\_list\_and\_print() – моделирование очереди-списка и вывод времени и погрешностей

**Тестовые данные:**

|  |  |  |
| --- | --- | --- |
| **Описание** | **Вход** | **Выход** |
| Некорректная команда | А, -1, 15 | Некорректная команда |
| Моделирование очереди-списка | - | Время и погрешности |
| Моделирование очереди-массива | - | Время и погрешности |
| Сравнение алгоритмов | - | Объем памяти и время |

**Сравнение эффективности:**

Рассмотрим время моделирования.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **T1, е.в.** | **Т2, е.в.** | **Время работы модели для очереди-списка, мкс** | **Время работы модели для очереди-массива, мкс** | **Процент эффективности массива** |
| **0..6** | **0..1** | 187 | 162 | 15.4% |
| **0..6** | **0..2** | 193 | 168 | 14.9% |
| **0..4** | **0..1** | 169 | 144 | 17.3% |
| **0..6** | **0..6** | 345 | Переполнение | - |
| **0..1** | **0..12** | 2604 | Переполнение | - |

Реализация через очередь-список в среднем медленнее на 16% из-за того, что для каждого элемента списка нужно выделять или освобождать память, а для массива достаточно переместить указатель на хвост или голову.

Рассмотрим затрачиваемую память при моделировании.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **T1, е.в.** | **Т2, е.в.** | **Память для очереди-списка, байты** | **Память для очереди-массива, байты** | **Процент эффективности массива** |
| **0..6** | **0..1** | 256 | 4020 | -93.6% |
| **0..6** | **0..2** | 11576 | 4020 | 188% |
| **0..4** | **0..1** | 4176 | 4020 | 3.9% |
| **0..6** | **0..6** | 64784 | 4020 | - |
| **0..1** | **0..12** | 974752 | 4020 | - |

Размер затрачиваемой памяти напрямую связан со временем прихода заявок и временем их обработки. Чем дольше время прихода и быстрее время обработки заявки, тем меньше длина очереди, поэтому список выигрывает по памяти статический массив.

Для списка на 1000 элементов:

|  |  |  |  |
| --- | --- | --- | --- |
|  | **Добавление, тики** | **Удаление, тики** | **Память, байты** |
| **FIFO** | 42 | 48 | 24020 |
| **LIFO** | 40 | 52 | 24008 |

Для массива на 1000 элементов:

|  |  |  |  |
| --- | --- | --- | --- |
|  | **Добавление, тики** | **Удаление, тики** | **Память, байты** |
| **FIFO** | 24 | 14 | 4020 |
| **LIFO** | 22 | 12 | 4008 |

Очередь и стек работают примерно за одинаковое время и затрачивают примерно одинаковое количество памяти.

Эффективнее использовать стек и очередь через массив, так как не нужно выделять динамически память под новый элемент и не нужно переприсваивать указатели на элементы. Использовать список нужно тогда, когда количество элементов неизвестно или невозможно выделить один большой блок памяти под массив.

**Вывод:** очередь и стек, реализованные с помощью массива работают быстрее, чем реализованные на списке. А размер затрачиваемой памяти зависит от времени прихода заявок и времени их обработки в системе.

При удалении массив быстрее списка примерно в 4 раза, а при добавлении примерно в 2 раза. При реализации с помощью списка нужно следить за фрагментацией памяти.

**Ответы на вопросы:**

1. **Что такое FIFO и LIFO?**

FIFO – очередь, структура данных, для которой выполняется правило First In First Out, добавление с одной стороны, удаление – с другой. LIFO – стек, структура данных, для которой выполняется правило Last In First Out, удаление и добавление с одной стороны.

1. **Каким образом, и какой объем памяти выделяется под хранение очереди при различной ее реализации?**

При реализации массивом объем памяти: (размер массива) \* sizeof(элемента). Если массив статический, то память выделяется на стеке, а если динамический – в куче.

При реализации списком: (количество элементов) \* (sizeof(элемент) + sizeof(указатель)). Память выделяется в куче для каждого элемента отдельно.

1. **Каким образом освобождается память при удалении элемента из очереди при ее различной реализации?**

При использовании массива память не освобождается, сдвигается указатель на конечный элемент.

При использовании списка освобождается память из-под удаляемого элемента.

1. **Что происходит с элементами очереди при ее просмотре?**

Рассматриваемый элемент удаляется из очереди.

1. **От чего зависит эффективность физической реализации очереди?**

Эффективность реализации очереди зависит от способа реализации: на массива или на списке. Если можно выделить один большой кусок памяти, то эффективнее массив, иначе список.

1. **Каковы достоинства и недостатки различных реализаций очереди в зависимости от выполняемых над ней операций?**

Достоинства массива: скорость. Недостатки: ограниченность размера.

Достоинства списка: память ограничена размером оперативной памяти. Недостатки: низкая скорость.

1. **Что такое фрагментация памяти, и в какой части ОП она возникает?**

Фрагментация памяти – разбиение памяти на куски, которые лежат не рядом друг с другом. Происходит в виртуальной памяти.

1. **Для чего нужен алгоритм «близнецов».**

Данный алгоритм снижает фрагментацию памяти и ускоряет поиск блоков.

1. **Какие дисциплины выделения памяти вы знаете?**

Наиболее подходящий блок – наименьший по объему, удовлетворяющий запросу.

Первый подходящий – первый блок, удовлетворяющий запросу.

1. **На что необходимо обратить внимание при тестировании программы?**

Для списка: на корректное освобождение памяти и на фрагментацию памяти.

Для массива: на переполнение.

1. **Каким образом физически выделяется и освобождается память при динамических запросах?**

При выделении резервируются блоки памяти под определенный данные. При освобождении памяти эти блоки перестают быть зарезервированными и происходит уплотнение памяти.