浙江大学2013–2014学年春夏学期

《面向对象程序设计》课程期末考试试卷

课程号： \_\_\_\_\_\_\_\_\_\_，开课学院：\_\_\_\_\_\_\_\_\_\_\_

考试试卷：A卷√、B卷（请在选定项上打√）

考试形式：闭√、开卷（请在选定项上打√），允许带\_\_\_\_\_\_\_\_\_\_\_入场

考试日期： 2014 年 06 月 26 日,考试时间： 120 分钟

诚信考试，沉着应考，杜绝违纪。

考生姓名： 学号： 所属院系： \_

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 题序 | 一 | 二 | 三 | 四 | 五 | 六 | 七 | 八 | 总 分 |
| 得分 |  |  |  |  |  |  |  |  |  |
| 评卷人 |  |  |  |  |  |  |  |  |  |

1. Write the output of the code below（30%）

（每题3分，主要部分对的酌情扣1-2分）

1）

class A{

public:

A& opeator=(const A& r)

{

cout << "In A::operator=().";

}

};

class B{

public:

B& opeator=(const B& r)

{

cout << "In B::operator=().";

}

};

class C{

private:

A a;

B b;

int c;

public:

};

void main()

{

C m,n;

m = n;

}

答案:

In A::operator=().

In B::operator=().

2）

#include <iostream>

using namespace std;

class counter{

private:

int value;

public:

counter():value(0)

{}

counter& operator++();

int operator++(int);

void reset()

{

value = 0;

}

operator int() const

{

return value;

}

};

counter& counter::operator++()

{

if (5 == value)

value = 0;

else

value += 1;

return \*this;

}

int counter::operator++(int)

{

int t = value;

if (5 == value)

value = 0;

else

value += 1;

return t;

}

void main()

{

counter a;

while (++a)

cout << "\*\*\*\*\*\n";

cout << 0+a << endl;

while (a++)

cout << "\*\*\*\*\*\n";

cout << 0+a << endl;

}

答案:

\*\*\*\*\*

\*\*\*\*\*

\*\*\*\*\*

\*\*\*\*\*

\*\*\*\*\*

0

1

counter& counter::operator++() 是前置递增运算符。递增操作前使用该对象。

int counter::operator++(int) 是后置递增运算符。在递增操作后使用该对象,但返回对象在递增前的状态。

3）

class Obj {

char c;

public:

Obj(char cc){

c = cc;

cout << "Obj::Obj(char cc) for " << c << endl;

}

~Obj() {

cout << "Obj::~Obj() for " << c << endl;

}

};

void f() { static Obj b('b'); }

void g() { Obj c('c'); }

Obj a('a');

int main()

{

cout << "inside main()" << endl;

f();

g();

f();

g();

cout << "leaving main()" << endl;

return 0;

}

答案:

Obj::Obj(char cc) for a

inside main()

Obj::Obj(char cc) for b

Obj::Obj(char cc) for c

Obj::~Obj() for c

Obj::Obj(char cc) for c

Obj::~Obj() for c

leaving main()

Obj::~Obj() for b

Obj::~Obj() for a

4）

template <class T>

void print(const T &val){ cout << val; }

template <>

void print(const double &f\_val){ cout << (int)f\_val << endl ;}

void main()

{

print("Today's temperature: ");

print(26.3);

}

答案:

Today's temperature: 26

定义了一个print模板函数,可以打印任何类型的值。但对double类型进行了显式特化,打印double值时不再直接输出double值,而是强制转换为int类型后输出。

5）

int f(int a)

{

return ++a;

}

int g(int& a)

{

return ++a;

}

void main()

{

int m = 0, n = 0;

m += f(g(m));

n += f(f(n));

cout << "m=" << m << endl;

cout << "n=" << n << endl;

}

答案:

m=3

n=2

6）

template <typename T> //template <class T>

class FF{

T a1,a2,a3;

public:

FF(T b1, T b2, T b3):a1(b1),a2(b2),a3(b3)

{}

T Sum() const

{

return a1 + a2 + a3;

}

};

void main()

{

FF<int> x(2,3,4),y(-2,-3,-4);

cout << x.Sum() << "\t" << y.Sum() << endl;

}

答案:

9 -9

7）

class A{

public:

A() { cout << "A::A() called.\n"; }

virtual ~A() { cout << "A::~A() called.\n"; }

};

class B:public A

{

public:

B(int i)

{

cout << "B::B() called.\n";

buf = new char[i];

}

virtual ~B()

{

delete[] buf;

cout << "B::~B() called.\n";

}

private:

char \*buf;

};

void fun(A\* p)

{

delete p;

}

void main()

{

A \*p = new B(15);

fun(p);

}

答案:

A::A() called.

B::B() called.

B::~B() called.

A::~A() called.

A析构函数为虚函数在delete时会根据实际对象类型来选择调用相应析构。如果不是虚函数, 在delete时会调用A的析构函数来销毁对象（见第8题）, 而A析构不知道B对象还有额外的buf成员。B继承自A,仅调用A析构函数会导致B部分资源无法释放。

8）

class A

{

public:

A() { cout << "A( )" << endl;}

~A() {cout << "~A()" << endl;}

};

class B : public A

{

public:

B() { cout << "B( )" << endl;}

~B() {cout << "~B()" << endl;}

};

void main()

{

A \*ap = new B[2];

delete ap;

}

答案:

A( )

B( )

A( )

B( )

~A()

class A

{

public:

virtual ~A(){}

};

class B : public A

{

};

void main()

{

B \*bp;

B b;

A a1;

A &a2 = b;

try{

bp = dynamic\_cast<B \*>(&a1);

if (bp)

cout << "Dynamic\_cast (1) OK!"<<endl;

else

cout << "Dynamic\_cast (1) Fail!"<<endl;

bp = dynamic\_cast<B \*>(&a2);

if (bp)

cout << "Dynamic\_cast (2) OK!"<<endl;

else

cout << "Dynamic\_cast (2) Fail!"<<endl;

B &b1 = dynamic\_cast<B &>(a1);

cout << "Dynamic\_cast (3) OK!" <<endl;

}

catch(...){

cout << "Dynamic\_cast (3) Fail!"<<endl;

}

}

答案:

Dynamic\_cast (1) Fail!

Dynamic\_cast (2) OK!

Dynamic\_cast (3) Fail!

dynamic\_cast针对指针和引用采取了不同的处理机制:

指针转换失败则返回nullptr

引用转换失败则抛出异常

10)

class A

{

public:

A(){cout << "A()" << endl;}

A(const A&){cout << "A(const A&)"<<endl;}

~A(){cout << "~A()" << endl;}

A &operator =(const A&){

cout << "operator="<<endl;

return \*this;

}

};

void main()

{

A a1,a2;

a2 = a1;

A a3 = a1;

}

答案：

A()

A()

operator=

A(const A&)

~A()

~A()

~A()

2. Please correct the following programs（point out the errors and correct them）(15%) （每题3分）

1)

#include <iostream.h>

class A

{

int m;

static int k;

public:

A():m(1111){}

static int GetM()const{

return m;

}

static int GetK()const{

return k;

}

};

int A::k = 555;

void main()

{

A a;

cout << a.GetM()<<endl;

cout << a.GetK()<<endl;

}

答案：

class A

{

int m;

static int k;

public:

A():m(1111){}

~~static~~ int GetM()const{ //去掉static

return m;

}

static int GetK()~~const~~{ //去掉const

return k;

}

};

int A::k = 555;

void main()

{

A a;

cout << a.GetM()<<endl;

cout << a.GetK()<<endl;

}

#include <typeinfo.h>

#include <iostream.h>

class A

{

int m\_x;

public:

};

class B : public A

{

int m\_y;

public:

B(int x = 0,int y = 0){ m\_x = x; m\_y = y; }

};

void main()

{

A \*ap=new B;

cout<<typeid(\*ap).name()<<endl;

}

答案：

#include <typeinfo.h>

#include <iostream.h>

class A

{

~~int m\_x;~~

protected:

int m\_x; //m\_x变量声明为protected 派生类访问

public:

virtual ~A(){} //增加虚析构函数

};

class B : public A

{

int m\_y;

public:

B(int x = 0,int y = 0){ m\_x = x; m\_y = y; }

};

void main()

{

A \*ap=new B;

std::cout<<typeid(\*ap).name()<<std::endl;

delete ap; //增加delete ap

}

#include <iostream.h>

class Rational

{

public:

Rational(int numerator = 0,int denominator = 1){

n = numerator,d = denominator;}

private:

int n, d; // numerator and denominator

friend const Rational &operator\*(const Rational& lhs, const Rational& rhs);

friend bool operator==(const Rational& lhs, const Rational& rhs);

};

const Rational &operator\*(const Rational& lhs, const Rational& rhs)

{

static Rational result;

//multiply lhs by rhs and put the product inside result

result.n = lhs.n \* rhs.n;

result.d = lhs.d \* rhs.d;

return result;

}

bool operator==(const Rational &lhs,const Rational &rhs)

{

return lhs.n \* rhs.d == rhs.n \* lhs.d;

}

void main(){

Rational a(1,2), b(3,5), c(2,1), d(1,7);

if ((a \* b) == (c \* d)) {

cout << "Equal" << endl;

}

else {

cout << "Unequal" << endl;

}

}

答案：

#include <iostream.h>

class Rational

{

public:

Rational(int numerator = 0,int denominator = 1){

n = numerator,d = denominator;}

private:

int n, d; // numerator and denominator

friend const Rational ~~&~~operator\*(const Rational& lhs, const Rational& rhs); //去掉&

friend bool operator==(const Rational& lhs, const Rational& rhs);

};

const Rational ~~&~~operator\*(const Rational& lhs, const Rational& rhs)

{ //去掉&

//返回值引用&：如果左边操作数是结果对象,避免复制。

~~static~~ Rational result; //去掉static

//multiply lhs by rhs and put the product inside result

result.n = lhs.n \* rhs.n;

result.d = lhs.d \* rhs.d;

return result;

}

bool operator==(const Rational &lhs,const Rational &rhs)

{

return lhs.n \* rhs.d == rhs.n \* lhs.d;

}

void main(){

Rational a(1,2), b(3,5), c(2,1), d(1,7);

if ((a \* b) == (c \* d)) {

cout << "Equal" << endl;

}

else {

cout << "Unequal" << endl;

}

}

class B {

public:

virtual void f(){}

};

class D: public B {

public:

virtual void f() const{}

};

void main()

{

const B \*bp = new D;

bp->f();

}

答案：

class B {

public:

virtual void f() const{} //加上const

};

class D: public B {

public:

virtual void f() const{}

};

void main()

{

const B \*bp = new D;

bp- >f();

delete bp; //增加delete bp

}

子类重写父类虚函数时,子类版本的参数和返回值类型不能加强限定(如从非const变为const)；通过 const 指针去调用非 const 方法是非法的

class A

{

public:

static int f1() const

{

return m\_i;

}

static int f2() const

{

return m\_s;

}

static int f3() const

{

return ++m\_i;

}

private:

int m\_i;

static int m\_s;

};

int A::m\_s = 0

答案：

class A

{

public:

~~static~~ int f1() const //去掉static

{

return m\_i;

}

static int f2() ~~const~~ //去掉const

{

return m\_s;

}

~~static~~ int f3() ~~const~~ //去掉static和const

{

return ++m\_i;

}

private:

int m\_i;

static int m\_s;

};

int A::m\_s = 0

3. Fill in the blanks（20%）（每空1分）

#include <iostream>

using namespace std;

class Base{

private:

int a;

public:

Base(int a=0) \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

{}

virtual const char\* what\_am\_i() const

{

return "Base\n";

}

// virtual函数后加const,表示这个虚函数可以被const对象/引用调用

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ ~Base(){}

};

class Derived:public Base{

char \*p;

public:

Derived(char \*p) \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

{

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_;

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_;

}

Derived(const Derived& obj) \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

{

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_;

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_;

}

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ what\_am\_i()\_\_\_\_\_\_\_\_\_

{

return "Derived\n";

}

Derived& operator=(const Derived & rhs)

{

if (\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_)

return \*this;

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_;

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_;

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_;

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_;

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_;

}

void stringIs() const

{

cout << p << endl;

}

~Derived()

{

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_;

}

};

void main()

{

Base \*p;

p = new Derived("hello");

Derived \*q;

q = \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_;

if (\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_)

q->stringIs();

cout << p->what\_am\_i();

cout << (\*p).what\_am\_i();

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_;

}

答案:

#include <iostream>

#include <string>

using namespace std;

class Base{

private:

int a;

public:

Base(int a=0) \_\_:a(a)\_\_\_\_\_\_\_

{}

virtual const char\* what\_am\_i() const

{

return "Base\n";

}

\_\_\_virtual\_\_\_ ~Base(){}

};

class Derived:public Base{

char \*p;

public:

Derived(char \*p) \_:Base()\_\_\_\_\_\_\_\_

{

\_this->p = new char[strlen(p)+1]\_\_;

\_strcpy(this->p, p)\_\_\_;

}

Derived(const Derived& obj) \_:Base(obj)\_\_\_\_

{

\_\_p = new char[strlen(obj.p)+1]\_\_;

\_\_strcpy(p, obj.p)\_\_\_;

}

\_virtual const char\*\_\_ what\_am\_i()\_\_const\_\_

{

return "Derived\n";

}

Derived& operator=(const Derived & rhs)

{

if (\_\_this == &rhs\_\_\_)

return \*this;

\_delete[] p\_;

\_\_Base::operator=(rhs)\_\_\_\_;

\_\_p = new char[strlen(rhs.p)+1]\_\_\_\_\_;

\_\_strcpy(p, rhs.p)\_\_\_\_\_\_\_;

\_\_return \*this\_\_\_\_\_\_\_\_\_\_\_;

}

// 首先我们要为Derived对象进行内存值的拷贝赋值。但Derived对象中还 包含一个Base子对象,这个子对象也需要进行值的拷贝赋值。这里通过 \_\_Base::operator=\_\_\_\_直接调用基类Base的赋值操作符函数实现

void stringIs() const

{

cout << p << endl;

}

~Derived()

{

\_\_delete[] p\_\_\_\_;

}

};

void main()

{

Base \*p;

p = new Derived("hello");

Derived \*q;

q = \_dynamic\_cast<Derived\*>(p)\_\_\_;

![](data:image/png;base64,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) if (\_\_q\_\_)

q->stringIs();

cout << p->what\_am\_i();

cout << (\*p).what\_am\_i();

\_delete p\_\_\_;

}

// 指针类型为Base\*,隐藏子类信息，dynamic\_cast成功将Base转换为Derived,打印字符串what\_am\_i()虚函数通过指针调用,以指针类型Base\*匹配,返回Base

4. Program Design（35%）

Given declaration of class Person as:

class Person {

public:

Person(char\* name);

Person(const Person& r);

virtual ~Person() {}

char\* getName() const { return name; }

virtual void print() const;

bool operator ==(const Person&) const;

private:

char\* name;

};

Your job is to design a simulation program for a clinic, in which there are doctors and patients. To be specific, the tasks you should do are:

1. Complete the code for member functions of class Person.

2. Design a class Doctor, which is derived from Person, and represents his/her specializing field as a string, and a registration fee rate as an integer. Overide the print function to print out the information.

3. Design a class Patient, which is also derived from Person, and has his/her social security number as a string. Overide the print function to print out the information.

4. Design a class Bill, in which there is one object of Doctor and one object of Patient as members. Design a print function for Bill to print out all the information it has.

5. Write a test program to create at least two doctors, two patients and two bills. Print information of all the bills.

答案：

1. Complete the code for member functions of class Person.（10分）

Person::Person(char \*nameIn) //五个成员函数每个2分 {

name = new char[strlen(nameln)+1];

strcpy(name, nameln);

}

Person::Person(const Person &other) {

name = new char[strlen(other.name)+1];

strcpy(name, other.name);

}

void Person::print() const {

cout << name << endl;

}

bool Person::operator==(const Person &other) const {

return strcmp(this->name, other.name) == 0;

}

Person::~Person() {

delete[] name;

}

1. Design a class Doctor, which is derived from Person, and represents his/her specializing field as a string, and a registration fee rate as an integer. Overide the print function to print out the information. （7分）class Doctor : public Person { //类名、继承正确1分

public:

Doctor(char \*nameIn, char \* fieldIn, int regFreeRateIn)//构造函数1分

: Person(nameIn), regFreeRate(regFreeRateIn) {

field = new char[strlen(fieldIn) + 1];

strcpy(field, fieldln);

}

virtual void print() { //重载print函数2分

Person::print();

printf("specializing field: %s\n", field);

printf("registration free rate: %d\n", regFreeRate);

}

~Doctor() //析构函数1分

{

delete[] field;

}

private:

int regFreeRate; //reg成员变量1分

char \* field; //field成员变量1分

};

1. Design a class Patient, which is also derived from Person, and has his/her social security number as a string. Overide the print function to print out the information. （7分）

class Patient : public Person { //类名、继承正确1分

public:

Patient(char \*nameIn, char \*socialSecurityNumberIn) //构造函数1分

:Person(nameIn)

{

socialSecurityNumber =

new char[strlen(socialSecurityNumberIn) + 1];

strcpy(socialSecurityNumber, socialSecurityNumberIn);

}

virtual void print() { //重载print函数2分

Person::print();

printf("social security Number: %s\n", socialSecurityNumber);

}

~Patient() //析构函数1分

{

delete[] socialSecurityNumber;

}

private:

char \*socialSecurityNumber; //成员变量2分

};

1. Design a class Bill, in which there is one object of Doctor and one object of Patient as members. Design a print function for Bill to print out all the information it has. （8分）

class Bill { //类名2分

public:

Bill(Patient \*patientIn, Doctor \*doctorIn) //构造函数2分

: patient(patientIn),

doctor(doctorIn) {

}

void print() { //print函数2分

printf("doctor information as below:\n");

doctor->print();

printf("patient information as below:\n");

patient->print();

}

private: //成员变量2分

Patient \*patient;

Doctor \*doctor;

};

1. Write a test program to create at least two doctors, two patients and two bills. Print information of all the bills. （5分）

#include <stdio.h>

#include <string.h>

int main() {

Doctor doctor1("Bill", "field 1", 3); //create doctor 1分

Doctor doctor2("Fredman", "field 2", 4);

doctor1.print();

doctor2.print();

Patient patient1("Elvis", "0134-443"); //create patient 1分

Patient patient2("Adman", "0244-334");

patient1.print();

patient2.print();

Bill bill1(&patient1, &doctor1); //create bill 1分

Bill bill2(&patient2, &doctor2);

bill1.print(); //打印信息2分

bill2.print();

return 0;

}