# 布局管理 (xml)

|  |  |
| --- | --- |
| 约束布局 | 通过相对定位排列 |
| 线性布局 | 以水平或垂直方向排列 |
| 帧布局 | 帧里的控件(层)叠加 |
| 表格布局 | 表格形式排列 |

## 线性布局（LinearLayout）

主要以水平或垂直方式来显示界面中的控件。 当控件水平排列时，显示顺序依次为从左到右，当控件垂直排列时，显示 顺序依次为从上到下。线性布局中，每行或每列中只允许有一个子视图或 控件。

android:gravity： 设置内部控件的显示位置。 

android:orientation：

设置内部控件的排列方向，常量horizontal （默认值）表示水平排列，vertical表示垂直排列。 

android:layout\_weight：设置内部控件在LinearLayout中所占的权重。

## 约束布局（ConstraintLayout）

主要是为了解决布局嵌套过多的问题，以灵活的方式定位和调整小部件。从 Android Studio 2.3 起，官方的模板默认使用 ConstraintLayout。

相对定位：

app:layout\_constraintLeft\_toRightOf="@+id/TextView1"

把TextView2的左边约束到TextView1的右边

layout\_constraintLeft\_toLeftOf 把TextView2的左边约束到TextView1的左边  
layout\_constraintRight\_toLeftOf 把TextView2的右边约束到TextView1的左边  
layout\_constraintRight\_toRightOf 把TextView2的右边约束到TextView1的右边  
layout\_constraintTop\_toTopOf 把TextView2的顶部约束到TextView1的顶部  
layout\_constraintTop\_toBottomOf 把TextView2的顶部约束到TextView1的底部  
layout\_constraintBottom\_toTopOf 把TextView2的底部约束到TextView1的顶部  
layout\_constraintBottom\_toBottomOf 把TextView2的底部约束到TextView1的底部  
layout\_constraintBaseline\_toBaselineOf 文本下划线对齐  
layout\_constraintStart\_toEndOf 把TextView2的起点约束到TextView1的终点  
layout\_constraintStart\_toStartOf 把TextView2的起点约束到TextView1的起点  
layout\_constraintEnd\_toStartOf 把TextView2的终点约束到TextView1的起点  
layout\_constraintEnd\_toEndOf 把TextView2的终点约束到TextView1的终点

角度定位：

app:layout\_constraintCircle="@+id/TextView1" TextView2的中心在TextView1的中心的  
app:layout\_constraintCircleAngle="120"（角度） 120度  
app:layout\_constraintCircleRadius="150dp"（距离） 距离为150dp

边距：

android:layout\_marginStart  
android:layout\_marginEnd  
android:layout\_marginLeft  
android:layout\_marginTop  
android:layout\_marginRight  
android:layout\_marginBottom

## 帧布局(FrameLayout)

默认情况下，控件位于帧布局的左上角。可通过控件的 android:layout\_gravity属性控制其位置。  android:layout\_gravity属性可设置为下列值：

top：控件位于布局顶部。 

bottom：控件位于布局底部，单独使用时等价于“left|bottom”。 

left：控件位于布局左侧。

right：控件位于布局右侧，单独使用时等价于“top|right”。 

center：控件位于布局中心。 

center\_vertical：控件位于垂直方向上的中间位置，单独使用时等价于“left| center\_vertical”。

center\_horizontal：控件位于水平方向上的中间位置，单独使用时等价于“top| center\_ horizontal”。

android:visibility:

View.VISIALBE 可见，显示到页面 

View.INVISIABLE 不可见，但是还是占用位置 

View.GONE 隐藏，不可见并且不占用位置

## 表格布局（TableLayout）

表格布局（TableLayout）是以表格形式排列控件的，通过行和列将界面 划分为多个单元格，每个单元格都可以添加控件。

表格布局需要和TableRow配合使用，每一行都由TableRow对象组成，因此TableRow的数量决定表格的行数。而表格的列数是由包含最多控件的TableRow决定的，例如第1个TableRow有两个控件，第2个TableRow有 三个控件，则表格列数为3。

android:stretchColumns 设置该列被拉伸

android:shrinkColumns 设置该列被收缩

android:collapseColumns 设置该列被隐藏

android:layout\_column 设置该单元显示位置

android:layout\_span 设置该单元格占据几列，默认为1列

# 简单控件 (xml)

## 基本属性

android:id="@+id/textView" //控件ID，可以在java代码中通过findViewById()找到

android:layout\_width="wrap\_content" //控件宽度 单位dp “wrap\_content”代表宽度随内容大小而改变

android:layout\_height="wrap\_content" //控件高度 同上

android:layout\_gravity="center" //内容居中

## TextView(文本框)

 TextView是用于显示文字(字符串)的控件，可在代码中通过设置属性改变 文字的大小、颜色、样式等。

android:text="Hello World!" //显示的文本内容

android:textColor="#D81B60" //文本颜色

android:textSize="26sp" //文本字体大小 单位sp

android:textStyle="nomal" //字体样式 "nomal"无效果 "bold"加粗 "italic"斜体

android:background="" //控件背景颜色

## EditText(输入文本框)

 EditText是可以进行编辑操作的文本框，将用户信息传递给Android程序。 还可以为EditText控件设置监听器，用来测试用户输入的内容是否合法。

android:id="@+id/editText" //控件ID，可以在java代码中通过findViewById()找到

android:layout\_width="wrap\_content" //控件宽度 单位dp “wrap\_content”代表宽度随内容大小而改变

android:layout\_height="wrap\_content" //控件高度 单位dp “wrap\_content”代表高度随内容大小而改变

android:hint="请输入用户名" //框内提示文字

android:ems="10" //每行限制输入十个

tools:layout\_editor\_absoluteX="31dp" //控件的x轴

tools:layout\_editor\_absoluteY="521dp" //控件的y轴

android:inputType=" " //限制输入文本类型 如下表

|  |  |  |  |
| --- | --- | --- | --- |
| none 没有限制 | **textCapCharacters 大写字母** | **textMultiLine多行输入** | **textShortMessage 短讯** |
| Text 文本 | **textCapWords首字母大写** | **textImeMultiLine输入法多行** | **textLongMessage长信息** |
| textUri 网址 | **textCapSentences 仅第一个字母大写** | **textNoSuggestions 不提示** | **textPersonName 人名** |
| textFilte文本筛选 | **textAutoCorrect 文本自动更正** | **textEmailAddress 邮件地址** | **textPostalAddress 地址** |
| Number 数字 | **textAutoComplete 文本自动完成** | **textEmailSubject 邮件主题** | **textPassword 密码** |
| Phone拨号键盘 | **textWebEditText 作为网页表单文本** | **textPhonetic 拼音** | **textVisiblePassword密码可见** |
| Datetime时间日期 | **Date日期** | **Time时间** | **numberSigned带符号数字格式** |
|  |  |  | **numberDecimal带小数点的浮点格式** |

## Button(按钮)

用于响应用户的一系列点击事件，使程序更加流畅和完整。

android:id="@+id/button"

android:layout\_width="wrap\_content"

android:layout\_height="wrap\_content"

android:text="Button"

android:onClick="click"/>

## RadioGroup(单选按钮组)和RadioButton(单选按钮)

![](data:image/png;base64,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)单选按钮组中包含一个或多个单选按钮

一个单选按钮组只能选中一个单选按钮

通过拖动,可以将按钮收纳至组内

RadioGroup属性:

android:orientation="vertical" //单选按钮对齐方式 horizontal>>水平 vertical>>垂直

## progressBar进度条

style设置进度条样式

style="@style/Widget.AppCompat.ProgressBar.Horizontal" //横向进度条,可以设置是否模糊显示

android:indeterminate="false" //设置模糊搜索true开启false关闭

//模糊显示就是不显示进度,只是显示正在运行 只有横向进度条才可以精确显示

Widget.ProgressBar.Horizontal

//横向进度条（精确模式或模糊模式，这取决于Android:indeterminate）。

Widget.ProgressBar

//中号的圆形进度条（模糊模式）。

Widget.ProgressBar.Small

//小号的圆形进度条（模糊模式）。

Widget.ProgressBar.Large

//大号的圆形进度条（模糊模式）。

Widget.ProgressBar.Inverse

//中号的圆形进度条（模糊模式），该样式适用于亮色背景（例如白色）。

Widget.ProgressBar.Small.Inverse

//小号的圆形进度条（模糊模式），该样式适用于亮色背景（例如白色）。

Widget.ProgressBar.Large.Inverse

//大号的圆形进度条（模糊模式），该样式适用于亮色背景（例如白色）。

android:animationResolution //设置动画间隔时间

android:max //设置进度条最大值

android:progress //设置初始值

android:progressDrawable //设置在精确模式下ProgressBar第一个进度条的Drawable资源。

android:secondaryProgress //设置在精确模式下ProgressBar第二个进度条的Drawable资源。

## SeekBar拖动条

android:max //设置拖动条最大值

## BottomNavigationView 底部导航栏

改变选中后的颜色

新建color类型的xml文件，选择选中的颜色和未选中颜色

<?xml version="1.0" encoding="utf-8"?>

<selector xmlns:android="http://schemas.android.com/apk/res/android">

<!--选择状态下的颜色-->

<item android:color="@color/Select" android:state\_enabled="true" android:state\_checked="true" />

<!--未选择状态下的颜色-->

<item android:color="@color/Unchecked" android:state\_enabled="true" android:state\_checked="false" />

</selector>

在布局中引用

app:itemTextColor="@color/tab\_text"

改变选中后的图标

在drawable文件夹下新建xml，选择选中时图片和未选中图片

<?xml version="1.0" encoding="utf-8"?>

<selector xmlns:android="http://schemas.android.com/apk/res/android">

<!--选择状态下的图片-->

<item android:drawable="@mipmap/examination2" android:state\_checked="true"/>

<!--未选择状态下的图片-->

<item android:drawable="@mipmap/examination1" android:state\_checked="false"/>

</selector>

在布局文件中找到

app:menu="@menu/bottom\_nav\_menu"

打开bottom\_nav\_menu文件

修改对应item的icon路径

# 基础 (Java)

## 声明和引用

private Button button1,button2; //声明需要引用的控件(首字母必须大写)可声明多个

//私有的 控件类型 控件名字 //在类名(class)下创建

button = findViewById(R.id.button); //引用xml中的控件

//控件名字=BfindViewById(R.id. xml中的控件ID)

private Button button=findViewById(R.id.bottom); //可以在页面方法里引用,也可以在创建控件时引用

## 点击事件

button.setOnClickListener(new View.OnClickListener() { //button点击事件

@Override

public void onClick(View v) {

}

## 获取输入

String e1 = editText1.getText().toString(); //使用一个String类型数据接收editText1输入框的数据

//getText 获取文本 toString转换成字符串

## TextView操作

t1.setText(“123”)； //将t1的文本框内容改为 123 值可以是基本类型或引用类型

t1.setVisibility(View.INVISIBLE); //将t1设置为 不可见>>INVISIBLE 可见>>VISIBLE

## ImageView操作

me2.setImageResource(R.drawable.st); //将me2图片改成drawable文件夹下的st图片

## Toast(提示弹窗)

Toast a =Toast.makeText(MainActivity.this,"欢迎您"+zh,Toast.LENGTH\_LONG).show();//创建一个名为a的Toast

//makeText方法生成文本 括号内的值分别为

// (显示的页面.this , 显示的文字(可以使用变量用+号连接) , 显示的时长 LONG长 SHORT短).show显示

## RadioGroup(单选按钮组)和RadioButton(单选按钮)

声明时只需要声明按钮组

judge2.setOnCheckedChangeListener(new RadioGroup.OnCheckedChangeListener() {

@Override

public void onCheckedChanged(RadioGroup radioGroup, int i) {

//选中其中一个单选按钮会返回一个专属的ID i是传入值,也就是选中的按钮ID

}

});//单选按钮的点击事件

RadioButton radioButton = judge2.findViewById(i); //获取了ID之后用这个ID创建方法

String j = (String) radioButton.getText(); //用j接受选中的按钮的文本

点击单选按钮 >> 产生返回值ID >> 创建方法 >> 使用ID找到选中的按钮的文本内容 >> 判断内容执行方法

## ProgressBar(进度条)

setMax(); //设置精确进度条的最大值

setProgress(); //设置进度条的值

getProgress() ; //获取当前进度值

## SeekBar拖动条

大部分方法继承继承于ProgressBar

setProgress(); //设置进度条的值

getProgress() ; //获取当前进度值

setMax(); //设置精确进度条的最大值

SeekBar的监听事件

seekBar.setOnSeekBarChangeListener(new SeekBar.OnSeekBarChangeListener() {

@Override

public void onProgressChanged(SeekBar seekBar, int progress, boolean fromUser) {

//拖动改变时

//progress是当前进度值

}

@Override

public void onStartTrackingTouch(SeekBar seekBar) {

//点击时

}

@Override

public void onStopTrackingTouch(SeekBar seekBar) {

//松开时

}

});

# **Inernt意图 (Java)**

显式和隐式

显式通常用于应用内跳转

隐式用于应用间跳转

## 页面跳转

Intent intent = new Intent(MainActivity.this,Game1.class);

// Intent 意图名字= new Intent() 创建一个意图,意图是从this前面的界面跳到class前面的页面

startActivity(intent); //执行意图

finish(); //关闭当前页面,减少程序运行压力

## 数据传递

Intent intent = new Intent(MainActivity.this,Game1.class); //创建意图,指定数据从哪里传到哪里

intent.putExtra("number",123); //意图名字.putExtra(值的名字,值)

//值的名字带双引号,值是引用类型带双引号(字符串)

startActivity(intent); //执行意图

## 数据接收

Intent intent = getIntent(); //接收意图

String e1 = intent.getStringExtra("e1"); //用getStringExtra方法将（值的名字）的值放入e1里

# 动画

Android动画分为：

逐帧动画（Frame Animation）

补间动画（ Tweened animation ）

属性动画（Property Animation）

属性动画填补了逐帧和补间的短板,适用于所有对象,可以自定义各种动画

原理是通过不断赋值改变对象属性,实现平滑显示动画

而属性动画有两个类ValueAnimator 类 & ObjectAnimator 类

## ValueAnimator

通过不断控制值的变化，再不断手动赋给对象的属性，从而实现动画效果.

而ValueAnimator有三个重要方法:

ValueAnimator.ofInt（int values）

// 步骤1：设置动画属性的初始值 & 结束值

ValueAnimator anim = ValueAnimator.ofInt(0, 3);

// ofInt（）作用有两个

// 1. 创建动画实例

// 2. 将传入的多个Int参数进行平滑过渡:此处传入0和1,表示将值从0平滑过渡到1

// 如果传入了3个Int参数 a,b,c ,则是先从a平滑过渡到b,再从b平滑过渡到C，以此类推

// ValueAnimator.ofInt()内置了整型估值器,直接采用默认的.不需要设置，即默认设置了如何从初始值 过渡到 结束值

// 步骤2：设置动画的播放各种属性

anim.setDuration(500); //设置动画运行的时长

anim.setStartDelay(500); // 设置动画延迟播放时间

anim.setRepeatCount(0); // 设置动画重复播放次数 = 重放次数+1

// 动画播放次数 = infinite时,动画无限重复

anim.setRepeatMode(ValueAnimator.REST0ART);

// 设置重复播放动画模式

// ValueAnimator.RESTART(默认):正序重放

// ValueAnimator.REVERSE:倒序回放

// 步骤3：将改变的值手动赋值给对象的属性值：通过动画的更新监听器

// 设置 值的更新监听器

// 即：值每次改变、变化一次,该方法就会被调用一次

anim.addUpdateListener(new ValueAnimator.AnimatorUpdateListener() {

@Override

public void onAnimationUpdate(ValueAnimator animation) {

int currentValue = (Integer) animation.getAnimatedValue();

// 获得改变后的值

System.out.println(currentValue);

// 输出改变后的值

// 步骤4：将改变后的值赋给对象的属性值，下面会详细说明

View.setproperty（currentValue）；

// 步骤5：刷新视图，即重新绘制，从而实现动画效果

View.requestLayout();

}

});

anim.start();

// 启动动画

}

总结方法

setDuration(long duration) //设置动画时间

start() //启动动画

setStartDelay(long startDelay) //延迟启动

pause() //暂停

resume() //继续

end() //终止并直接到终点

cancel() //终止不到终点,直接停下

改变控件属性方法

text.setTextColor(color); //文字颜色

text.setTranslationY(Y); //文字Y轴位置,用于上下移动

ValueAnimator.ofFloat（float values）

同上，估值器的数据类型不同

ValueAnimator.ofObject（int values）

同上，估值器的数据类型不同

ValueAnimator.ofArgb(int color)

改变颜色的动画事件

alueAnimator maincolor1=ValueAnimator.ofArgb(color1,color2,color3,color4,color5);

//创建动画,从color1过度到color5

maincolor1.setDuration(5000);

//时间5000ms

maincolor1.addUpdateListener(new ValueAnimator.AnimatorUpdateListener() {

@Override

public void onAnimationUpdate(ValueAnimator animation) {

//获取当前颜色值

int color= (int) animation.getAnimatedValue();

//设置文字颜色

text.setTextColor(color);

}

});

//开始动画

maincolor1.start();

# Adapter(适配器)

## 适配器点击事件

先让适配器实现点击事件接口

implements View.OnClickListener

然后在适配器中添加代码

private ListAdapter.OnItemClickListener mOnItemClickListener;

public interface OnItemClickListener {

void onItemClick(View view, int position);

}

public void setOnItemClickListener(ListAdapter.OnItemClickListener listener) {

this.mOnItemClickListener = listener;

}

@Override

public void onClick(View v) {

if (mOnItemClickListener != null) {

//注意这里使用getTag方法获取position

mOnItemClickListener.onItemClick(v, (int) v.getTag());

}

}

在onCreateViewHolder方法中开启监听

每一项的布局.setOnClickListener(this);

在onBindViewHolder（绑定控件）中绑定Tag

holder.itemView.setTag(position);

最后设置点击事件，根据传来的position进行判断又或者传值

该代码要在recyclerView设置适配器后，再进行修改

适配器.setOnItemClickListener(new 适配器.OnItemClickListener() {

@Override

public void onItemClick(View view, int position) {

switch ((String) 数组.get(position)) {

case "考试大纲":

openOutline();

break;

case "作文模板":

openTemplate();

break;

case "音标教程":

openCourse();

break;

case "翻译":

openTranslate();

break;

}

}

});