**calcolo del RayDir**
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Nell’immagine sopra viene spiegato come ottenere la direzione di un raggio. Prendendo ad esempio il secondo da destra viene spiegato come la sua direzione dia

Vediamo perché:  
La somma di due vettori congiunti punta-cosa non sarà altro che il vettore che congiunge le due estremità  
dei vettori di partenza:
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Considerando che il la porzione del piano presa in considerazione per la somma è 1/3 plane avrò che la direzione del vettore raggio è data dalla formula scritta sopra.

|  |
| --- |
| **NOTA:** La direzione di un vettore è indicata dalla retta o dalla linea lungo la quale il vettore si estende nel suo spazio geometrico. In altre parole, è la linea che passa attraverso l'origine (o un punto qualsiasi del vettore, a seconda del contesto) e il punto terminale del vettore stesso. Se vogliamo poi normalizzare questo vettore (renderlo unitario) dovremo dividere le sue componenti per la magnitudo del vettore stesso |

Le componenti del vettore direzione **rayDir** cosi ottenuto saranno usate per l’algoritmo DDA

**FOV**• Le due linee esterne rappresentano il bordo sinistro e destro dello schermo, e l'angolo tra queste due linee è chiamato Campo Visivo o FOV. **Il FOV è determinato dal rapporto tra la lunghezza del vettore di direzione e la lunghezza del piano**.

Ecco alcuni esempi di diversi FOV:  
- Se il vettore di direzione e il vettore del piano della telecamera hanno la stessa lunghezza, il FOV è di 90°  
- Se il vettore di direzione è molto più lungo del piano della telecamera, il FOV sarà molto più piccolo di 90° e avrai una visione molto stretta. Vedrai tutto più dettagliatamente ma ci sarà meno profondità, quindi sarà simile a fare uno zoom in avanti:

**Rotazione**  
**Quando il giocatore ruota**, la telecamera deve ruotare, **quindi sia il vettore di direzione che il vettore del piano devono essere ruotati**. A quel punto, i raggi ruoteranno automaticamente.

Per ruotare un vettore di un angolo alfa bisognerà moltiplicarlo per la matrice di rotazione:
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**RAYCASTING SENZA TEXTURE  
Variabili**  
• Iniziamo dichiarando alcune variabili:

**posX e posY**: vettore posizione del giocatore   
**dirX e dirY:** direzione del giocatore  
**planeX e planeY**: piano della telecamera del giocatore.

Il piano della telecamera dovrà essere perpendicolare alla direzione ma la sua lunghezza potrà variare

Il **rapporto tra la lunghezza della direzione e del piano della telecamera determina il FOV** (Field Of Vision); in questo caso, il vettore direzione è leggermente più lungo del piano della telecamera, quindi il FOV sarà inferiore a 90° (più precisamente, il **FOV è 2 \* atan(0.66/1.0) = 66°,** il che è perfetto per un gioco sparatutto in prima persona). In seguito, quando si ruota con i tasti di input, i valori di dir e plane verranno modificati, ma rimarranno sempre perpendicolari e mantenendo la stessa lunghezza.

Le variabili **time e oldTime** verranno utilizzate per **memorizzare il tempo del frame corrente e del frame precedente**; la differenza di tempo tra questi due può essere **utilizzata per determinare quanto si dovrebbe muovere quando viene premuto un certo tasto** (per muoversi a una velocità costante indipendentemente dalla durata del calcolo dei frame), e per il contatore FPS.

  double posX = 22, posY = 12;  //x and y start position

  double dirX = -1, dirY = 0; //initial direction vector

  double planeX = 0, planeY = 0.66; //the 2d raycaster version of camera plane

  double time = 0; //time of current frame

  double oldTime = 0; //time of previous frame

• Nel resto della funzione main andiamo a creare la finestra con una risoluzione a piacimento ( Se scegli una risoluzione grande, come 1280x1024, l'effetto sarà piuttosto lento, non perché l'algoritmo di raycasting sia lento, ma semplicemente perché caricare un intero schermo dalla CPU alla scheda video è molto lento.)

screen(screenWidth, screenHeight, 0, "Raycaster");

Dopo aver configurato lo schermo, inizia il ciclo del gioco. Questo è il ciclo che disegna un intero fotogramma e legge l'input ogni volta.

while(!done())

{

• Qui inizia il vero e proprio raycasting. **Il ciclo del raycasting** è un ciclo for che **attraversa ogni x**, quindi **non** viene **effettuato un calcolo per ogni pixel** dello schermo!

Prima di implementarlo dobbiamo però dichiarare e calcolare alcune variabili:

- Il **raggio** **parte dalla posizione del giocatore**(posX, posY)

- **cameraX** è la coordinata x sul piano della telecamera che la corrente coordinata x dello schermo rappresenta. Questo è fatto in modo tale che il lato destro dello schermo ottenga la coordinata 1, il centro dello schermo ottenga la coordinata 0 e il lato sinistro dello schermo ottenga la coordinata -1. In questo modo, è possibile calcolare la direzione del raggio come spiegato in precedenza: come somma del vettore direzione e di una parte del vettore piano. Questo calcolo deve essere effettuato sia per la coordinata x sia per la coordinata y del vettore (poiché sommare due vettori significa sommare le loro coordinate x e sommare le loro coordinate y).

Spiegazione:  
**cameraX**: Viene utilizzata per mappare le coordinate x dello schermo su un **piano immaginario della telecamera** (la proiezione di **plane** nel punto del player).  
La mappatura è calcolata in modo tale da farla andare da -1 a 1, dove -1 è l'estrema sinistra dello schermo, 0 è il centro, e 1 è l'estrema destra.

**Direzione del raggio**: Una volta determinata la posizione sul piano della telecamera (cameraX), la direzione del raggio può essere calcolata combinando il vettore di direzione (che rappresenta la direzione in cui la telecamera sta guardando) e una parte del vettore piano (che rappresenta il campo visivo della telecamera).

**Somma dei vettori**: Per ottenere la direzione finale del raggio, si sommano le componenti x e y dei due vettori. Questa somma determina la direzione esatta del raggio che sarà tracciato nello spazio 3D.

for(int x = 0; x < w; x++)

{

//calculate ray position and direction

double cameraX = 2 \* x / double(w) - 1; //x-coordinate in camera space

double rayDirX = dirX + planeX \* cameraX;

double rayDirY = dirY + planeY \* cameraX;

Nota: “w” dovrebbe essere la *width* dello schermo in pixel

• Ci servono ora altre variabili che useremo nell’algoritmo di DDA

- **mapX** e **mapY** rappresentano la **cella corrente della mappa in cui si trova il raggio**.

La posizione del raggio stessa è un *float* e contiene sia informazioni su quale cella della mappa ci troviamo, sia dove in quel quadrato ci troviamo, ma mapX e mapY rappresentano solo le coordinate di quel quadrato.

- **sideDistX** e **sideDistY** sono **inizialmente la distanza che il raggio deve percorrere dalla sua posizione  
 iniziale fino al primo lato x e al primo lato y**. Più avanti nel codice, verranno incrementati mentre vengono   
 fatti i passi.

- **deltaDistX** e **deltaDistY** sono la **distanza che il raggio percorrere incrementando di un unità (cella) la x e  
 la y**. La seguente immagine mostra sideDistX, sideDistY, deltaDistX e deltaDistY iniziali:

Nota: Quando si parla di “lato x o lato y” si intende il lato x o y di una singola cella
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Derivando **deltaDistX** geometricamente ottieni, tramite il teorema di Pitagora, le formule sottostanti.  
Per il triangolo blu **(deltaDistX**), un lato ha lunghezza 1 (poiché è esattamente una cella) e l'altro ha lunghezza **raydirY / raydirX** poiché descrive quante unità in direzione y il raggio percorre per ogni unità in direzione x. Per il triangolo verde (deltaDistY), la formula è simile.

    deltaDistX = sqrt(1 + (rayDirY \* rayDirY) / (rayDirX \* rayDirX));

    deltaDistY = sqrt(1 + (rayDirX \* rayDirX) / (rayDirY \* rayDirY));

Possiamo semplificare queste formule:

    deltaDistX = abs(|rayDir| / rayDirX);

    deltaDistY = abs(|rayDir| / rayDirY);

- Dove **|rayDir|** è la **lunghezza del vettore rayDirX**, **rayDirY**   
Tuttavia, **possiamo usare 1 invece di |rayDir|, perché solo il rapporto tra deltaDistX e deltaDistY è importante** per il codice DDA che segue più avanti, quindi otteniamo:

deltaDistX = abs(1 / rayDirX);

deltaDistY = abs(1 / rayDirY);

Nota: Per questo motivo, i valori di deltaDist e sideDist utilizzati nel codice non corrispondono alle lunghezze mostrate nell'immagine sopra, ma le loro dimensioni relative corrispondono comunque.

- **perpWallDist**: Questa variabile verrà **utilizzata successivamente per calcolare la lunghezza del raggio**.

- **stepX** e **stepY**: L'algoritmo DDA salterà sempre di una cella ad ogni ciclo, sia sul lato delle direzione x,   
 sia in quello delle direzione y.   
 Se la **direzione** ( in x o y) sarà **positiva o negativa** dipenderà dalla direzione del raggio,   
 e questo fatto sarà memorizzato in stepX e stepY. Che **avranno sempre valore -1 o +1**.

- **hit**: utilizzato per determinare se il **ciclo in corso può essere terminato** (muro colpito)  
  
- **side**: indica **se è stato colpito un lato x o un lato y di un muro**. Se è stato colpito un lato x, side viene   
 impostato a 0, se è stato colpito un lato y, side viene impostato a 1. Con lato x e lato y, intendo le  
 linee della griglia che sono i confini tra due quadrati.

//which box of the map we're in

int mapX = int(posX);

int mapY = int(posY);

//length of ray from current position to next x or y-side

double sideDistX;

double sideDistY;

//length of ray from one x or y-side to next x or y-side

double deltaDistX = (rayDirX == 0) ? 1e30 : std::abs(1 / rayDirX);

double deltaDistY = (rayDirY == 0) ? 1e30 : std::abs(1 / rayDirY);

double perpWallDist;

//what direction to step in x or y-direction (either +1 or -1)

int stepX;

int stepY;

int hit = 0; //was there a wall hit?

int side; //was a NS or a EW wall hit?

NOTA: Se rayDirX o rayDirY sono 0, la divisione per zero viene evitata impostando il valore a un numero molto alto, 1e30.

• Queste sono le variabili necessarie. Prima di far partire l’algoritmo però dobbiamo calcolare stepX, stepY e le iniziali sideDistX e sideDistY.

- **stepx** , **stepy**: Se la **direzione del raggio ha una componente x negativa, stepX è -1**; se la direzione del   
 raggio ha una **componente x positiva, stepX è +1**. **Se** la componente **x è 0**, non importa  
 quale valore abbia **stepX** poiché **non verrà utilizzato**. Lo stesso vale per la componente y.

- **sideDistX** , **sideDistY**: **Se la direzione del raggio ha una componente x negativa**, **sideDistX** **è la distanza  
 dalla posizione iniziale del raggio al primo lato a sinistra**; **se** la direzione del raggio  
 ha una **componente x positiva, viene utilizzato il primo lato a destra**.   
 Lo stesso vale per la componente y, ma ora con il primo lato sopra o sotto la  
 posizione.  
 Per questi valori, viene utilizzato il valore intero mapX e si sottrae la posizione reale  
 da esso, aggiungendo 1.0 in alcuni casi a seconda se viene utilizzato il lato sinistro o  
 destro, oppure quello superiore o inferiore. Poi si ottiene la distanza perpendicolare   
 a questo lato, quindi si moltiplica per deltaDistX o deltaDistY per ottenere la distanza   
 euclidea reale.

//calculate step and initial sideDist

if (rayDirX < 0)

{

stepX = -1;

sideDistX = (posX - mapX) \* deltaDistX;

}

else

{

stepX = 1;

sideDistX = (mapX + 1.0 - posX) \* deltaDistX;

}

if (rayDirY < 0)

{

stepY = -1;

sideDistY = (posY - mapY) \* deltaDistY;

}

else

{

stepY = 1;

sideDistY = (mapY + 1.0 - posY) \* deltaDistY;

}

**Implementazione DDA**

• L’algoritmo di DDA è costituito da un **ciclo che incrementa il raggio di una cella ad ogni iterazione**, **fino a  
 quando non colpisce un muro.**

* Ogni volta, **salta un quadrato nella direzione x (con stepX) o un quadrato nella direzione y (con stepY),** saltando sempre un quadrato alla volta.

Se la direzione del raggio avesse solo componente x, il ciclo dovrebbe saltare una cella nella direzione x ogni volta, in quanto il raggio non cambierebbe mai la sua direzione y.  
Se il raggio è leggermente inclinato verso la direzione y, allora ogni tot salti nella direzione x, il raggio dovrà saltare un quadrato nella direzione y.  
Se il raggio è esattamente nella direzione y, non dovrà mai saltare nella direzione x, ecc.

* **sideDistX** e **sideDistY** **vengono incrementati con deltaDistX a ogni salto nella loro direzione**, e **mapX** e **mapY** **vengono incrementati rispettivamente con stepX e stepY**.
* **Quando il raggio colpisce un muro, il ciclo termina** e **sapremo se è stato colpito un lato x o un lato y di un muro nella variabile** "**side**" **e quale muro è stato colpito con mapX e mapY.** Tuttavia, non sapremo esattamente dove il muro è stato colpito, ma ciò non è necessario in questo caso perché non utilizzeremo muri con texture per ora.

//perform DDA

while (hit == 0)

{

//jump to next map square, either in x-direction, or in y-direction

if (sideDistX < sideDistY)

{

sideDistX += deltaDistX;

mapX += stepX;

side = 0;

}

else

{

sideDistY += deltaDistY;

mapY += stepY;

side = 1;

}

//Check if ray has hit a wall

if (worldMap[mapX][mapY] > 0) hit = 1;

}

• Dopo aver completato l'algoritmo di Digital Differential Analyzer (DDA), dobbiamo calcolare la distanza del   
 raggio fino al muro, in modo da poter determinare l'altezza del muro che deve essere disegnata   
 successivamente.

Non **useremo** la distanza euclidea dal punto che rappresenta il giocatore, ma invece la distanza dal piano della telecamera (o **la distanza del punto proiettato nella direzione della telecamera verso il giocatore**), per evitare l'effetto fisheye.

L'immagine seguente mostra perché prendiamo la distanza dal piano della telecamera invece che dal giocatore. Con P il giocatore e la linea nera il piano della telecamera: a sinistra del giocatore, i raggi rossi rappresentano i punti di impatto sul muro al giocatore, questa è la distanza euclidea.   
A destra del giocatore, troviamo invece dei raggi verdi che vanno dai punti di impatto sul muro direttamente al piano della telecamera.

Nell'immagine, il giocatore guarda direttamente il muro, e. I raggi verdi a destra hanno tutti la stessa lunghezza, quindi daranno il risultato corretto. Lo stesso vale anche quando il giocatore ruota (in questo caso il piano della telecamera non è più orizzontale e le linee verdi avranno lunghezze diverse, ma con una variazione costante fra loro) e i muri diventano linee diagonali ma dritte sullo schermo. Questa spiegazione è un po' approssimativa, ma dà l'idea.
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NOTA: Questo metodo è persino più facile calcolare questa distanza perpendicolare rispetto alla distanza   
 reale, non è nemmeno necessario conoscere l'esatta posizione in cui il muro è stato colpito.

• **Questa distanza perpendicolare è chiamata "perpWallDist"** nel codice.   
 Un modo per calcolarla è utilizzare la formula per la distanza più breve da un punto a una linea, dove il  
 punto è dove il muro è stato colpito e la linea è il piano della telecamera:

![](data:image/png;base64,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)

Tuttavia, **può essere calcolata** **in modo più semplice**: a causa del modo in cui deltaDist e sideDist sono stati scalati per un fattore di |rayDir| sopra, **la lunghezza di sideDist è già quasi uguale a perpWallDist**. **Basta** **solo sottrargli una volta deltaDist**, tornando indietro di un passo, perché nei passaggi DDA sopra siamo andati un passo oltre per finire all'interno del muro.

A seconda che il raggio colpisca un lato X o un lato Y, la formula viene calcolata utilizzando sideDistX o sideDistY.

//Calculate distance projected on camera direction

if(side == 0) perpWallDist = (sideDistX - deltaDistX);

else perpWallDist = (sideDistY - deltaDistY);

• Ora che abbiamo calcolato la distanza (perpWallDist), **possiamo calcolare l'altezza della linea che deve essere disegnata sullo schermo**: **lineHeight**

questa è **l'inverso di perpWallDist, moltiplicato poi per h, l'altezza in pixel dello schermo**, per portarlo a coordinate in pixel.   
Puoi ovviamente moltiplicarlo anche con un altro valore, ad esempio 2\*h, se vuoi che i muri siano più alti o più bassi.

Quindi, a **partire da questa lineHeight, vengono calcolate la posizione iniziale e finale di dove dovremmo realmente disegnare** il muro. Il centro del muro dovrebbe essere al centro dello schermo, e se questi punti si trovano fuori dallo schermo, vengono limitati a 0 o h-1.

//Calculate height of line to draw on screen

int lineHeight = (int)(h / perpWallDist);

//calculate lowest and highest pixel to fill in current stripe

int drawStart = -lineHeight / 2 + h / 2;

if(drawStart < 0)drawStart = 0;

int drawEnd = lineHeight / 2 + h / 2;

if(drawEnd >= h)drawEnd = h - 1;

**• Infine, a seconda del numero del muro che è stato colpito, viene scelto un colore**. Se è stato colpito un lato y, lo disegneremo di un colore più scuro. E poi la linea verticale viene disegnata con il comando verLine. **Questo conclude il ciclo di raycasting**, dopo averlo fatto per ogni x almeno una volta.

//choose wall color

ColorRGB color;

switch(worldMap[mapX][mapY])

{

case 1: color = RGB\_Red; break; //red

case 2: color = RGB\_Green; break; //green

case 3: color = RGB\_Blue; break; //blue

case 4: color = RGB\_White; break; //white

default: color = RGB\_Yellow; break; //yellow

}

//give x and y sides different brightness

if (side == 1) {color = color / 2;}

//draw the pixels of the stripe as a vertical line

verLine(x, drawStart, drawEnd, color);

}

• Dopo che il ciclo di raycasting è completato**, viene calcolato il tempo del frame corrente e di quello precedente, vengono cioè calcolati e stampati gli FPS**, **e lo schermo viene ridisegnato** in modo che tutto (tutti i muri e il valore del contatore FPS) diventi visibile.

Dopodiché il backbuffer viene cancellato con cls(), così che quando andremo a ridisegnare di nuovo i muri nel frame successivo, il pavimento e il soffitto saranno di nuovo neri invece di contenere ancora pixel dal frame precedente.

**I modificatori di velocità utilizzano frameTime e un valore costante per determinare la velocità di movimento e rotazione** dei tasti di input. Grazie all'uso di frameTime, possiamo garantire che la velocità di movimento e rotazione sia indipendente dalla velocità del processore.

//timing for input and FPS counter

oldTime = time;

time = getTicks();

//frameTime is the time this frame has taken, in seconds

double frameTime = (time - oldTime) / 1000.0;

print(1.0 / frameTime); //FPS counter

redraw();

cls();

//speed modifiers

double moveSpeed = frameTime \* 5.0; //the constant value is in squares/second

double rotSpeed = frameTime \* 3.0; //the constant value is in radians/second

**INPUT**

• L'ultima parte riguarda l'input.

🡪 Se viene premuta la **freccia verso l’alto**, il giocatore si muoverà in avanti:

Dovremo quindi **aggiungere dirX a posX e dirY a posY.**   
Questo presuppone che dirX e dirY siano vettori normalizzati (la loro lunghezza è 1), ma questo risulta vero da costruzione, quindi ci siamo.   
C'è anche un semplice rilevamento delle collisioni integrato, ovvero se la nuova posizione sarà all'interno di un muro, non ti muoverai. Tuttavia, questo rilevamento delle collisioni può essere migliorato, ad esempio controllando se un cerchio attorno al giocatore non entrerà nel muro.

Lo stesso avverrà per la **freccia verso il basso** con la differenza che la **direzione verrà sottratta**.

🡪 Per **ruotare**, se viene premuta la freccia sinistra o destra, **sia il vettore di direzione che il vettore del piano vengono ruotati utilizzando le formule di moltiplicazione con la matrice di rotazione (e l'angolo rotSpeed)**.

readKeys();

//move forward if no wall in front of you

if (keyDown(SDLK\_UP))

{

if(worldMap[int(posX + dirX \* moveSpeed)][int(posY)] == false) posX += dirX \* moveSpeed;

if(worldMap[int(posX)][int(posY + dirY \* moveSpeed)] == false) posY += dirY \* moveSpeed;

}

//move backwards if no wall behind you

if (keyDown(SDLK\_DOWN))

{

if(worldMap[int(posX - dirX \* moveSpeed)][int(posY)] == false) posX -= dirX \* moveSpeed;

if(worldMap[int(posX)][int(posY - dirY \* moveSpeed)] == false) posY -= dirY \* moveSpeed;

}

//rotate to the right

if (keyDown(SDLK\_RIGHT))

{

//both camera direction and camera plane must be rotated

double oldDirX = dirX;

dirX = dirX \* cos(-rotSpeed) - dirY \* sin(-rotSpeed);

dirY = oldDirX \* sin(-rotSpeed) + dirY \* cos(-rotSpeed);

double oldPlaneX = planeX;

planeX = planeX \* cos(-rotSpeed) - planeY \* sin(-rotSpeed);

planeY = oldPlaneX \* sin(-rotSpeed) + planeY \* cos(-rotSpeed);

}

//rotate to the left

if (keyDown(SDLK\_LEFT))

{

//both camera direction and camera plane must be rotated

double oldDirX = dirX;

dirX = dirX \* cos(rotSpeed) - dirY \* sin(rotSpeed);

dirY = oldDirX \* sin(rotSpeed) + dirY \* cos(rotSpeed);

double oldPlaneX = planeX;

planeX = planeX \* cos(rotSpeed) - planeY \* sin(rotSpeed);

planeY = oldPlaneX \* sin(rotSpeed) + planeY \* cos(rotSpeed);

}

}

}

**TEXTURED RAYCASTER**

• Il nucleo della versione con texture del raycaster è quasi identico; dovremo però eseguire alcuni calcoli aggiuntivi per gestire le texture. Avremo bisogno di **un ciclo nella direzione y per attraversare ogni pixel e determinare quale texel (pixel della texture) deve essere utilizzato**.

Le strisce verticali non possono più essere disegnate utilizzando il comando per le linee verticali; è necessario disegnare ogni pixel separatamente. **Il metodo migliore è usare un array 2D come buffer dello schermo e copiarlo tutto in una volta sullo schermo**.

Naturalmente, ora **è necessario un** **array aggiuntivo per le texture**. Poiché la funzione "drawbuffer" lavora con valori interi singoli per i colori (anziché con 3 byte separati per R, G e B), anche le texture sono memorizzate in questo formato. Normalmente, le texture verrebbero caricate da un file, ma per questo esempio semplice vengono generate delle texture basilari.

Nel codice che scriveremo metteremo le parti aggiuntive in grassetto.

🡪 screenWidth e screenHeight sono definiti all'inizio, poiché necessarie sia per la funzione dello schermo sia per creare il buffer dello schermo.   
Andremo ora ad **introdurre** anche la **larghezza e l'altezza delle texture**. Questi valori rappresentano chiaramente la larghezza e l'altezza delle texture in texels (pixel della texture).

**#define screenWidth 640**

**#define screenHeight 480**

**#define texWidth 64**

**#define texHeight 64**

#define mapWidth 24

#define mapHeight 24

int worldMap[mapWidth][mapHeight]=

{

**{4,4,4,4,4,4,4,4,4,4,4,4,4,4,4,4,7,7,7,7,7,7,7,7},**

**{4,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,7,0,0,0,0,0,0,7},**

**{4,0,1,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,7},**

**{4,0,2,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,7},**

**{4,0,3,0,0,0,0,0,0,0,0,0,0,0,0,0,7,0,0,0,0,0,0,7},**

**{4,0,4,0,0,0,0,5,5,5,5,5,5,5,5,5,7,7,0,7,7,7,7,7},**

**{4,0,5,0,0,0,0,5,0,5,0,5,0,5,0,5,7,0,0,0,7,7,7,1},**

**{4,0,6,0,0,0,0,5,0,0,0,0,0,0,0,5,7,0,0,0,0,0,0,8},**

**{4,0,7,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,7,7,7,1},**

**{4,0,8,0,0,0,0,5,0,0,0,0,0,0,0,5,7,0,0,0,0,0,0,8},**

**{4,0,0,0,0,0,0,5,0,0,0,0,0,0,0,5,7,0,0,0,7,7,7,1},**

**{4,0,0,0,0,0,0,5,5,5,5,0,5,5,5,5,7,7,7,7,7,7,7,1},**

**{6,6,6,6,6,6,6,6,6,6,6,0,6,6,6,6,6,6,6,6,6,6,6,6},**

**{8,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,4},**

**{6,6,6,6,6,6,0,6,6,6,6,0,6,6,6,6,6,6,6,6,6,6,6,6},**

**{4,4,4,4,4,4,0,4,4,4,6,0,6,2,2,2,2,2,2,2,3,3,3,3},**

**{4,0,0,0,0,0,0,0,0,4,6,0,6,2,0,0,0,0,0,2,0,0,0,2},**

**{4,0,0,0,0,0,0,0,0,0,0,0,6,2,0,0,5,0,0,2,0,0,0,2},**

**{4,0,0,0,0,0,0,0,0,4,6,0,6,2,0,0,0,0,0,2,2,0,2,2},**

**{4,0,6,0,6,0,0,0,0,4,6,0,0,0,0,0,5,0,0,0,0,0,0,2},**

**{4,0,0,5,0,0,0,0,0,4,6,0,6,2,0,0,0,0,0,2,2,0,2,2},**

**{4,0,6,0,6,0,0,0,0,4,6,0,6,2,0,0,5,0,0,2,0,0,0,2},**

**{4,0,0,0,0,0,0,0,0,4,6,0,6,2,0,0,0,0,0,2,0,0,0,2},**

**{4,4,4,4,4,4,4,4,4,4,1,1,1,2,2,2,2,2,2,3,3,3,3,3}**

};

🡪 Andiamo ora a dichiarare Il **buffer dello schermo e gli array delle texture**.   
 - L'array delle texture è un array di std::vector, ognuno dei quali contiene  
 un certo numero di pixel , pari a larghezza \* altezza.

int main(int /\*argc\*/, char \*/\*argv\*/[])

{

double posX = 22.0, posY = 11.5; //x and y start position

double dirX = -1.0, dirY = 0.0; //initial direction vector

double planeX = 0.0, planeY = 0.66; //the 2d raycaster version of camera plane

double time = 0; //time of current frame

double oldTime = 0; //time of previous frame

**// y-coordinate first because it works per scanline**

**Uint32 buffer[screenHeight][screenWidth];**

**std::vector texture[8];**

**for(int i = 0; i < 8; i++) texture[i].resize(texWidth \* texHeight);**

Traducendo in C:

// Dichiara il buffer

Uint32 (\*buffer)[screenWidth] = malloc(screenHeight \* sizeof(\*buffer));

// Dichiara l'array delle texture

Uint32 \*texture[8];

for(int i = 0; i < 8; i++) {

    texture[i] = malloc(texWidth \* texHeight \* sizeof(Uint32));

}

// ... dopo aver finito con le texture, ricordati di liberare la memoria

for(int i = 0; i < 8; i++) {

    free(texture[i]);

}

free(buffer);

**Buffer Allocation:**

* **C++:** Uint32 buffer[screenHeight][screenWidth];
* **C:** Usa malloc per allocare dinamicamente un array bidimensionale. La dimensione è calcolata come screenHeight \* sizeof(\*buffer), dove \*buffer è un array di Uint32 di dimensione screenWidth.

**Texture Allocation:**

* **C++:** std::vector texture[8]; e texture[i].resize(texWidth \* texHeight);
* **C:** Usa malloc per allocare un array di Uint32 per ogni texture, con dimensione texWidth \* texHeight. L'array texture è un array di puntatori a Uint32, e ogni elemento viene inizializzato con un blocco di memoria di dimensioni appropriate.

**Memory Deallocation:**

* In C, è essenziale liberare la memoria allocata dinamicamente usando free per evitare perdite di memoria.

• La funzione principale ora inizia generando le texture. Abbiamo un doppio ciclo che attraversa ogni pixel delle texture, e poi il pixel corrispondente di ciascuna texture riceve un certo valore calcolato a partire da x e y. Alcune texture ottengono un pattern XOR, altre un semplice gradiente, altre ancora una sorta di pattern a mattoni; fondamentalmente sono tutti pattern piuttosto semplici, non avranno un aspetto molto bello. Per texture migliori, vedi il capitolo successivo.

screen(**screenWidth,screenHeight**, 0, "Raycaster");

**//generate some textures**

**for(int x = 0; x < texWidth; x++)**

**for(int y = 0; y < texHeight; y++)**

**{**

**int xorcolor = (x \* 256 / texWidth) ^ (y \* 256 / texHeight);**

**//int xcolor = x \* 256 / texWidth;**

**int ycolor = y \* 256 / texHeight;**

**int xycolor = y \* 128 / texHeight + x \* 128 / texWidth;  
   
 //flat red texture with black cross**

**texture[0][texWidth \* y + x] = 65536 \* 254 \* (x != y && x != texWidth - y);   
 //sloped greyscale**

**texture[1][texWidth \* y + x] = xycolor + 256 \* xycolor + 65536 \* xycolor;   
 //sloped yellow gradient  
 texture[2][texWidth \* y + x] = 256 \* xycolor + 65536 \* xycolor;   
 //xor greyscale**

**texture[3][texWidth \* y + x] = xorcolor + 256 \* xorcolor + 65536 \* xorcolor;**

**texture[4][texWidth \* y + x] = 256 \* xorcolor; //xor green**

**texture[5][texWidth \* y + x] = 65536 \* 192 \* (x % 16 && y % 16); //red bricks**

**texture[6][texWidth \* y + x] = 65536 \* ycolor; //red gradient**

**texture[7][texWidth \* y + x] = 128 + 256 \* 128 + 65536 \* 128; //flat grey texture**

**}**

• Ora ritroviamo il loop principale del gioco con il calcolo del DDA. Qui nulla è stato cambiato.

//start the main loop

while(!done())

{

for(int x = 0; x < w; x++)

{

//calculate ray position and direction

double cameraX = 2\*x/double(w)-1; //x-coordinate in camera space

double rayDirX = dirX + planeX\*cameraX;

double rayDirY = dirY + planeY\*cameraX;

//which box of the map we're in

int mapX = int(posX);

int mapY = int(posY);

//length of ray from current position to next x or y-side

double sideDistX;

double sideDistY;

//length of ray from one x or y-side to next x or y-side

double deltaDistX = sqrt(1 + (rayDirY \* rayDirY) / (rayDirX \* rayDirX));

double deltaDistY = sqrt(1 + (rayDirX \* rayDirX) / (rayDirY \* rayDirY));

double perpWallDist;

//what direction to step in x or y-direction (either +1 or -1)

int stepX;

int stepY;

int hit = 0; //was there a wall hit?

int side; //was a NS or a EW wall hit?

//calculate step and initial sideDist

if (rayDirX < 0)

{

stepX = -1;

sideDistX = (posX - mapX) \* deltaDistX;

}

else

{

stepX = 1;

sideDistX = (mapX + 1.0 - posX) \* deltaDistX;

}

if (rayDirY < 0)

{

stepY = -1;

sideDistY = (posY - mapY) \* deltaDistY;

}

else

{

stepY = 1;

sideDistY = (mapY + 1.0 - posY) \* deltaDistY;

}

//perform DDA

while (hit == 0)

{

//jump to next map square, either in x-direction, or in y-direction

if (sideDistX < sideDistY)

{

sideDistX += deltaDistX;

mapX += stepX;

side = 0;

}

else

{

sideDistY += deltaDistY;

mapY += stepY;

side = 1;

}

//Check if ray has hit a wall

if (worldMap[mapX][mapY] > 0) hit = 1;

}

//Calculate distance of perpendicular ray (Euclidean distance would give fisheye effect!)

if(side == 0) perpWallDist = (sideDistX - deltaDistX);

else perpWallDist = (sideDistY - deltaDistY);

//Calculate height of line to draw on screen

int lineHeight = (int)(h / perpWallDist);

//calculate lowest and highest pixel to fill in current stripe

int drawStart = -lineHeight / 2 + h / 2;

if(drawStart < 0) drawStart = 0;

int drawEnd = lineHeight / 2 + h / 2;

if(drawEnd >= h) drawEnd = h - 1;

• I calcoli seguenti sono nuovi e sostituiscono il selettore di colore del raycaster senza texture. La variabile **texNum** rappresenta il **valore della casella della mappa corrente meno 1**. Questo perché esiste una texture 0, ma il tile della mappa 0 non ha texture, poiché rappresenta uno spazio vuoto. Per poter utilizzare comunque la texture 0, sottrai 1 in modo che i tile della mappa con valore 1 corrispondano alla texture 0, e così via...

Il valore **wallX** rappresenta il **valore esatto del punto di impatto con il muro**, non solo le coordinate intere del muro. Questo è necessario per sapere quale coordinata x della texture utilizzare. Questo **valore viene calcolato prima determinando la coordinata x o y esatta nel mondo e poi sottraendo il valore intero del muro**. Nota che, anche se si chiama wallX, in realtà rappresenta una coordinata y del muro se side == 1, ma è sempre la coordinata x della texture.

Infine, **texX** è la coordinata x della texture, e questa viene calcolata a partire da wallX.

**//texturing calculations  
 //1 subtracted from it so that texture 0 can be used!**

**int texNum = worldMap[mapX][mapY] - 1;**

**//calculate value of wallX**

**double wallX; //where exactly the wall was hit**

**if (side == 0) wallX = posY + perpWallDist \* rayDirY;**

**else wallX = posX + perpWallDist \* rayDirX;**

**wallX -= floor((wallX));**

**//x coordinate on the texture**

**int texX = int(wallX \* double(texWidth));**

**if(side == 0 && rayDirX > 0) texX = texWidth - texX - 1;**

**if(side == 1 && rayDirY < 0) texX = texWidth - texX - 1;**

• Ora che conosciamo la coordinata x della texture, sappiamo che questa coordinata rimarrà la stessa, poiché restiamo nella stessa striscia verticale dello schermo. Ora abbiamo bisogno di un **ciclo nella direzione y per assegnare a ciascun pixel della striscia verticale la corretta coordinata y della texture**, chiamata **texY**.

Il **valore** di **texY** **viene calcolato incrementando di un passo predefinito** (che è costante nella striscia verticale) **per ogni pixel**. **Questo passo indica di quanto aumentare le coordinate della texture** (in virgola mobile) **per ogni pixel nelle coordinate verticali dello schermo**. **Poi è necessario convertire il valore in virgola mobile in un intero per selezionare il pixel effettivo della texture**.

Il colore del pixel da disegnare viene quindi semplicemente prelevato da texture[texNum][texX][texY], che corrisponde al texel corretto della texture giusta.

Come nel raycaster senza texture, anche qui il valore del colore sarà scurito se è stato colpito un lato verticale del muro, poiché il valore del colore non è composto da valori separati di R, G e B, ma da questi 3 byte combinati in un singolo intero, viene utilizzato un calcolo non così intuitivo.

Il colore viene scurito dividendo R, G e B per 2. Dividere un numero decimale per 10 può essere fatto rimuovendo l'ultima cifra (ad esempio, 300/10 è 30: lo zero finale viene rimosso). Allo stesso modo, dividere un numero binario per 2, che è quello che viene fatto qui, equivale a rimuovere l'ultimo bit. Questo può essere fatto spostando i bit a destra con >>1. Tuttavia, qui stiamo spostando a destra un intero a 24 bit (in realtà 32 bit, ma i primi 8 bit non sono utilizzati). Per questo motivo, l'ultimo bit di un byte diventa il primo bit del byte successivo, e questo altera i valori dei colori! Quindi, dopo lo spostamento dei bit, il primo bit di ogni byte deve essere azzerato, e questo può essere fatto eseguendo un'operazione "AND" binaria con il valore binario 011111110111111101111111, che è 8355711 in decimale. Il risultato è infatti un colore più scuro.

Infine, il pixel corrente del buffer viene impostato su questo colore, e poi si passa al pixel successivo nella direzione y.

**// How much to increase the texture coordinate per screen pixel**

**double step = 1.0 \* texHeight / lineHeight;**

**// Starting texture coordinate**

**double texPos = (drawStart - h / 2 + lineHeight / 2) \* step;**

**for(int y = drawStart; y<drawEnd; y++)**

**{**

**// Cast the texture coordinate to integer, and mask with (texHeight - 1) in case  
 of overflow**

**int texY = (int)texPos & (texHeight - 1);**

**texPos += step;**

**Uint32 color = texture[texNum][texHeight \* texY + texX];**

**//make color darker for y-sides: R, G and B byte each divided through two with a  
 "shift" and an "and"**

**if(side == 1) color = (color >> 1) & 8355711;**

**buffer[y][x] = color;**

**}**

**}**

• Ora il buffer deve ancora essere disegnato e successivamente svuotato (nella versione senza texture usavamo semplicemente il comando "cls"). Assicurati di farlo in ordine di scanline per migliorare le prestazioni grazie alla località della memoria e alla cache. Il resto del codice è nuovamente identico.

**drawBuffer(buffer[0]);**

**for(int y = 0; y < h; y++) for(int x = 0; x < w; x++) buffer[y][x] = 0; //clear the buffer instead of cls()**

//timing for input and FPS counter

oldTime = time;

time = getTicks();

double frameTime = (time - oldTime) / 1000.0; //frametime is the time this frame has taken, in seconds

print(1.0 / frameTime); //FPS counter

redraw();

//speed modifiers

double moveSpeed = frameTime \* 5.0; //the constant value is in squares/second

double rotSpeed = frameTime \* 3.0; //the constant value is in radians/second

• Ecco di nuovo i tasti; anche qui nulla è cambiato. Se vuoi, puoi provare ad aggiungere i tasti per lo strafe (per muoverti a sinistra e a destra). Questi devono essere implementati nello stesso modo dei tasti su e giù, ma utilizzando planeX e planeY invece di dirX e dirY.

readKeys();

//move forward if no wall in front of you

if (keyDown(SDLK\_UP))

{

if(worldMap[int(posX + dirX \* moveSpeed)][int(posY)] == false) posX += dirX \* moveSpeed;

if(worldMap[int(posX)][int(posY + dirY \* moveSpeed)] == false) posY += dirY \* moveSpeed;

}

//move backwards if no wall behind you

if (keyDown(SDLK\_DOWN))

{

if(worldMap[int(posX - dirX \* moveSpeed)][int(posY)] == false) posX -= dirX \* moveSpeed;

if(worldMap[int(posX)][int(posY - dirY \* moveSpeed)] == false) posY -= dirY \* moveSpeed;

}

//rotate to the right

if (keyDown(SDLK\_RIGHT))

{

//both camera direction and camera plane must be rotated

double oldDirX = dirX;

dirX = dirX \* cos(-rotSpeed) - dirY \* sin(-rotSpeed);

dirY = oldDirX \* sin(-rotSpeed) + dirY \* cos(-rotSpeed);

double oldPlaneX = planeX;

planeX = planeX \* cos(-rotSpeed) - planeY \* sin(-rotSpeed);

planeY = oldPlaneX \* sin(-rotSpeed) + planeY \* cos(-rotSpeed);

}

//rotate to the left

if (keyDown(SDLK\_LEFT))

{

//both camera direction and camera plane must be rotated

double oldDirX = dirX;

dirX = dirX \* cos(rotSpeed) - dirY \* sin(rotSpeed);

dirY = oldDirX \* sin(rotSpeed) + dirY \* cos(rotSpeed);

double oldPlaneX = planeX;

planeX = planeX \* cos(rotSpeed) - planeY \* sin(rotSpeed);

planeY = oldPlaneX \* sin(rotSpeed) + planeY \* cos(rotSpeed);

}

}

}

Nota: Di solito, le immagini sono memorizzate per scanline orizzontali, ma per un raycaster le texture vengono disegnate come strisce verticali. Pertanto, per utilizzare in modo ottimale la cache della CPU e evitare i page fault, potrebbe essere più efficiente memorizzare le texture in memoria per strisce verticali anziché per scanline orizzontali. Per fare ciò, dopo aver generato le texture, scambia le loro coordinate X e Y (questo codice funziona solo se texWidth e texHeight sono uguali):

//swap texture X/Y since they'll be used as vertical stripes

for(size\_t i = 0; i < 8; i++)

for(size\_t x = 0; x < texSize; x++)

for(size\_t y = 0; y < x; y++)

std::swap(texture[i][texSize \* y + x], texture[i][texSize \* x + y]);

Oppure, puoi semplicemente scambiare X e Y quando le texture vengono generate, ma in molti casi, dopo aver caricato un'immagine o ottenuto una texture da altri formati, la troverai comunque organizzata per scanline e dovrai scambiarla in questo modo.

Quando ottieni il pixel dalla texture, usa il seguente codice:  
Uint32 color = texture[texNum][texSize \* texX + texY];