Final Relection

Lucas Smielewski

4/15/2022

Link to Final Project - <https://github.com/Lucassmielewski/STA518_Project>

Objectives: Import, manage, and clean data. Create graphical displays and numerical summaries of data for exploratory analysis and presentations. Write R programs for simulations from probability models and randomization-based experiments. Use source documentation and other resources to troubleshoot and extend R programs. Write clear, efficient, and well-documented R programs.

For my final project I decided analyse run expectancy in the MLB. The goal of the project was to build an interactive Shiny App where the user would input a combination of game state variables including, inning number, home or away batting, number of outs and the location of runs on base. After gather user inputs the application would show the distribution of runs that a team is expected to score in the inning based on these selections. To accomplish this goal I downloaded play-by-play data from MLB Retrosheets - <https://www.retrosheet.org/>. The embedded code snippet below shows a small example of the raw text data that I first loaded into R.

ANA = read\_tsv(here::here("data", "2021ANA.EVA"), col\_names=FALSE)

## Rows: 13156 Columns: 1  
## -- Column specification --------------------------------------------------------  
## Delimiter: "\t"  
## chr (1): X1  
##   
## i Use `spec()` to retrieve the full column specification for this data.  
## i Specify the column types or set `show\_col\_types = FALSE` to quiet this message.

head(ANA)

## # A tibble: 6 x 1  
## X1   
## <chr>   
## 1 id,ANA202104010   
## 2 version,2   
## 3 info,visteam,CHA   
## 4 info,hometeam,ANA   
## 5 info,site,ANA01   
## 6 info,date,2021/04/01

After reviewing the coded data, I knew this project was going to be a long process and I was right, it was. But while working on this project in the past few months as well as completing the in-class activities earlier in the semester, I have gained a lot of experience using R, a software I plan to use extensively in my job following graduation. In this document, I will go through a few of the steps I took to complete my project and use these to exhibit my compression of the following course objectives: Import, manage, and clean data. Create graphical displays and numerical summaries of data for exploratory analysis and presentations. Write R programs for simulations from probability models and randomization-based experiments. Use source documentation and other resources to troubleshoot and extend R programs. Write clear, efficient, and well-documented R programs.

This project included a large amount of data managing and cleaning, seeing that the cleaning process entailed converting encoded text files into useable tabular data sets. The embedded code below was my finalized function that took the list text data files and formatting them into a list of tabular data sets, one for each game a team played. The end result was multiple lists holding each game within a list storing each team.

clean\_teams <- function(team){  
   
 tsv = read\_tsv(here::here("data", team), col\_names=FALSE)  
 #Creating tibble of length 81 that store row number of each game ID  
 row\_index <- tsv %>%  
 mutate(rownumber = row\_number()) %>%  
 filter(str\_detect(tsv$X1, 'id,')==TRUE)  
   
 #Create Vector of Original Data  
 team\_vec = as.vector(tsv$X1)  
   
 #Create Vector of row numbers of ID's (position in team\_vec)  
 row\_vec=as.vector(row\_index$rownumber)  
   
 #Creating List to each Game's data  
 team\_list=list()  
   
 #Loop through row\_vec (length 81)  
 #Split team\_vec into each game, decided by ID position held in row\_vec  
 #Add each game vector into team\_list  
 for(row in seq(row\_vec+1)){  
 if(row!=length(row\_vec)){  
 new <- team\_vec[c(row\_vec[row]:(row\_vec[(row+1)]-1))]  
 team\_list[[row]]<- new  
 }  
 }  
   
 return(team\_list)  
}  
  
get\_results <- function(game\_codes){  
   
 plays = str\_subset(game\_codes, 'play')  
  
 #Works on GVSU R Server not on Laptop?  
 # game\_df = read\_csv(plays, col\_names = c('Play',   
 # 'Inning',   
 # 'Home Team',   
 # 'Retro ID',   
 # 'Count on Play',   
 # 'Pitch Sequence',  
 # 'Outcome'))  
   
 #Works on Laptop  
 game\_df <- as.tibble(plays) %>%   
 separate(value, into=c('Play',   
 'Inning',   
 'Home Team',   
 'Retro ID',   
 'Count on Play',   
 'Pitch Sequence',  
 'Outcome'),   
 sep=',')  
   
 game\_df <- game\_df %>%   
 #Creating Column to hold runner advancement codes  
 separate(Outcome, into = c('Outcome', 'Runner Advancements'),  
 "[.]", extra = "merge") %>%   
 filter(Outcome != 'NP') #Remove plays where nothing occurred  
   
   
 batter\_codes = c('S' = 1, 'D' = 2, 'T' = 3,   
 'H' = 4, 'HR' = 4, 'DGR' = 2,  
 'E' = 1, 'HP' = 1, 'I' = 1,   
 'IW' = 1, 'W' = 1, 'C' = 1,  
 'BK' = 0 , 'DI' = 0, 'SB' = 0,  
 'PB' = 0, 'WP' = 0, 'OA'=0)  
#These outcomes should still result in an out so they will not fill batter bases  
 #'CS' = 0 , 'PO' = 0, 'POCS' = 0, 'OA' = 0)   
  
 #Creating a mapping function to map batter\_codes (basically replaces loop)  
 #quo saves this condition rather than evaluating it.   
 #The !! and !!! are how you actually evaluate this code  
 batter\_conditions <- map(names(batter\_codes),   
 ~quo(str\_starts(  
 Outcome,   
 regex(  
 paste(!!.x,"+([0-9]|/|$)|E|(W+)|(SBH;)",   
 sep="")))~batter\_codes[!!.x]))  
   
 #Applying the batter code condition to the game dataframe  
 game\_df <- game\_df %>%   
 mutate(`Batter Bases` = case\_when(!!!batter\_conditions))  
   
   
   
 #Creating vector to hold indices of inning (lag from Dplyr is really helpful)  
 new\_inning = c(1, which(game\_df$`Home Team` != lag(game\_df$`Home Team`)))   
   
 #Creating three binary variables, First Second and Third to hold runs  
   
 game\_df <- game\_df %>%   
 mutate(`First` = case\_when(row\_number() %in% new\_inning ~ 0,  
 lag(`Batter Bases`==1) ~ 1,  
 lag(`Batter Bases`==4) ~ 0),  
 `Second`= case\_when(row\_number() %in% new\_inning ~ 0,  
 lag(`Batter Bases`==2) &   
 (is.na(`Runner Advancements`)) ~ 1,  
 lag(`Batter Bases`==4) ~ 0),  
 `Third`= case\_when(row\_number() %in% new\_inning ~ 0,  
 lag(`Batter Bases`==3) &   
 (is.na(`Runner Advancements`)) ~ 1,  
 lag(`Batter Bases`==4) ~ 0))  
   
 game\_df <- game\_df %>%   
 separate(`Runner Advancements`, into = c('Runner Advancements',   
 'Runner Advancements1',   
 'Runner Advancements2',   
 'Runner Advancements3'),  
 "[;]", extra = "merge")  
   
 game\_df <- game\_df %>%   
 mutate(`First` = case\_when(   
 lag(str\_detect(`Runner Advancements3`, "-1")) ~ 1,  
 lag(str\_detect(`Runner Advancements3`, "1-")) ~ 0,  
   
 lag(str\_detect(`Runner Advancements2`, "-1")) ~ 1,  
 lag(str\_detect(`Runner Advancements2`, "1-")) ~ 0,  
   
 lag(str\_detect(`Runner Advancements1`, "-1")) ~ 1,  
 lag(str\_detect(`Runner Advancements1`, "1-")) ~ 0,  
   
 lag(str\_detect(`Runner Advancements`, "-1")) ~ 1,  
 lag(str\_detect(`Runner Advancements`, "1-")) ~ 0,  
  
 #Stolen bases & Pickoffs  
 lag(str\_detect(Outcome, "SB2")) ~ 0, #Leaves First to Steal Second  
 lag(str\_detect(Outcome, "CS2")) ~ 0, #Caught Stealing at 2nd   
 lag(str\_detect(Outcome, "PO1")) ~ 0, #Picked Off of First  
 TRUE ~ as.numeric(First)),  
   
 `Second` = case\_when(  
 lag(str\_detect(`Runner Advancements3`, "-2")) ~ 1,  
 lag(str\_detect(`Runner Advancements3`, "2-")) ~ 0,  
   
 lag(str\_detect(`Runner Advancements2`, "-2")) ~ 1,  
 lag(str\_detect(`Runner Advancements2`, "2-")) ~ 0,  
   
 lag(str\_detect(`Runner Advancements1`, "-2")) ~ 1,  
 lag(str\_detect(`Runner Advancements1`, "2-")) ~ 0,  
   
 lag(str\_detect(`Runner Advancements`, "-2")) ~ 1,  
 lag(str\_detect(`Runner Advancements`, "2-")) ~ 0,  
   
 #Stolen Bases & Pickoffs  
 lag(str\_detect(Outcome, "SB2")) ~ 1, #Steals Second  
 lag(str\_detect(Outcome, "SB3")) ~ 0, #Leaves Second to Steal Third  
 lag(str\_detect(Outcome, "CS3")) ~ 0, #Caught Stealing at Third  
 lag(str\_detect(Outcome, "PO2")) ~ 0, #Picked Off of Second  
 TRUE ~ as.numeric(Second)),  
   
 `Third` = case\_when(  
 lag(str\_detect(`Runner Advancements3`, "-3")) ~ 1,  
 lag(str\_detect(`Runner Advancements3`, "3-")) ~ 0,  
   
 lag(str\_detect(`Runner Advancements2`, "-3")) ~ 1,  
 lag(str\_detect(`Runner Advancements2`, "3-")) ~ 0,  
   
 lag(str\_detect(`Runner Advancements1`, "-3")) ~ 1,  
 lag(str\_detect(`Runner Advancements1`, "3-")) ~ 0,  
   
 lag(str\_detect(`Runner Advancements`, "-3")) ~ 1,  
 lag(str\_detect(`Runner Advancements`, "3-")) ~ 0,  
   
 #Stolen Bases & Pickoffs  
 lag(str\_detect(Outcome, "SB3")) ~ 1, #Steals Third  
 lag(str\_detect(Outcome, "SBH")) ~ 0, #Leaves Third to Steal H  
 lag(str\_detect(Outcome, "CSH")) ~ 0, #Caught Stealing at Third  
 lag(str\_detect(Outcome, "PO3")) ~ 0, #Picked Off of Third  
 TRUE ~ as.numeric(Third))) %>%   
   
 fill(First, Second, Third, .direction="down")  
   
 #OUTS ERROR TESTING  
 game\_df <- game\_df %>%   
 mutate(`Batter Bases` = case\_when(  
 (str\_detect(`Runner Advancements`, "B")) |   
 (str\_detect(`Runner Advancements1`, "B")) |  
 (str\_detect(`Runner Advancements2`, "B")) |  
 (str\_detect(`Runner Advancements3`, "B")) ~ 1,   
 TRUE ~ as.numeric(`Batter Bases`)))  
   
 game\_df <- game\_df %>%   
 group\_by(Inning, `Home Team`) %>%   
 mutate(Outs = cumsum(is.na(`Batter Bases`))-1,  
 `Inning Runs` = sum(as.numeric(  
 str\_detect(`Runner Advancements`,"(-H)")),  
 as.numeric(  
 str\_detect(`Runner Advancements1`,"(-H)")),  
 as.numeric(  
 str\_detect(`Runner Advancements2`,"(-H)")),  
 as.numeric(  
 str\_detect(`Runner Advancements3`,"(-H)")),  
 #Steals of Home and Home Runs  
 str\_detect(Outcome, "SBH"), (`Batter Bases`==4),   
 na.rm=TRUE))  
   
 game\_df$Outs = case\_when(game\_df$Outs<0 ~ 0, TRUE ~ as.numeric(game\_df$Outs))  
  
 #OUTS ERROR TESTING - NOTICED ERRORS WERE NOT WORKING  
 ind = ((game\_df$Outs >= 3) | (game\_df$Outs<0))  
 if(nrow(game\_df[ind,])>0){  
 print(game\_df %>%   
 select(c(Outcome,   
 `Runner Advancements`,   
 `Runner Advancements1`,   
 `Batter Bases`,  
 First, Second, Third, `Inning Runs`, Outs)))  
 }  
   
 agg\_df <- expand(game\_df, nesting(First, Second, Third, Outs, `Inning Runs`))  
   
   
 return(agg\_df)  
}

Finally after attaining the long list of play-by-play game data sets, they were condensed into one final data set holding every combination of innings, outs, and base runners. An sample of this final data set can be seen below.

## Rows: 150292 Columns: 7  
## -- Column specification --------------------------------------------------------  
## Delimiter: ","  
## dbl (7): Inning, Home Team, First, Second, Third, Outs, Inning Runs  
##   
## i Use `spec()` to retrieve the full column specification for this data.  
## i Specify the column types or set `show\_col\_types = FALSE` to quiet this message.

head(agg\_total)

## # A tibble: 6 x 7  
## Inning `Home Team` First Second Third Outs `Inning Runs`  
## <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl>  
## 1 1 0 0 0 0 0 0  
## 2 1 0 0 0 0 1 0  
## 3 1 0 1 0 0 2 0  
## 4 1 1 0 0 0 0 0  
## 5 1 1 0 0 0 1 0  
## 6 1 1 0 0 0 2 0

These two code chunks not only show the strides I have taken over the course of the semester in my ability to import, manage, and clean data in R, but also my ability to write user-create functions that can be understood and reproduced by the reader. I felt that I was behind in various points throughout the semester, but after working through a larger-scale comprehensive project I feel much more comfortable with the program. Iterating through the large amount of text file and being able to condense them together also show the ability to run simulations and functions within R. After attaining this final data set. I first wrote to into my files as a csv in order to not have to run the entire program again and then started my analysis. I started my analysis by creating exploratory visualizations to decide the route I wanted to take. The code chunks below show the steps I took to create a few of these graphics.

df <- read\_csv(here::here('Results','Seaon Total Innings.csv'))

## Rows: 150292 Columns: 7  
## -- Column specification --------------------------------------------------------  
## Delimiter: ","  
## dbl (7): Inning, Home Team, First, Second, Third, Outs, Inning Runs  
##   
## i Use `spec()` to retrieve the full column specification for this data.  
## i Specify the column types or set `show\_col\_types = FALSE` to quiet this message.

df <- df %>%   
 mutate(`Scored` = if\_else(`Inning Runs` >= 1,TRUE,FALSE))  
  
  
df\_group <- df %>%   
 group\_by(First, Second, Third, Outs) %>%   
 summarise(Runs = sum(`Inning Runs`),  
 Occurences = n(),  
 `Probabilty of Scoring` = mean(Scored))

## `summarise()` has grouped output by 'First', 'Second', 'Third'. You can  
## override using the `.groups` argument.

df\_group <- df\_group %>%   
 mutate(`Runs Expected` = Runs/Occurences) %>%   
 unite(Onbase, First:Third)   
  
runs\_expected\_matrix <- df\_group %>%   
 pivot\_wider(id\_cols=Onbase, names\_from=Outs,   
 values\_from=`Runs Expected`,   
 names\_prefix='Outs: ', names\_sep=' ')  
  
   
  
run\_prob\_matrix <- df\_group %>%   
 pivot\_wider(id\_cols=Onbase, names\_from=Outs,   
 values\_from=`Probabilty of Scoring`,   
 names\_prefix='Outs: ', names\_sep=' ')

# p <-   
df\_group %>%   
 ggplot(aes(y=Onbase, fill=`Runs Expected`, x=Outs))+  
 geom\_tile()+  
 scale\_fill\_gradient2(low="red", high="blue", mid="white") +  
 ggtitle("Run Expectancy Matrix") +  
 xlab("Number of Outs") + ylab("Base Runners")

![](data:image/png;base64,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)

# ggplotly(p)

# p <-   
df\_group %>%   
 ggplot(aes(y=Onbase, fill=`Probabilty of Scoring`, x=Outs))+  
 geom\_tile() +  
 scale\_fill\_gradient(low="red", high="green") +  
 ggtitle("Probability of Scoring Matrix") +  
 xlab("Number of Outs") + ylab("Base Runners")
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# ggplotly(p)

These graphs were a part of my main goal of this project and I am very glad I was able to accomplish this. These show how the expected number of runs in an inning for a MLB game in the 2021 varying based on the combination between the locations of runners and the number of outs in said inning. I also found the probability of scoring at least one run in the inning for this same matrix. While working on these visualizations I found documentation for the package, Plotly, a software I had used previously in Python. I especially enjoyed incorporated this into my project because I find interactive plots much more useful than static plots when visualizing complex data situations. These graphs along with the work I did to build an interactive shiny app, I will get into this part next, are the reasons that I feel I have accomplished the objectives of creating graphical displays and numerical summaries of data for exploratory analysis and presentations as well as using source documentation and other resources to troubleshoot and extend R programs.

Finally I get to the most intriguing part of my project, building an interactive Shiny app. Even though I was able to produce a simple app producing all of the same concepts that I had set out to do at the start of my project, it gives me error when opening the application from the shinyapps.io server, so this is something I will have to investigate further. Nevertheless my Shiny app will run and be produced correctly when launched from my Rstudio session a screenshot of this can be seen below.

Overall, I believe the examples I have provided throughout this reflection exemplify the vast improvements I have made in R programming throughout this semester. Because of these improvements and my ability to show examples demonstrating each of Course Objectives, I feel that I have earned an ‘A’ for my work in this class. I have really enjoyed this class and the work I have put in has felt rewarding. Even though there were times of struggle, I feel that this project and the activities have helped me tremendously. The experience I’ve gained will come in very handy at my new job come graduation.